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Abstract. Language Migration is a highly risky and complex process.
Many authors have provided different ways to tackle down the problem,
but it still not completely resolved, even-more it is considered almost
impossible on many circumstances. Despite the approaches and solutions
available, no work has been done on measuring the risks and complexity
of a migration process based on the technological gap. In this article we
contribute a first iteration on Language Migration complexity metrics,
we apply and interpret metrics on an industrial project. We end the
article with a discussion and proposing future works.
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1 Introduction

With the fast evolution of programming languages and frameworks, companies
must evolve their systems. This evolution may imply the full migration of their
applications to new technological environments. Our work takes place in collab-
oration with Berger-Levrault, a major IT company selling information systems
developed in Microsoft Access among others. Microsoft Access is ageing and not
able to respond to the architectural needs of modern times, threatening the con-
tinuity of these information systems and pushing them into the classification of
Legacy Systems.

To respond to the process of obsolescence, as explained by [5], we are working
on a software evolution process of modernization by migration of Microsoft
Access applications (source application) to a web architecture (target applica-
tion). The technological choice of the target web architecture is Angular for the
front-end and microservices for the back-end, in alignment with the migration
policy of the company.

According to [5] a generic iterative migration responds to the iterative appli-
cation following process steps: (i) Plan (ii) Understand system (iii) Understand
destination (iv) transform knowledge (v) Produce Destination. Our article aims
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to help to plan by measuring the potential complexity of the transform knowl-
edge phase, by measuring the distance in between the origin system and the
destination system.

Modernization is a risky and complex case of software evolution that could be
near to impossible or just not worthy in certain circumstances. This complex and
risky nature is not only due to the quality of the source project (as many other
articles already spotted [1, 17]), but also due to the gap in between the origin
and destination technologies. Much has been told about the impact of cohesion
and coupling to the decomposability of software, and how this decomposability
is key for iterative processes of migration ([2, 8, 10, 15, 21, 25]), but to the best
of our knowledge there are not works on the measure of the technological gap,
despite the conscious acknowledgement on the literature ([22]) of the correlation
between the difficulty of a migration and the difference between origin and target
technological platforms.

Following we explain the context and highlight the challenges of our migra-
tion project (section 2). We introduce our different counters and highlight their
relationship with the complexity of the process of migration on different levels in
our particular setup (section 3). We extract the proposed metrics on an indus-
trial project, and propose an interpretation of the extracted numbers (section 4).
After interpretation, we discuss the flaws of this kind of metrics and what it still
to be done for having a functional set of gap metrics useful to predict complexity
(section 5) We finish the article with a preview of future works (section 6) and
a conclusion (section 7).

2 Challenges

The migration of Microsoft Access applications to a web technology is a difficult
task. Indeed, it requires working on several levels of abstraction, namely: the
architectural level and the source code level. In this section we present, in a
non-exhaustive way, the difficulties inherent in the process of migrating VBA
applications to a web technology.

It is important to remark that these challenges are not solved yet, but exposed
to give context to the metrics. The metrics should contribute to the measurement
of these challenges.

2.1 Software architecture challenges

Moving from a centralized/standalone application to a distributed application
Microsoft Access is a development environment used to create database based
applications. It comes with a programming language called Visual Basic For Ap-
plication (VBA) and various libraries. This language and the libraries are used
in a programming environment called Microsoft Visual Basic, which also comes
with Microsoft Access. Microsoft Access applications are so-called “standalone”
applications, i.e. they are developed to be deployed centrally, although they have
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the ability to interact with remote data servers. Furthermore, a standalone appli-
cation can access the resources of its deployment environment (user computer),
such as the operating system used, the file system, printers, etc. In contrast,
a distributed application rarely access users resources but network resources,
assuming the existence of a network and shared resources. [20] is a good exam-
ple of how radical may be this kind of modification. The difference between this
two environments makes many original development assumptions to not be valid
any more, requiring to be adapted or completely redeveloped during a migration
process. Further, in this article (section 3), we propose the paradigmatic change
and the dependencies counters which measure the amount of entities that are
related with this aspect.

Moving from a monolithic application to a microservice application A monolithic
application is often described as a single-tier system in which the user interface,
business logic and data layer are combined into a single application. Microser-
vices is one of the latest trends in software development that has emerged from
service-oriented architecture styles. Microservices are expected to be special-
ized on specific concerns, small, highly cohesive, loosely coupled services, each
independently deployable and communicating with communication mechanisms
(such as REST or a message bus like RabbitMQ). In addition, there is a lot of mi-
croservices architectures and existing approaches for this kind of migration, that
are not addressed in this paper, since we have not yet made the decision of which
specific composition and migration approach to take. The contrast between this
two architectures is dramatic. The original source code has been developed with
the assumption of local synchronized execution with low-level shared resources
(as memory and stack), while the destination proposes full distribution as as-
sumption, requiring to be adapted or completely redeveloped during a migration
process. Alongside it also requires the production of configuration files that allow
to find a service composition that produces an equivalent work to the original
software. [10, 25] have exposed with detail the case serving monolithic appli-
cations as web pages or services, identifying the multiple challenges that come
from such a modernization. Further, in this article (section 3), we propose the
paradigmatic change and the dependencies counters which measure the amount
of entities that are also related with this aspect.

Moving from a desktop application GUI to a web application GUI Graphical
user interfaces for Microsoft Access applications are developed using Microsoft
Office GUI components. These components generally use the libraries provided
by the Microsoft Windows operating system. Even when the GUI can be highly
customized, it is no wonder that most of these applications respond to the unified
aesthetics of the operative system, using not only the same look and feel, but
the same navigation metaphor (from pop-up and dialogue windows to modal
and non-modal sub windows). However, the GUIs of a web application typically
use HTML and CSS (or derivations) used to customize the look-and-feel of the
web page. The originality of aesthetics is encouraged and welcomed, as part of
the company identity. Along with that, navigation methods such as pop-up and
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dialogues are not welcomed and even banned by many web browsers. These two
paradigms are completely different. Thus, a mapping work is necessary in order
to be able to transform the VBA graphical interfaces into web interfaces. All
of these differences together mean that the migration of graphical constructs,
both visual and behavioural ([23]) are developed with assumptions that are not
valid on the destination platform, and may require to be adapted or completely
redeveloped during a migration process. [7, 12, 13, 18, 19] and many others have
contributed in identifying the challenges and validation opportunities of GUI
migration. Because of lack of time for further experiments we do not provide
metrics for this challenge in this article.

2.2 Source code difficulties

VBA/Macro code to Typescript / Java VBA (Visual Basic for Applications) is
a language similar to Visual Basic that requires a host application to run (Ac-
cess in our case). Microsoft Access projects provide two kinds of source code:
The “macros” language – a specific user-friendly language for Microsoft Access–
and VBA, a language inspired by Visual Basic, adapted for use in the Microsoft
Office context, and Microsoft Access. It is an interpreted language, and devel-
oped to run in the context of a database. Furthermore, VBA does not support
namespaces nor packages, meaning that all the module functions and classes
defined in a project are visible within the project. By other hand, TypeScript
is a statically typed programming language that transpiles to JavaScript code.
TypeScript allows for development in both the procedural and object-oriented
paradigms. Regardless to support for both procedural and object-oriented, an
Angular application (the technological target for the GUI), is expected to be
written by using mainly object-oriented and component-oriented code. Java is
an object-oriented programming language used to develop mainly object-oriented
and component oriented software. Both languages are file-oriented, and require
the usage of namespaces or packages and importing for visibility. All this code
must be generated by instrumentation of algorithms as type inference. Also, the
clustering of functions into classes is compulsory in java and mostly desirable in
the context of an Angular project ([15, 26]). The difference between grammati-
cal constructs, the existence of namespaces and the file oriented source code are
really challenging chasms to cross, and in many cases leading to problems as
the impossibility of expressing important semantic on the destination target or
requiring to adapt the semantic into concepts that may lead to ambiguity or in
extreme cases requiring the redevelopment of a component during a migration
process([22]).

Moving the internal structural representation from VBA to Angular As an ex-
tension of the language difference, the graphical constructs are designed and
developed differently. In Microsoft Access the development of graphical inter-
faces is done using a wizard (drag and drop). This drag and drop adds graph-
ical controls to the built GUI. Each of these controls and the form itself can
be bound to a database table directly. However, GUI development in Angular
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is done using the Angular templating language. This language mixes HTML,
HTML code generation directives and directives for linking to GUI behavioural
code. Angular manual encourage the developers to use interface objects for stor-
ing the data produced by the user interaction, and use this objects afterwords as
data transfer objects. Therefore, this migration implies the production of state-
holding objects, the production of database CRUD code, and to produce calls
to remote services thus none of these calls or objects exists in the origin system.
[18, 23] have discussed on challenges related with the structural representation
of the GUI. [11] also has discussed the user interaction impact over a software
adaptation that can shed light also to the potential risks on invalidating the
assumptions that were followed during the development of the original software.

3 Metrics

The various difficulties related to the migration of VBA applications (source
of the migration) to a web architecture (target of the migration) highlight the
incompatibilities that exist between VBA and its paradigm as well as web ap-
plications and their paradigm. In this section, we present a set of metrics that
measure these incompatibilities and try to quantify the different gaps between
source and destination technologies, in an intent to measure the inherent risks
to the semi-automatic migration process. These metrics are the result of our
experiences as well as our readings in the literature.

3.1 Risks related to the relevance of the source code analysis

Parsers has been used largely in the migration and reverse-engineering literature,
as we have seen in different works as [3, 6, 8, 13, 23, 24] and many others.
We know also from other studies that Microsoft access projects are complex to
analyse [4]. Often, to count with a parser able to parse all possible program on
a language is key for the automatic and semi-automatic approaches.

A parser is a program that analyses a string written according to the rules of
a formal grammar and produces some kind of output. Among the set of tools we
have developed to work with Microsoft Access projects, we have a VBA parser
that takes as input a source code and produces a so-called Abstract Syntax Tree
(AST). Our parser is based on the grammar of the VBA language as described in
the Microsoft Access documentation. For ensuring the completeness we created
tests for each of the grammar cases proposed by the documentation. We test
also our tool by parsing the Microsoft Northwind Traders 3 example project,
covering the full extension of the program.

Risk Despite our efforts to ensure completeness, we found that at least in one of
the companies projects, our parser fails to produce an AST in %30 of the modules
/ class modules, due to unexpected usage of different grammatical constructions.
3 https://docs.microsoft.com/en-us/powerapps/maker/canvas-apps/northwind-install

https://docs.microsoft.com/en-us/powerapps/maker/canvas-apps/northwind-install
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The lack of documentation coverage of these grammatical formulas threatens the
validity of our semantic analysis since we have to interpret ourselves what these
grammatical composition means, opening the door to ambiguity and misinter-
pretation. The measuring of this risk contributes to the understanding of the
source code related challenges, depicted in subsection 2.2

Parsing error counter In order to quantify the parsing errors, we use the follow-
ing Parsing error counter metric In the context of interpreting VBA source code
with our parser, we have defined the “SyntaxError” counter. This gives us the
amount of parsing errors due to a syntax error (especially those mentioned in
the previous paragraph). The higher the value of this counter, the more complex
the migration will be.

3.2 The risks of language translation

Programming languages often respond to specific formal grammar, that define
the limits and possibilities of a language. These grammatical constructions allow
expressing semantics that respond to a proposed programming paradigm. Many
approaches to software migration are based on the interpretation of the seman-
tics of the different source artefacts (contained in the language/application to be
migrated) and the expression of an equivalent semantic in the target language/-
paradigm. Many times the grammatical constructions and or the paradigmatic
concepts are incompatible, leading to the inability to express an equivalent se-
mantic.

The risks of mapping entities from one formal grammar to another
One of the most important steps in a migration process is the transformation
of grammatical entities from the source language to their equivalents in the
target language. This consists in associating each element of the source language
dataset with one or more elements of the target language dataset. This task is
not trivial, because it is possible to have elements of the source language dataset
that have no equivalents in the target language.

Risk The lack of equivalent grammatical entity causes loss of semantics during
the transformation.[22] . VBA is a language that has a particularly rich gram-
mar. Thus, the same semantics can be expressed in several ways, this is even
true when it comes to information flow control or error handling. Therefore, we
find it important to map the elements of the VBA dataset that do not have
equivalents in the destination environment and to count them when analysing
the code of VBA applications. The measuring of this risk contributes to (i) the
understanding of the VBA/Macro code to Typescript / Java related challenges,
since the lack of equivalence implies, depicted in subsection 2.2, and (ii) the
complexity of error management, what gives insight of the complexity of the
architectural challenges depicted in subsection 2.1
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Incompatible grammatical construct Counter Different languages provide differ-
ent ways to control the flow of execution of a program. Control flow management
includes normally conditional branching (such as if, else if and switch), loops
(such as for, while and repeat) and error management (such as try / catch).
There are other less popular and harder to predict such as conditional and
unconditional jumps (also known as go-to statements). There are many VBA
grammatical entities that are used for error handling and control flow and for
which we do not have an equivalent in Typescript / Java, we mention: Resume
Label, Resume Empty, Error Resume Next, OnError GoTo, Resume Next, Prop-
erty, PropertyAccessors. This grammatical entity counter counts the amount of
appearances of these entities in a given source code. The higher the value of
these counters, the more complex the migration.

The risks of paradigm shift A programming paradigm is a way of approach-
ing computer programming and conceiving problem solutions and their formula-
tion in an appropriate programming language. It thus provides (and determines)
the developer’s understanding of the execution of his programme. For example,
in object-oriented programming, developers may conceive the program as a col-
lection of interacting objects, while in functional programming a program may
be seen as a sequence of stateless function evaluations. VBA proposes a hybrid
paradigm programming language that aims the development of information tech-
nology systems focused on human-machine interaction with direct impact on an
integrated database, we find many concepts that do not exist in the paradigms
of our target languages.

Risk While VBA allows the usage of functions and procedures, all our destina-
tion require the code to be expressed in object oriented fashion. This requires
the identification of concerns, and clusterization of variables and functions into
potential classes. This kind of problem does not have automatic solutions, since
most of the approaches are based on heuristics and multiple results are pos-
sible, exposing seriously the consistency of the produced code ([15, 16, 26]).
Furthermore, VBA includes many first-class citizen that do not exist in the tar-
get environments such as Tables Queries and Macros. Each of these cases are
mean to be transformed into something else, risking the loss of semantics and
of consistency.[22] . The measuring of this risk contributes to understand (i)
the complexity of the VBA/Macro code to Typescript / Java related challenge,
depicted in subsection 2.2, and (ii) the complexity of Moving from a monolithic
application to a microservices-based application, depicted in subsection 2.1.

Counter for incompatible entities Among the all the first class citizens of VBA
language, we find the followings that have no equivalent on our target platforms:
Modules, Tables, Queries, Macros. For measuring the paradigm shift complexity
we opt for counting the amount of entities belonging to these categories. The
higher the value of this counter, the more complex the migration.
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3.3 The risks of using libraries as dependencies

A VBA project interacts with other projects or libraries. These are called depen-
dencies. They can be of three types: (i)“BuiltInDependency”: dependencies that
are part of Microsoft Access (standard) (ii)“BinaryDependency”: dependencies
provided by a third party or by Berger-Levrault (iii)“MicrosoftAccessDependency”:
dependencies developed in Microsoft Access Each kind of dependencies is differ-
ent, and may not have an equivalent on the target technology. These dependen-
cies need to be taken into account in our migration process.

Risk There are many risks associated with dependencies update or migration
[9]. In this article we consider the fact that in different runtime and languages
there is a high probability that the same library is not going to be available,
[8]. Therefore, each library used by the program, is likely to be changed. The
measuring of this risk contributes to understand the general complexity, since
affect all the proposed challenges depicted in section 2.

Dependency counter In the context of interpreting VBA source code with our
parser, we have defined a counter for each type of dependency. The higher the
value of these counters, the more complex the migration.

4 The eGRC use case

eGRC is an extremely complex project. Indeed, we have seen that it contains
all the types of risks that were mentioned in the previous sections. Therefore, in
order to get a clear picture of the proportion of these risks in the eGRC project,
we have activated all the metrics mentioned above in our VBA code parser. To
understand these metrics, we provide graphs that explain the proportion of risks
in eGRC and its sub-projects. As a demographic, eGRC counts with 900.000
LoC distributed in between 1232 widgets, 564 reports, 271 function-modules,
491 class-modules and 18 macros. These different modules are implemented by
using a total of 21 libraries, 1172 queries and 1437 tables. This project has in
charge a heavy load of business rules since it is in charge of the management
of several public services such as electoral planning, civil status and cemetery
management.

4.1 The Pareto chart

As largely explained on books as [14], the purpose of the Pareto chart is to iden-
tify important individuals in a sample of data. The diagram follows the Pareto
principle (also known as the 80-20 principle), which is an empirical phenomenon
found in some fields: about 80% of the effects are the product of 20% of the
causes. The Pareto chart consists of two graphs: a histogram of frequencies on
the measured variable (grouped by project complexity in our case), where the
individual values are represented in descending order by bars, and an accumu-
lation line. In our case, we want to identify the 20% of eGRC sub-projects that
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cover the 80% of the risks. This will help us to focus only on the important
sub-projects. For this reason, we have decided to use the Pareto chart.

4.2 Study of the complexity of syntactic errors

The objective is to show the coverage of our parser by making explicit the gram-
matical entities that are not recognized by our code analysis tool. The histogram
shows the number of syntactic errors for each of the eGRC sub-projects. Exam-
ple: The magact sub-project has just over 85 syntax errors. The accumulation
line shows us the percentage of the cumulative frequency. Example: If we solve
the syntax problems in the magact sub-project, we will cover 15% of the total
number of syntax errors in the eGRC project, and if we solve the syntax prob-
lems in both the magact and magelereu sub-projects, we will cover just over 30%
of the total number of syntax errors in the eGRC project. To get 80% coverage
we need to solve the syntax problems in the first 7 sub-projects.

Fig. 1: Study of the complexity of syntactic errors.

4.3 Study of the complexity related to the differences in the source
(VBA) and target (Typescript/Java) grammar

The objective is to show the degree of mismatch between the grammar of VBA
and Typescript/Java. This consists of counting the number of grammatical ele-
ments in the source language (VBA) that have no equivalent in the target lan-
guages (Typescript/Java). The histogram shows us the number of occurrences
of grammatical elements for which we have no equivalent in each of the eGRC
sub-projects. Example: The magact sub-project has just over 9000 occurrences
of grammatical elements with no Typescript/Java equivalent. The accumulation
line shows us the cumulative frequency percentages. Example: if we solve the
equivalence problems in the magact sub-project, we will cover 28% of the total
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number of elements without Typescript/Java equivalents in the eGRC project,
and if we solve the problems of elements without equivalents in both the mag-
act, and cimcode sub-projects, we will cover a little more than 45% of the total
number of elements without Typescript/Java equivalents in the eGRC project.
In order to achieve 80% coverage, we need to solve the problems of grammatical
elements without equivalents in the first 6 sub-projects.

Fig. 2: Study of the complexity related to the differences in the source.

4.4 Study of the complexity related to the paradigm shift

As mentioned in a previous section, many of the notions related to the hybrid
paradigm of VBA have no equivalent in the object and component oriented
paradigm: Modules, Tables, Queries, Macros, etc. The objective is to show the
degree of mismatch between the VBA and Typescript/Java paradigms. This
consists of counting the number of paradigm elements in the source language
(VBA) that do not have equivalents in the target languages (Typescript/Java).
The histogram shows us the number of occurrences of paradigm elements for
which we have no equivalents in each of the eGRC sub-projects. Example: the
magact sub-project has just over 650 occurrences of paradigm elements without
Typescript/Java equivalents. The accumulation line shows us the cumulative
frequency percentages. Example: if we solve the equivalence problems in the
magele sub-project, we will cover more than 25% of the total number of elements
without Typescript/Java equivalents in the eGRC project, and if we solve the
problems of elements without equivalents in both the magele, and magelereu sub-
projects, we will cover a little more than 40% of the total number of elements
without Typescript/Java equivalents in the eGRC project. In order to achieve
80% coverage, we need to solve the problems of paradigm elements without
equivalents in the first 8 sub-projects.
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Fig. 3: Study of the complexity related to the paradigm shift.

4.5 Study of the complexity of the use of dependencies

The objective is to show the degree of use of dependencies in each of the eGRC
sub-projects. The histogram shows the number of occurrences of dependencies
in each of the eGRC sub-projects. Example: The magact sub-project has 17
occurrences of dependencies. The accumulation line shows us the percentage of
the cumulative frequency. Example: If we solve the dependencies in the magact,
magelereu, magform, maggpeg subprojects, we will only cover 30% of the total
number of occurrences of dependencies in the eGRC project. All dependencies
must be handled in the same way, this can be very time-consuming.

Fig. 4: Study of the complexity of the use of dependencies.
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5 Discussion
The metrics we proposed are based on our understanding of the problems en-
countered in the literature, and some found in our own migrating experience.
Regardless the link with previous empirical experiments, our work still shallow,
since all the proposed metrics measure complexity inNominal Scale units. Val-
idability and Reliability have not being tested nor enhanced, the experiments
using our metrics still few, and our work on the generalization of these metrics
still far.

Nominal Scale metrics are useful to understand how many entities do we have
in a continuum. This is useful to get an idea of how many of these entities we are
bound to find but nothing more. More work is required to be able to establish
the contribution of each of these variables to the complexity of the migration.

Validability and Reliability are two of the most important fundamental aspects of
measurement [14], and there are required to be measured, validated and empir-
ically proofed. While validability can be enhanced and validated by more exact
means, the reliability of the metric requires empirical validation, what implies
the requirement of statistical samples on the usage of such metrics.

Uses nevertheless, we have put to work these counters already to be able to
select elements from many experiments still to be done. The required expertise
to respond to a survey on the utility our context is quite unique.

Our metrics work has been already leveraged by our selves on the detection
of projects and files that are more likely to be interesting for the study of layer
violation on Microsoft Access elements.

6 Future Work
From this point we plan to wide-up the measurement of complexity to other
dimensions of migration such as architectural migration complexity, or the third-
party migration complexity. We expect also to work on the unification of the
measurement units and on the empirical analysis of the reliability of the metrics
in the context of an industrial migration.

7 Conclusion
In this article we contribute a first iteration on Language Migration complexity
metrics. We also contribute the interpretation and study the application of such
metrics on our current migration project for obtaining a general overview. We
contribute also our first use case of these metrics, what is our first step into
the iterative enhancement. We discuss on the scales, and our lack of studies
on validability and reliability, remarking their importance. We conclude that
our metrics give a some understanding of the potential risks during the effort
measurement of a migration, but this understanding still fuzzy. More work must
be done in the refinement of the proposed metrics to make them useful.
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