even if the capture is itself a lambda value // also freeze a function, and have the parameter dependent

auto const λ5ε_func = [δ = ε, func = f](typeof(func(0)) x) { auto h = ε * x; return (-func(x+2 * h)+8 * func(x+h)-8 * func(x-h)+func(x-2 * h))/(12 * h); };
this works if f is a function, function pointer or lambda 

  function literal appears close to its use return type is inferred as the same as strcmp function literal is converted to function pointer int ( * )(void const * a, void const * b) that function pointer is passed into qsort Jens Gustedt (INRIA) Basic lambdas for C February 1, 2022 5 / 16 auto strSort = [](size_t n, char const * stringArray[n]) { qsort(stringArray, n, sizeof(stringArray[0]), [](void const * a, void const * b){ typeof(stringArray[0]) const * A = a; typeof(stringArray[0]) const * B = b; return strcmp( * A, * B); }); }; a lambda expression that sorts string pointers the outer lambda has no return => return type is void use of sizeof and typeof makes it type safe (no evaluation!) no function with void * parameters is exported may be used directly in a function call may be converted to a function pointer void ( * )(size_t n, char const * stringArray[n]) Example: value closure value captures are evaluated when the lambda expression is met // freeze ε to δ and have the function parameter dependent auto const λ5ε = [δ = ε](double x, typeof(x) func(typeof(x))) { double h = δ * x; return (-func(x+2 * h)+8 * func(x+h)-8 * func(x-h)+func(x-2 * h))/(12 * h); };
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