extend the standard valid code remains valid new feature integrates syntaxtically and semantically fix as much requirements as possible through constraints specific syntax explicit constraints avoid new undefined behavior only, if property is not (or hardly) detectable at translation time or we leave design space to implementations don't mess with ABI no changes no extensions Jens Gustedt (INRIA) Type inference for variables and functions February 1,

typeof(cos(x)) y = cos(x); // error prone: paste and copy With auto this becomes much simpler:
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#include <tgmath.h> guessType y = cos(x); // error prone: silent conversion With the new typeof extension this can already be done: Jens Gustedt (INRIA) Type inference for variables and functions February 1, 2022 5 / 18 Example: implementation dependent type auto res = div(38484848448, 448484844); auto a = b * res.quot + res.rem;
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