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A B S T R A C T

A navigation mesh is a representation of a 2D or 3D virtual environment that enables
path planning and crowd simulation for walking characters. Various state-of-the-art
navigation meshes exist, but there is no standardized way of evaluating or comparing
them. Each implementation is in a different state of maturity, has been tested on differ-
ent hardware, uses different example environments, and may have been designed with
a different application in mind. In this paper, we develop and use a framework for com-
paring navigation meshes. First, we give general definitions of 2D and 3D environments
and navigation meshes. Second, we propose theoretical properties by which navigation
meshes can be classified. Third, we introduce metrics by which the quality of a naviga-
tion mesh implementation can be measured objectively. Fourth, we use these properties
and metrics to compare various state-of-the-art navigation meshes in a range of 2D and
3D environments. Finally, we analyze our results to identify important topics for future
research on navigation meshes. We expect that this work will set a new standard for
the evaluation of navigation meshes, that it will help developers choose an appropriate
navigation mesh for their application, and that it will steer future research in interesting
directions.

c© 2020. This manuscript version is made available under the CC-BY-
NC-ND 4.0 license: http://creativecommons.org/licenses/by-nc-nd/4.0/.
DOI: https://doi.org/10.1016/j.cag.2020.06.006.

1. Introduction

Path planning for moving characters in virtual environments
is a fundamental task in simulations and games. Modern ap-
plications feature increasingly large crowds of characters; each
character needs to autonomously compute and follow a path
while avoiding collisions with obstacles and other characters.
This leads to many queries related to e.g. path planning, path
following, point location, and collision avoidance [1]. A crowd
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simulation is expected to run in real-time despite all these de-
mands. This stresses the need for high-quality data structures
and algorithms.

Path planning for characters is different from robot motion
planning, in which the high-dimensional configuration space of
a robot [2] is often represented as a sampling-based graph (e.g.
[3, 4]). In our domain, the environments are typically three-
dimensional, but characters are constrained to surfaces that are
sufficiently flat to walk on. The behavior of characters may also
include crawling, running, and other surface-based movement,
but we will speak of walking and walkable surfaces for sim-
plicity. The walkable surfaces of an environment form the free
space Efree, which is usually less complex than the environment
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itself.
A navigation mesh is a representation of Efree as a set of (usu-

ally polygonal) regions, along with a graph that describes how
these regions are connected. For path planning, characters first
find a path in the graph and then compute a suitable geometric
route through the corresponding regions. A research topic of in-
creasing importance is the automatic construction of a naviga-
tion mesh for any input environment (an arbitrary collection of
polygons in 3D). Current construction algorithms can roughly
be placed into one of two categories: voxel-based algorithms
that approximate the walkable surfaces from raw 3D geometry,
or exact algorithms that require pre-processed input (e.g. a set of
2D layers) to compute a navigation mesh with a provable worst-
case complexity. These two categories are difficult to compare,
especially because voxel-based algorithms introduce a trade-off

between accuracy and speed. Furthermore, each method uses its
own set of test environments to show its own (dis)advantages.
To steer subsequent research into interesting directions, an ob-
jective comparison between navigation meshes is required.

Goals and contributions. In this paper, we conduct a compar-
ative study of navigation mesh implementations by using the
same hardware, quality metrics, and input environments for all
methods. Our goal is to propose a way to objectively mea-
sure how suitable particular navigation meshes are for partic-
ular environments. Because navigation meshes have many ap-
plications with different requirements, it is difficult to propose
a single criterion that can identify ‘the best’ navigation mesh.
Instead, we present a collection of criteria, each of which is rel-
evant for particular applications. Our main contributions are the
following:

• We propose properties by which the data structures and
algorithms of navigation meshes can be classified (Sec-
tion 4), and we use them in a theoretical comparison of
various state-of-the-art navigation meshes (Section 5).

• We present quantitative metrics to measure the quality and
performance of a navigation mesh implementation for a
given input environment (Section 6). In particular, we ad-
dress the concept of coverage in 3D.

• We combine these metrics into a benchmark tool, and we
use it to compare state-of-the-art navigation mesh imple-
mentations in a range of 2D and 3D environments (Sec-
tion 7). This comparison identifies limitations of voxel-
based methods in terms of connectivity preservation and
scalability to large environments.

• We discuss our results to identify the most important top-
ics for future work (Section 9), such as the comparison
of path quality across navigation meshes, and the devel-
opment of non-voxel-based algorithms for filtering a 3D
environment.

We emphasize that our goal is not to expose which naviga-
tion mesh implementation is ‘the best’. Instead, by presenting
generic definitions and metrics and using one common test plat-
form, we intend to set a standard for the analysis of navigation
meshes, and to expose areas for future research.

This paper is an extension of our previous work [5] which re-
ported partial results available at the time. In this extended ver-
sion, we describe our full study. Specifically, we now include
a more thorough theoretical comparison of navigation meshes
(Section 5), a larger set of input environments (Section 7.3), a
more careful consideration of parameter settings (Section 7.2),
a more detailed analysis of the results (Section 7.4), and an up-
dated discussion of future work based on recent research devel-
opments (Section 9).

2. Related work

2.1. Navigation mshes

Snook [6] and Tozour [7] were among the first to use the term
‘navigation mesh’ for a subdivision of the walkable space into
polygonal regions. Because constructing a navigation mesh by
hand is time-consuming and subject to human error, there has
been increasing interest in automatically computing a naviga-
tion mesh from an input environment.

Voxel-based methods [8, 9, 10, 11] usually take an unpro-
cessed 3D environment as their input. To construct a navigation
mesh, they discretize the environment into a 3D grid of vox-
els using GPU techniques, extract the voxels that correspond to
walkable regions, and summarize this information in a naviga-
tion mesh that approximates the geometry of Efree. This recon-
struction is based on the assumption that the environment has
a single direction of gravity ~g, and that characters are cylinders
with a fixed height and (sometimes) a fixed radius. Voxel-based
methods can handle arbitrary 3D geometry; the approximation
automatically resolves issues caused by e.g. intersecting obsta-
cles. However, the precision and efficiency of these methods
depends to a certain degree on the grid resolution. The quality
of the navigation mesh depends on how well Efree is extracted
from the 3D geometry.

Exact methods [12, 13, 14, 15, 16, 7] require that the exact
geometry of Efree is already known, and that this free space has
been pre-processed into one or more planar layers. In exchange,
they represent their input precisely, and they often have prov-
able worst-case construction times and storage sizes, which im-
plies better scalability to large environments. However, extract-
ing Efree from a 3D environment without using approximations
is still a topic of ongoing research [17, 18, 19].

Researchers have also investigated navigation meshes for other
types of geometry or movement. An environment can be sub-
divided into 3D volumes to encode height differences and vari-
able vertical clearance [20, 21]. Alternatively, one could per-
form crowd simulations on arbitrary surfaces with no consis-
tent direction of gravity [22, 23]. Other methods allow charac-
ters to jump between surfaces by either checking for jumping
possibilities on the fly [24] or annotating a navigation mesh
with jump links beforehand [25, 26]. Another possible ex-
tension is to consider different ‘terrain types’ in the environ-
ment (such as sidewalks, roads, and grass), where each terrain
type has a weight that indicates its attractiveness for naviga-
tion. These so-called weighted or heterogeneous environments
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require their own kinds of data structures and path-planning al-
gorithms [27, 28]. These extensions are outside the scope of
our study.

Navigation meshes are useful for simulating crowds of char-
acters with individual properties and goals. Crowd simulation
is a large research field with many components including path
planning, collision avoidance between characters, animation,
and the evaluation of realism. Several books exist that give good
overviews of this field [29, 30, 31, 32]. Also, there are multiple
crowd-simulation frameworks in which navigation meshes play
a central role [33, 1]. In this paper, we focus on the fundamental
properties of navigation meshes, so we will not treat the field of
crowd simulation in more detail. On a related note, this paper
does not look into path planning itself, but only at the geometric
data structures used for path planning. However, path planning
and crowd simulation are important motivations for many of the
properties and metrics that we will propose.

2.2. Comparative studies

Our comparative study is inspired by comparisons for other
aspects of path planning and crowd simulation. Sturtevant [34]
has developed a test set of environments for 2D grid-based path
planning. This set includes mazes of various sizes and levels
from computer games, and it is often used to analyze variants
of the A* search algorithm [35]. The same research group has
recently launched a similar benchmark set for 3D (voxel) grids
[36]. Although we study general navigation meshes rather than
grids, we will also include grid-based environments in our ex-
periments.

SteerBench [37] focuses on local behavior such as collision
avoidance. It presents a comprehensive set of scenarios that lo-
cal methods are expected to solve, such as two characters cross-
ing paths, or characters switching places in a narrow corridor.
Given the output of a crowd simulation for such a scenario,
SteerBench can compute metrics such as the distance that all
characters traverse and the amount of energy that they spend.
However, the results need to be put in perspective because steer-
ing methods typically have many parameters and implementa-
tion choices.

Another inspiring example of benchmarking can be found in
the field of 3D character animation. Reitsma and Pollard [38]
have presented metrics for objectively evaluating the quality of
a motion graph, a data structure used for transitioning between
animation clips of (for example) a walking character.

In this paper, we apply the same philosophy to a different
field of study. We compare navigation meshes based on metrics,
input environments, and a single test platform.

3. Definitions

In this section, we give definitions of environments and navi-
gation meshes. This is useful because all existing papers and al-
gorithms use slightly different terminology; the content of Sec-
tions 4 and 6 requires unified definitions.

3.1. 2D environment

A 2D environment (2DE) is a finite subset of the 2D plane
with polygonal holes; we refer to these holes as obstacles. We
will not consider point or line segment obstacles in this paper.
The obstacle space Eobs is the union of all obstacles. Its com-
plement is the free space Efree. Let n be the number of vertices
required to define Eobs or Efree using simple polygons. We call
n the complexity of E.

In our experiments, we want to treat 2D and 3D environments
similarly. We will therefore embed our 2DEs in R3 by assigning
a height component of zero to each vertex.

3.2. 3D environment

In this paper, a 3D environment (3DE) is a raw collection
of planar polygons in R3. These polygons may include floors,
ceilings, walls, or any other type of geometry. Fig. 1a shows an
example. To define the free space Efree of a 3DE, we need pa-
rameters that describe on which surfaces a character may walk.
Examples of such parameters are the maximum slope with re-
spect to the direction of gravity, the maximum height difference
between nearby polygons (e.g. the maximum step height of a
staircase), and the required minimum vertical distance between
a floor and a ceiling.

Characters are typically approximated by cylinders. Some
navigation mesh construction algorithms use a predefined char-
acter radius to determine Efree, while others do not. In this pa-
per, for any navigation mesh that is based on a predefined ra-
dius, we will use a radius of zero to enable an objective com-
parison to other methods.

3.3. Walkable environment

A walkable environment (WE) is a set of interior-disjoint
polygons in R3 on which characters can stand and walk. Thus,
a WE is a clean representation of the free space Efree of a 3DE,
based on the filtering parameters and character properties men-
tioned earlier. Any two polygons are directly connected if and
only if characters can walk directly between them. Further-
more, polygons in the 3DE that are nearly adjacent are typi-
cally merged in the WE; for example, staircases are converted
to ramps. Fig. 1b shows an example. In our experiments, all
environments will be WEs, so we know beforehand which area
is supposed to be covered by a navigation mesh. This ‘ground
truth’ is required for some of the metrics in Section 6.

All polygons in the WE have a maximum slope with respect
to the ground plane P, which is the plane perpendicular to the
gravity direction ~g. It is common for a navigation mesh to
project the length of a path onto P as well, i.e. to ignore height
differences along a path during planning. Therefore, in this pa-
per, we will not judge a navigation mesh by its preservation of
height differences.

The complexity of a WE is the total number of polygon ver-
tices, which we denote by n just like in 2D environments. The
free space Efree is simply the set of polygons itself. Its comple-
ment, the obstacle space Eobs, can be thought of as ‘anything
beyond the boundary of Efree’, but (unlike in 2D) it is difficult
to represent or visualize because it does not necessarily consist
of polygons on a plane.
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(a) 3D environment (b) Walkable environment (c) Multi-layered environment (d) Navigation mesh

Fig. 1: Different representations of an environment, and an example of its navigation mesh. (a) A 3D environment consists of unprocessed 3D geometry. (b)
A walkable environment (WE) contains only walkable surfaces. It is the free space Efree of a 3D environment. (c) A multi-layered environment (MLE) is a
WE subdivided into layers such that each layer is non-overlapping when projected to 2D. (d) A navigation mesh is a description of a WE for path planning
purposes.

It is important to see that a WE can be self-overlapping when
projected onto the ground plane P, i.e. it is not guaranteed that
all surfaces are visible from a single top view. This strongly
influences the construction of navigation meshes: an algorithm
for 2DEs cannot easily be applied to WEs in general.

3.4. Multi-layered environment

Some navigation meshes require the WE to be subdivided
into 2D components. A multi-layered environment (MLE)
[11, 16] is a subdivision of a WE into layers such that the walka-
ble polygons of each individual layer are non-overlapping when
projected onto P. The layers are connected by line segments.
An example of an MLE is shown in Fig. 1c.

Although layers do not need to have a particular meaning, a
typical example of a layer is one floor of a building. A subdi-
vision into layers is useful for other purposes as well, including
visualization (each layer can be drawn in 2D) and identification
(all points in Efree can be uniquely specified using a 2D position
and a layer ID).

The complexity of an MLE is given by the number of lay-
ers l, the number of connections k, and the number of bound-
ary vertices n in all layers combined. Converting a WE to an
MLE with a minimal number of connections is NP-hard [39],
but good results can be obtained using heuristics [40]. In our
experiments, we will subdivide all WEs into layers to facilitate
the construction of navigation meshes.

A 2DE is essentially an MLE with only one layer (or, equiv-
alently, a WE that can be projected onto P without overlap).
Section 6 will define quality metrics for WEs in general, so that
2D and 3D input can be treated equally.

3.5. Navigation mesh

Now that we have a definition of the free space Efree, we can
define a navigation mesh as a tupleM = (R,G):

• R = {R0,R1, . . .} is a collection of geometric regions in
R3 that represents Efree. Each region Ri is P-simple, by
which we mean that a region cannot intersect itself when
projected onto the ground plane P.

• G = (V, E) is an undirected graph that describes how char-
acters can navigate between the regions in R.

Fig. 1d shows an abstract example of a navigation mesh. For
many navigation meshes, R consists of non-overlapping simple
polygons, and G is simply the dual graph of R, with one ver-
tex per region and one edge per pair of adjacent region sides.
However, other possibilities exist. In the Clearance Disk Graph
[11], R consists of overlapping disks, and G contains an edge
wherever two disks overlap. The Explicit Corridor Map [16] is
explicitly defined as a graph, and the mesh regions can be de-
rived from its annotations. Still, all meshes have in common
that they represent R and G in some way.

3.6. Summary
For further reference throughout this paper, we now summa-

rize the definitions from this section.

• A 3D environment (3DE) is an unprocessed collection of
polygons in R3.

• A walkable environment (WE) is a ‘clean’ representation
of the free space Efree of a 3DE, i.e. the surfaces on which
characters can stand and walk. We refer to its number of
distinct polygon vertices n as its complexity.

• A multi-layered environment (MLE) is a WE subdivided
into l layers connected via k line segments, so that each
individual layer can be projected onto the horizontal plane
without overlap.

• A 2D environment (2DE) is an MLE with l = 1 and k = 0,
or (equivalently) a WE that can be entirely seen from a
single top view.

• Given an input environment, a navigation mesh is a set of
regions that is supposed to cover the free space Efree, plus
a graph that describes how to navigate between regions.

4. Properties of navigation meshes

In this section, we propose a set of properties that describe
a navigation mesh’s data structure, algorithms, and limitations.
These properties do not depend on a specific implementation
or environment. They can serve as a ‘checklist’ to simplify
choosing an appropriate mesh for a particular application. In
Section 5, we will use these properties to compare various nav-
igation meshes.
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Region type: The type of regions in R, e.g. triangles, poly-
gons, or disks.

Graph type: A description of the path planning graphG, e.g.
‘the dual graph of R’ or ‘the medial axis of Efree’.

Overlap: Whether the regions inR can overlap by definition.
Generally, overlap is discouraged because it may cause prob-
lems for geometric algorithms that assume non-overlapping in-
put. Also, it may complicate path planning and crowd simula-
tion if a query point (i.e. an agent) can be in multiple regions at
the same time.

Pipeline: The conversion steps performed by the construc-
tion algorithm, e.g. ‘from a 2D environment to a navigation
mesh’ or ‘from a 3DE via an MLE to a navigation mesh’. We
also indicate whether this pipeline is voxel-based or exact.

Parameters: The parameters that the user needs to set for the
construction algorithm of the navigation mesh. Having fewer
parameters implies a more automated process for computing the
mesh. These parameters are often related to the filtering process
that extracts the walkable surfaces from the 3D geometry.

Computational complexity: The asymptotic construction
time of the navigation mesh. This is usually expressed in terms
of the environment complexity or a grid resolution.

Storage complexity: The asymptotic size of the navigation
mesh data structure.

Clearance: Whether the navigation mesh supports the com-
putation of paths with an arbitrary clearance from obstacles, i.e.
paths for disks with an arbitrary radius.

Dynamic updates: Whether the mesh supports dynamic in-
sertions and deletions of obstacles.

5. Theoretical comparison

Based on the theoretical properties listed in Section 4,
we now describe and compare the state-of-the art navigation
meshes that will also be included in our experiments in Sec-
tion 7. The first two navigation meshes are exact; the others are
voxel-based and cover the full 3D pipeline. Although more nav-
igation meshes exist, we currently include only the navigation
meshes that are designed specifically for the types of environ-
ments described in Section 3, and for which we could obtain
robust source code from their respective authors. Table 1 sum-
marizes our comparison using the properties from Section 4.

For each navigation mesh, we will include a representative
example image obtained from its corresponding publication or
from its software. For more examples, we refer the reader to
Figures 11–23, which give side-by-side visual impressions of
our experiment results.

5.1. Local Clearance Triangulation

The Local Clearance Triangulation (LCT) by Kallmann [14]
(see Fig. 2) subdivides a 2D environment of complexity n into
O(n) triangles with all vertices on the boundary of Efree. These
triangles are the regions of R, and G is their dual graph. Each
triangle edge is annotated with clearance values encoding min-
imum distances to the relevant obstacles when crossing this
edge. Therefore, during path planning, the LCT can determine

Fig. 2: An example image of the LCT navigation mesh. Image courtesy of
Kallmann [14].

in constant time whether a particular move is collision-free for
a character with a particular radius.

The triangles of the LCT need to adhere to certain local con-
straints in order for their clearance annotations to work. The
LCT is constructed by first computing a constrained Delaunay
triangulation in O(n log n) time, and then applying O(n) refine-
ments until all constraints are satisfied. This sequence of re-
finements may take O(n2) time in the worst case. The tested
implementation runs in O(n

√
n) expected time by using a spe-

cial point-location method. The LCT also supports dynamic
updates. An extension to MLEs has not been developed, but an
approach similar to the Explicit Corridor Map (see next subsec-
tion) should be possible.

The LCT takes a set of 2D line segment constraints as input,
so our benchmark program first needs to compute the boundary
segments of an environment. The output of the LCT program
is a set of constrained and unconstrained segments, and the set
of triangles conforming to these segments. In our comparison,
we will filter out the triangles that lie inside the obstacle space.
These pre-processing and post-processing steps will not be in-
cluded in our time measurements.

5.2. Explicit Corridor Map

The Explicit Corridor Map (ECM) by Geraerts et al. [12, 41]
(see Fig. 3) is an exact navigation mesh. Its graph G = (V, E)
is the medial axis of Efree, where V contains the medial axis
vertices of degree 1, 3, or higher. Each edge in E is a sequence
of medial axis arcs between two vertices of V . An edge consists
of its two endpoints and a sequence of bending points at which
the medial axis changes shape. These points are all annotated
with their nearest obstacle point on the left and right side of the
medial axis. This induces a subdivision of Efree into polygonal
regions. Each region in R is a (possibly non-convex) polygon
of at most 6 distinct vertices.

Because the distance to the nearest obstacle is known at each
bending point, the ECM can be used to plan paths for characters
of an arbitrary radius. The nearest obstacle point for any query
point q can be found in constant time when the region contain-
ing q is known (which is not the case for polygon subdivisions
in general). The ECM also supports dynamic updates.

For a 2D environment of complexity n, the ECM has size
O(n) and is computed in O(n log n) time. For an MLE with k
connections as defined in Section 3, the medial axis has size
O(n) and can be computed in O(n log n log k) time by iteratively
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Fig. 3: An example image of the ECM navigation mesh. Image courtesy of
van Toll et al. [41].

Fig. 4: An example image of the CDG, showing walkable voxels (left) and
the resulting navigation mesh (right). Image courtesy of Pettré et al. [11].

opening the connections. The implementation used for this
paper runs in O(kn log n) time, and it splits the ECM’s edges
whenever they intersect a connection, which yields a size of
O(kn). In exchange for its advantages, the ECM is conceptually
slightly more difficult than e.g. a triangulation; it may be a less
intuitive choice at first sight.

5.3. Clearance Disk Graph

Pettré et al. [11] presented the first voxel-based navigation
mesh for 3D environments (see Fig. 4). They introduced many
new concepts that have evolved in later algorithms. This nav-
igation mesh does not have an official name; in this paper, we
refer to it as the Clearance Disk Graph (CDG).

The CDG uses voxelization to approximate where charac-
ters can stand. Next, the voxels are extracted for which the
clearance (the distance to the nearest obstacle) is locally largest.
These form an approximation of the medial axis of Efree. Each
remaining voxel has an obstacle-free disk associated to it. A
subset of these voxels is chosen such that their disks overlap
but do not contain each other’s centers. The resulting disks are
the regions of R, and the graph G has a vertex for each disk and
an edge for each pair of overlapping disks. A disadvantage of
the CDG is that its disks can never fully cover the free space.
Extra disks (that do not lie on the medial axis) can be added to
improve coverage.

The asymptotic construction time of the CDG is difficult to
assess because the algorithm relies on rendering techniques.
Also, the number of disks cannot be expressed in terms of the
environment complexity, but it is at least limited by the number
of voxels S .

Fig. 5: An example image of the Recast navigation mesh. This is a screen-
shot of the Recast software by Mononen [9].

5.4. Recast

The Recast Navigation toolkit by Mononen [9] (see Fig. 5)
also uses voxelization to approximate Efree. However, unlike the
CDG, Recast converts the walkable voxels to non-overlapping
convex polygonal regions. The method offers many detailed
settings for this conversion, e.g. for tracing obstacle boundaries,
grouping adjacent polygons, and discarding regions that are too
small. This large number of parameters complicates a compar-
ative study because each environment may have its own opti-
mal settings. Another parameter is the character radius, which
is subtracted from the navigation mesh during its construction.
As mentioned, we will use a radius of zero to allow a fair com-
parison to other methods.

Recast computes two versions of the navigation mesh: a
coarse mesh that is used for path planning, and a detailed mesh
that captures height differences more accurately. In our experi-
ments, we will use the coarse mesh to determine the regions R
and the graph G, and the detailed mesh to measure how well the
result covers Efree.

Recast does not provide theoretical guarantees of running
times, accuracy, or storage size. However, the source code of
Recast is considered to be fast, robust, and a popular choice
for game development. A variant of Recast is included in the
popular Unity3D game engine [42].

5.5. NEOGEN

The NEOGEN method by Oliva and Pelechano [10] (see
Fig. 6) also starts with voxelization, but it then groups the walk-
able voxels into 2D layers, which yields an approximation of an
MLE. For each layer, NEOGEN then uses GPU techniques to
obtain a more precise floorplan in a way that does not depend
on the voxel size. Compared to Recast, the overall precision of
NEOGEN is therefore less dependent on the grid resolution.

Based on these floorplans, an exact 2D algorithm [15] is used
to compute the navigation mesh for each layer. This 2D algo-
rithm subdivides the free space of a layer into convex polygons.
For each convex obstacle corner, the algorithm draws line seg-
ments to other obstacles within an angular range. This algo-
rithm runs inO(nr) time, where n is the total number of obstacle
vertices, and r ∈ O(n) is the number of convex obstacle corners.
Finally, the navigation meshes of each layer are merged into
a single data structure. In our experiments, for simplicity, we
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Fig. 6: An example image of NEOGEN, showing walkable voxels (left)
and the resulting navigation mesh (right). Image courtesy of Oliva and
Pelechano [10].

will use the ‘full’ voxel-based method in both MLEs and 2D
environments.

A contribution of NEOGEN is the convexity relaxation pa-
rameter that can be used to allow slightly non-convex regions.
This decreases the total number of regions in exchange for hav-
ing more complex region shapes. NEOGEN does not use a pre-
defined character radius, and its regions do not encode clear-
ance information by default. However, such information could
be added if desired [43].

5.6. Grid

As a baseline for our comparison, we have implemented a
simple grid method. It voxelizes the environment similarly to
Recast and NEOGEN, but it uses the walkable voxels directly
as navigation mesh regions. Therefore, each region in R is a
square.

We include this method because grids are still frequently
used for path planning. They are easy to implement and a com-
mon choice for games that are grid-based by design [34]. An-
other advantage is that algorithms such as A* search can be
optimized for grids [44, 45, 46, 47]. Many variants of A* are
either designed with grids in mind [48] or explained in terms of
grids [49, 50, 51]. Another advantage of grids is that they are
relatively easy to update dynamically when obstacles appear or
disappear, because a grid does not have to satisfy advanced geo-
metric properties such as in triangulations or Voronoi diagrams.

However, grids are typically more dense than other naviga-
tion meshes (e.g. they require many cells to represent large open
spaces), which makes them less suitable for planning many
paths in real-time. Also, a high grid resolution is required if
the environment contains many details, and a grid cannot fully
cover the free space if the input geometry is not axis-aligned.
To alleviate resolution-related issues, there are several ways to
use a dynamic grid-cell size [52, 53]. Such adaptive variants of
2D or 3D grids are not included in our study for now.

5.7. Comparison

The distinction between exact and voxel-based navigation
meshes is clear. Exact methods have the advantages of prov-
able running times, scalability to large environments, and guar-
anteed precision. However, if an application features 3D geom-
etry that has not yet been pre-processed into planar layers, then
these exact methods cannot be applied immediately. By con-
trast, voxel-based methods offer a full conversion pipeline from
raw 3D geometry to a navigation mesh. These methods are less

scalable, and we expect that they cannot achieve perfect cover-
age when an environment is very detailed or not axis-aligned.

The LCT and ECM have many properties in common: they
are exact, they do not require any parameters, they encode clear-
ance information, and their size is O(n). A difference is that
the ECM currently supports MLEs as well. Also, the ECM
construction algorithm has a better asymptotic worst-case run-
ning time, but this difference might only be noticeable at a very
high complexity or in very uncommon types of environments.
Therefore, we expect that the two algorithms will perform sim-
ilarly in practice.

NEOGEN and Recast both convert voxels to convex polyg-
onal regions. Recast has more parameters: it aims at a semi-
automatic construction process in which the user tweaks pa-
rameters to achieve the desired result. The main advantages of
NEOGEN are its techniques to obtain a higher precision per
layer, the use of an exact 2D algorithm, and the convexity re-
laxation parameter. An advantage of Recast is the maturity of
its code.

The CDG has similar parameters to NEOGEN for filtering
the 3D environment, but its representation with overlapping
disks is different. In polygonal environments, a finite set of
disks cannot cover the free space completely. However, the ad-
vantage of disks is that they trivially encode clearance informa-
tion. Furthermore, the algorithm for computing a CDG is rela-
tively easy to understand and implement. A practical matter to
take into account is that the CDG source code is not optimized
for e.g. gaming applications; we therefore expect that the other
methods will be more efficient in their current state.

Finally, we expect that our naive grid implementation yields
the largest graphs, and that it does not cover Efree well if the
obstacles are not aligned with the grid cells. Other voxel-based
methods use post-processing steps to convert voxels to smooth
regions, which improves coverage and simplifies the graph.

6. Quality metrics for navigation meshes

For a navigation meshM = (R,G) that has been constructed
for an environment using a particular implementation, we want
to objectively measure the quality. Many possible evaluation
criteria exist, and each application area may have its own view
of what is good or desirable. In this paper, we choose to fo-
cus on the navigation mesh itself and on the performance of its
construction algorithm. We will present metrics that answer the
following questions:

• Coverage. How accurately do the regions of R cover the
geometry of Efree? If parts of the free space are not cov-
ered, characters might not find a path in G even though
a path exists in Efree. If parts outside the free space are
covered, characters might accidentally find paths through
obstacles.

• Connectivity. How accurately does the graph G represent
the connectivity of Efree? This question is related to cover-
age because it determines whether or not appropriate paths
can be found; however, it concerns topology rather than
geometry.
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Navigation Region Graph Overlap Pipeline Parameters Construction time Storage Dynamic Arbitrary
mesh type type updates clearance

LCT Triangles Dual of R No 2D→M None 2D: O(n
√

n) O(n) + +

(exact) (expected)

ECM Polygons Medial axis No 2D/MLE→M None 2D: O(n log n) O(n) + +

(exact) MLE: O(kn log n) O(kn)

CDG Disks Dual of R Yes 3D→M 3D filtering ? O(S ) +/- +

(voxel-based) Voxel precision
Min character radius
Min/max disk size

Recast Convex Dual of R No 3D→M 3D filtering ? ? +/- -
polygons (voxel-based) Voxel precision

Region refinement
Character radius

NEOGEN (Convex) Dual of R No 3D→MLE→M 3D filtering 2D: O(n2) O(n) +/- +/-
polygons (voxel-based Voxel precision MLE: O(n2) O(n)

+ exact) Convexity relaxation 3D: ?

Grid Squares Dual of R No 3D→M 3D filtering ? O(S ) + -
(voxel-based) Voxel precision

Table 1: Overview of the navigation meshes compared in this paper. In the ‘Construction time’ and ‘Storage’ columns, n indicates the number of distinct
polygon vertices of the input environment, k is the number of connections in an MLE, and S is the number of grid cells used by a voxel-based algorithm.
‘?’ means that an algorithm and its implementation are so tightly coupled that a reliable asymptotic bound cannot be given. For the rightmost columns, ‘+’
means that a property is supported in the current implementation, ‘+/-’ means that a property is currently not supported but can be added, and ‘-’ means
that a property is not supported by definition.

• Complexity. How efficiently does M represent Efree, i.e.
how ‘compact’ is the mesh? This can refer to the size of
the graph G (a smaller graph allows faster path planning
queries) or to the complexity of each individual region inR
(simpler regions allow faster basic operations such as point
location). It depends on the application which property is
more desirable.

• Performance. How efficiently is M computed in terms
of time and memory? An efficient algorithm allows the
construction of navigation meshes in interactive applica-
tions such as level editors. Even if the navigation mesh is
precomputed in an off-line stage, performance is still de-
sirable.

Of course, many other interesting questions could be asked, e.g.
related to the peformance of path planning queries, or to the
quality or realism of paths. We will discuss several options in
Section 9 as suggestions for future work.

Analyzing coverage and connectivity is only useful for voxel-
based navigation meshes that attempt to ‘discover’ Efree them-
selves; exact methods are known to yield perfect coverage.
Also, some of our questions can only be answered if the ground
truth (the structure of Efree) is known. Therefore, each input en-
vironment in our experiments will be a ‘clean’ walkable envi-
ronment, i.e. a manifold that contains only walkable polygons.
While this implies that voxel-based methods will not fully use
their advantage of handling raw (non-clean) 3D geometry, we
believe that using the same input for all methods yields a more
objective comparison.

Since the outcome of each metric depends on implementation
details, the results should always be judged in combination with
the theoretical properties of Section 4.

6.1. Coverage

The first set of metrics describes how well the free space is
covered. Coverage is a complicated property to evaluate due to
the 3D structure of R and Efree. We need to introduce a number
of concepts before we can define actual metrics. These con-
cepts assume that the environment has a consistent direction of
gravity. Coverage is the only category of metrics in which this
assumption comes into play.

6.1.1. Mapping the navigation mesh onto the free space
Comparing the geometry of R to the geometry of Efree re-

quires us to vertically map these two structures onto each other.
This is straight-forward if the environment consists of a single
layer because everything can then be projected onto the ground
plane P. However, for general WEs in R3, mapping R onto Efree

is ambiguous. In an abstract sense, we require a function m such
that, for any point p in a navigation mesh, m(p) vertically maps
p to an appropriate point in Efree if possible. If this mapping is
not possible, p is assumed to lie outside Efree. Several choices
can be made in defining m precisely, such as the maximum al-
lowed height difference between p and m(p). We will describe
our own implementation of m in Section 7.

Using the function m, we define a mapped region R∗i as a
region Ri that has been mapped onto Efree wherever possible, i.e.
R∗i = {m(p) | p ∈ Ri and m(p) exists}. Fig. 7a shows an example
of a region and its mapping. Because each mapped region is a
subset of Efree, we can use the mapped regions to define unions,
coverage, and overlap. This allows us to properly compare the
navigation mesh to the free space. An example is illustrated in
Fig. 7b.

Let the mapped region set R∗ be a version of R in which all
regions have been mapped onto Efree, i.e. R∗ = {R∗i | Ri ∈ R}.
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(a) Vertical mapping

Efree

R∗
0

R∗
1

⋃
i R

∗
i

R1

R0

(b) Multiple regions

Fig. 7: Mapping and coverage. (a) 3D view of a navigation mesh region
R0. Only a part of R0 can be vertically mapped onto Efree. The mapped
region R∗0 is highlighted in blue. (b) Top-view of a different example with
two regions R0 and R1. The mapped regions R∗0 and R∗1, highlighted in blue,
partly overlap. The union of all mapped regions,

⋃
i R∗i , is well-defined

because the mapped regions are subsets of Efree.

The regions in R∗ may overlap: in that case, some points of Efree

are represented more than once.

6.1.2. Computing the projected area
Because we ignore height differences in our problem do-

main, our coverage metrics are based on projected areas onto
the ground plane P. We define the projected area of a shape S
as follows:

• If S does not overlap itself when projected onto P (i.e.
if S is a P-simple shape as defined in Section 3.5), the
projected area ||S || is the signed area of the projection of S
onto P.

• Otherwise, let {S 0, . . . , S s−1} be any subdivision of S into
P-simple shapes. The projected area of S is the sum of
projected areas of these components, i.e. ||S || =

∑
i ||S i||.

We assume that Efree is given as a subdivision into P-simple
shapes, such that ||Efree|| can be computed.

6.1.3. Coverage metrics
We introduce three coverage metrics. Each metric has a reg-

ular version M with range R≥0 (measured in m2), and a normal-
ized version M′ with range [0, 1], as described below.

Free space covered: The area of Efree that is correctly cov-
ered by at least one navigation mesh region. Because the re-
gions in R∗ may overlap and we do not want to count overlap-
ping regions twice, we first compute the union of R∗ in R3. It is
desirable that a navigation mesh has high coverage: this allows
characters to use more of Efree.

Cov = ||
⋃

i

R∗i || and Cov′ =
Cov
||Efree||

Incorrect area: The area of the mesh that could not be
mapped to Efree, i.e. the area of the mesh that ‘overshoots’ Efree

and lies in the obstacle space. Intuitively, this is the difference
between R and the part of R that can be mapped onto Efree.
Ideally, the incorrect area should be zero because areas outside
Efree should not be accessible to characters.

Ainc =
∑

i

(||Ri|| − ||R∗i ||) and A′inc =
Ainc∑
i ||Ri||

Note: while it may seem more intuitive to express this metric as
‘the area of the obstacle space Eobs that is covered’, this would
be impossible because Eobs does not have an area for WEs in
3D.

Overlap: The amount of overlap among the regions in the
navigation mesh. Intuitively, overlap is the sum of all region
areas minus the area that is covered at least once. Because cov-
erage is only defined properly inside Efree, overlap is also based
on the mapped region set R∗. The normalized version indicates
which fraction of R∗ is redundant.

Ov =
∑

i

||R∗i || − ||
⋃

i

R∗i || and Ov′ =
Ov∑
i ||R∗i ||

If a navigation mesh is deliberately based on overlapping re-
gions (such as the Clearance Disk Graph [11]), then this met-
ric simply indicates how much space is covered more than
once. Otherwise, overlap most likely indicates a bug in the
navigation-mesh implementation, and this metric helps detect
problems without requiring tedious visual inspection.

6.2. Connectivity

The second set of metrics analyzes how well the graph G =

(V, E) represents the dual graph of Efree. These metrics concern
topology whereas coverage metrics are related to geometry.

# Connected components: The number of connected com-
ponents in G. Ideally, this value is equal to the number of con-
nected components in Efree. Having more components implies
that not all adjacencies in Efree are captured. Having fewer com-
ponents implies that regions have been made adjacent while
there are actually obstacles in-between.

# Boundaries: The number of environment boundaries per-
ceived by the navigation mesh. Ideally, this value is equal to
the actual number of boundaries of Efree. It can be computed by
traversing the graph G, checking the corresponding regions in
R, and collecting the region edges that are not shared by multi-
ple regions. The number of boundaries is the number of closed
loops that are traced. Note: if the number of boundaries per-
fectly matches that of Efree, this does not automatically mean
that the geometry of R is correct. This is one example of the fact
that the metrics of different categories should be interpreted in
a combined manner.

6.3. Complexity

The third set of metrics measures how efficiently the naviga-
tion mesh represents Efree. The size of G, the number of regions
in R, and the complexity of these regions may affect the effi-
ciency of path planning and crowd simulation.
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# Vertices, # Edges: The number of vertices and the number
of edges in G, i.e. |V | and |E|. A larger graph implies that path
planning queries (and other algorithms that browse the graph)
typically take more time to answer. Therefore, lower numbers
imply faster path planning.

# Regions: The number of regions in the navigation mesh:
|R|. This indicates how efficiently the free space is represented
by elementary parts. It also suggests how often a character in a
(crowd) simulation may move from one region to another. Mov-
ing to another region typically triggers computational overhead
in such a simulation. Hence, having fewer regions may cause
some aspects of the simulation to run more efficiently.

If G is simply the dual graph of R, then |R| = |V |. In our
study, the ECM is the only navigation mesh for which |R| and
|V | may be different.

Region complexity: The number of floating-point numbers
required to describe the regions in R. Since we treat regions as
shapes in R3, we will say that a polygonal region with p ver-
tices has complexity 3p, and that a disk has a complexity of 4
(a center point in R3 and a radius). Some navigation meshes
have extra annotations, such as the maximum allowed radius
of a character for an edge traversal [14]. We do not include
such annotations in this metric. We measure the average com-
plexity among all regions, the standard deviation, and the total
complexity of all regions combined. A low region complexity
implies that geometric operations within these regions are com-
putationally cheap.

6.4. Performance

The final set of metrics concerns the practical performance
of a navigation mesh implementation. One issue to take into
account is that voxel-based methods include a conversion from
a 3DE to a WE, whereas exact methods do not. Another issue is
that different implementations are in drastically different states:
some are a ‘proof of concept’ for research purposes, while oth-
ers are highly optimized for the gaming and simulation indus-
try. Still, these metrics can indicate if an implementation corre-
sponds to the asymptotic complexity of a navigation mesh, and
how well a navigation mesh scales to large or complex environ-
ments.

Construction time: The time (in milliseconds) spent on
computing the navigation mesh. Naturally, fast construction is
encouraged because it makes the algorithm suitable for interac-
tive applications.

Memory usage: The maximum amount of memory (in MB)
used during the execution of the program. A small value im-
plies that the mesh can be computed in situations with limited
resources, e.g. on a game console with little working memory.

To obtain more reliable results in this category, we will run
each navigation mesh program 10 times and report the average
values and standard deviations. This is not needed for the other
categories of metrics because the output of each program is de-
terministic.

6.5. Summary

Table 2 summarizes all metrics described in this section. The
metrics for coverage and connectivity are easy to interpret be-

cause we know their optimal values. The metrics for perfor-
mance are also intuitive: the more efficiently a mesh is con-
structed, the better. The complexity metrics are more difficult
to judge because not all values can be minimized at the same
time: for example, a small set of regions will typically imply
that the regions themselves are complex.

Different applications may assign different priorities to each
metric. For instance, in games where the mesh needs to be com-
puted at run-time, it is likely that efficiency and real-time per-
formance are preferred over exact coverage. By providing all
metrics, we leave their interpretation to the developers of the
application at hand. We emphasize that choosing a navigation
mesh will always imply a trade-off of the advantages and dis-
advantages of each algorithm. Not all metrics can be optimized
simultaneously, and the theoretical properties from Section 4
are at least equally important.

Metric Range Preferred value

Free space covered (m2): Cov R≥0 Ground truth
Normalized: Cov′ [0, 1] 1

Incorrect area (m2): Ainc R≥0 0
Normalized: A′inc [0, 1] 0

Overlap (m2): Ov R≥0 0
Normalized: Ov′ [0, 1] 0

# Connected components N Ground truth
# Boundaries N Ground truth

# Graph vertices: |V | N As small as possible
# Graph edges: |E| N As small as possible
# Regions: |R| N As small as possible
Region complexity Total: N As small as possible

Avg/SD: R≥0

Construction time (ms) Avg/SD: R≥0 As small as possible
Memory usage (MB) Avg/SD: R≥0 As small as possible

Table 2: Summary of the navigation mesh quality metrics described in
Section 6.

7. Experimental comparison

In this section, we use our metrics to experimentally compare
various navigation meshes in a range of environments. All ex-
periments were run on a Windows 10 laptop with a 3.10 GHz
Intel i7-7920HQ CPU, an NVIDIA Quadro M2200 GPU, and
32 GB of RAM.

The supplementary files of this paper contain all input envi-
ronments (described in Section 7.3) and the output of all naviga-
tion meshes. Next to providing OBJ files for all input and output
(which can be opened in any 3D viewer or editor), we also pro-
vide output in two easy-to-read custom file formats: ADJ files
that describe graphs, and MSH files that combine the graph and
the regions into one file.

7.1. Implementation

We have converted each navigation mesh program to a stand-
alone executable that reads an input file, computes a navigation
mesh, and returns the result. We have written a benchmark tool
that communicates with these programs, converts environments
between different file formats, and calculates all metrics.
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The CDG and the grid method require the walkable surfaces
to be visible from all sides. For these two methods, we extrude
all input polygons downwards by a small amount.

An important implementation detail is our choice of the map-
ping function m that is used to compute coverage. For a point
p in the navigation mesh, we define m(p) as the nearest point
in Efree above or below p up to a threshold distance T . The
threshold distance is required to prevent erroneous points of R
from getting mapped onto surfaces that are too far away. We
choose a value of T = 1 meter because the vertical clearance is
at least 2 meters in all our test environments. Admittedly, this
choice for m requires that the height coordinates of the navi-
gation mesh are sufficiently close to the ground truth. It may
fail in environments with gradual yet large height differences
that are not captured by the navigation mesh. (In 2D environ-
ments, T can be ignored because a vertical mapping is already
unambiguous.)

To compute coverage for the CDG navigation meshes, we
approximated the disks of the CDG by polygons of 16 vertices.
We used inner approximations: the approximated disks were
smaller than the actual disks. This leads to slightly lower num-
bers for coverage, incorrect area, and overlap, but the chosen
precision is sufficient for comparative purposes.

7.2. Parameter settings

Most navigation meshes are built based on various parame-
ters. For simplicity, we use one set of parameter settings for all
experiments. These settings are described below.

Precision. For the CDG, Recast, and NEOGEN, we used vox-
els of 0.1 × 0.1 × 0.2 m. This precision was sufficiently high to
generate navigation meshes without large artifacts. (In our pre-
vious publication, we used voxels of 0.2 × 0.2 × 0.2 m instead,
which caused unfair artifacts in the output of Recast for several
2D environments.) With these standard settings, the BigCity
environment caused most navigation-mesh programs to crash,
and the City environment let Recast return empty output. Thus,
for these two environments alone, we let Recast use the coarser
voxels of 0.2 × 0.2 × 0.2 m in order to obtain a result.

For the CDG, we enforced a maximum resolution of 512 pix-
els in all dimensions, to keep the construction times manageable
for large environments. For the grid, we reduced the voxel size
to 1 × 1 m in the horizontal plane to prevent the program from
taking too much time and memory. We could keep the voxel
height at 0.2 m. For the CDG, we used a minimum disk radius
of 0.1 m (to prevent the method from generating many small
disks) and a maximum disk radius of 100,000 m (which is es-
sentially infinite in our examples).

Filtering. We have created our input environments such that
they are entirely walkable and no more surfaces need to be fil-
tered out. Therefore, for all voxel-based methods, we use very
lenient filtering parameters to ensure that these environments
could (in theory) be covered completely. We used a maximum
surface slope of 75 degrees, a character radius of 0, and a char-
acter height of 0.5 m.

Recast offers various other parameters that would ideally
need to be tweaked for each environment to get the best re-
sults. We used the following settings: Tiling: Off; Max climb:
0.5; Min region size: 0; Merged region size: 100; Partitioning:
Watershed; Max edge length: 100; Max edge error: 1.3; Ver-
tices per polygon: 6; Detail mesh sample distance: 6; Detail
mesh max error: 1. The parameters printed in italics are the
only ones who do not have their default value suggested by the
Recast software. These are all post-processing parameters that
determine how any detected surfaces are merged or removed.
Setting ‘Min region size’ to 0 means that no surfaces get re-
moved for being too small. This reduces the risk of obtaining
bad coverage values. Setting ‘Merged region size’ and ‘Max
edge length’ to a high value means that Recast can merge more
regions into one, which reduces the complexity of the naviga-
tion mesh. We have experimented with even higher values, but
these caused unexpected geometric errors in some of our envi-
ronments.

Other. To compute ECMs, we used the implementation based
on the Boost Voronoi library [54]. It computes a 2D Voronoi di-
agram in O(n log n) worst-case time, and it can process multiple
layers of an MLE on parallel threads.

For NEOGEN, we used a convexity relaxation parameter
of 0. Increasing this parameter leads to fewer regions (i.e. a
smaller graph) and a higher region complexity. Thus, the ‘best’
value for this parameter depends on the application.

7.3. Environments

We have computed navigation meshes for the 2D and 3D in-
put environments shown in Fig. 9 and 10. Most of them have
been used in previous publications or were included in one of
the navigation mesh implementations. Furthermore, we have
obtained various levels of the FPS game Counter-Strike 1.6 [55]
from an online repository [56]. Finally, to test for scalability,
we have added randomly generated 2D mazes of various sizes,
inspired by Sturtevant [34].

Using CGAL-based filtering software [17] and manual edit-
ing, we have converted each environment to a clean representa-
tion of Efree, subdivided into layers when necessary.

7.4. Discussion of results

For our 2D environments, the navigation meshes produced
by all algorithms are shown in Fig. 11–22. For the MLEs, the
results are difficult to visualize in a single image; as a represen-
tative example, Fig. 23 shows the results for Library.

Tables 3–10 contain the quantitative results. We have cre-
ated separate tables for each category of metrics. We will now
discuss the most important observations in all categories.

Coverage (Tables 3 and 4). Despite our use of small voxels,
the voxel-based methods sometimes missed large areas or cov-
ered large incorrect parts, up to hundreds of square meters in
large enviroments. However, the normalized coverage was still
high (typically over 90%). Interestingly, Recast always gave
slightly ‘distorted’ output coordinates, even if the input was
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perfectly grid-aligned. This is easiest to see in the Maze8 en-
vironment (Fig. 18d). (Decreasing the voxel size reduces this
distortion, but it never fully disappears.) However, the relative
coverage of Recast in the mazes remained decent at over 80%.

NEOGEN generally yielded high coverage due to its addi-
tional high-precision processing step per layer. This indicates
that voxel-based methods can work well, given enough preci-
sion in the phase that converts voxels to polygons. It would be
interesting to let methods automatically choose an appropriate
resolution based on a user-specified balance between coverage
and performance. A theoretically stronger alternative would be
to reconstruct Efree without relying on a grid resolution.

For completeness, we have also calculated coverage for the
exact methods. As expected, these methods usually scored
nearly perfectly; any tiny deviations from a perfect score are
caused by floating-point precision in our benchmark software.
In the BigCity environment, the ECM could not produce any
height coordinates, most likely due to an implementation er-
ror. This caused all navigation-mesh regions to be mapped onto
the ground plane, leading to poor coverage results. However,
upon inspection, the navigation mesh appears to be geometri-
cally correct except for these height coordinates.

As explained in Section 7.1, we use a vertical threshold dis-
tance T = 1m to compute coverage. This can give incorrect
results in MLEs with large height differences that are not rep-
resented by navigation-mesh regions. An example of this is
the Neogen1 environment (Fig. 10g) for which some navigation
meshes do not capture the ‘hill’ shape in the bottom-left corner.
This hill is then considered as ‘not covered’, even though there
is clearly a corresponding (flat) region in the navigation mesh.
Aside from exceptions like this one, our coverage calculations
are sufficiently accurate in almost all environments.

Connectivity (Tables 5 and 6). Recast and NEOGEN cap-
tured connectivity quite well for most environments, except in
some of the more complex MLEs. For the CDG, the graph usu-
ally contained too many connected components, and gaps in the
covered space led to a large number of boundaries.

Again, we have also included the results for the LCT and the
ECM, for completeness. These methods usually yielded perfect
connectivity values. There were a few exceptions for the LCT,
most likely caused by our own process of converting Efree to a
boundary representation.

It is motivating to see that any clearly bad connectivity val-
ues corresponded to navigation meshes that were also visually
incorrect. For example, Recast accidentally connected layers
vertically in the Tower environment (see Fig. 8), which led to a
high value for the ‘number of boundaries’ metric. This suggests
that our connectivity metrics are suitable for quickly detecting
large errors in a navigation mesh. However, to find the exact
nature of the error, visual inspection is still needed. (In the
example of Fig. 8, decreasing the voxel size did not solve the
problem. The issue is most likely caused by our use of a char-
acter radius of zero, a setting for which Recast does not seem to
be designed.)

Complexity (Tables 7 and 8). NEOGEN and Recast typi-
cally yielded small graphs and a low total region complexity.

Fig. 8: Partial rendering of the Recast navigation mesh for the Tower envi-
ronment. The ground truth is shown in gray. The navigation mesh (shown
in blue) connects surfaces incorrectly, which is reflected in bad connectivity
values.

These methods produce compact descriptions of the environ-
ment, thanks to their extra processing steps for grouping vox-
els into polygons. This suggests that voxel-based methods are
(currently) ideal whenever a low memory footprint and fast path
planning are more important than coverage.

The ECM often produced smaller graphs than the LCT, in
exchange for a higher total region complexity. Both methods
usually yielded more complex meshes than NEOGEN or Re-
cast. This is because exact methods capture all details of the
environment, whereas voxel-based methods inherently simplify
Efree to some extent. In future research, exact methods could
also benefit from such a simplification, to prevent them from
‘getting lost’ in tiny details.

It should be noted that Recast contains several parameters
(e.g. the maximum number of vertices per region) that allows
users to adjust the balance between graph complexity and re-
gion complexity. The ideal balance depends heavily on the
application. With our current settings, though, Recast already
scored well in both aspects.

As expected, our grid implementation usually gave the
largest graph, except in some of the mazes. This confirms
that grids are usually inefficient representations, although we
acknowledge their ease of use and their attractiveness for grid-
aligned applications.

Performance (Tables 9 and 10). The LCT implementation
was the fastest in all environments, although it did require pre-
processing (i.e. conversion to a boundary representation) that
we have not included in our measurements. A similar conver-
sion is included in the ECM implementation, which makes the
two a bit difficult to compare in terms of performance.

As expected, exact methods scaled better to large environ-
ments than some voxel-based methods: while the LCT and the
ECM remained fast, the running times increased strongly for
Recast and the CDG in particular. NEOGEN was usually the
fastest voxel-based method, remaining on par with the ECM in
most environments. The BigCity environment challenged the
limits of all voxel-based methods: only Recast could produce a
result (when using a larger voxel size), while all other programs
crashed, even with coarser sampling settings. Decreasing the
voxel size caused Recast to crash as well, most likely due to
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memory usage. Recast can subdivide the environment into tiles
to alleviate this, but we have excluded this option to simplify
our comparison.

These differences in scalability are difficult to judge because
voxel-based methods include the reconstruction of Efree in their
algorithm. Combined with the results for coverage and con-
nectivity, this indicates that obtaining Efree without voxels is an
interesting topic for future work. NEOGEN already does this to
some extent (i.e. it does not use voxels for everything), which
already appears to make NEOGEN more scalable than the CDG
or Recast.

8. Conclusions

A navigation mesh enables path planning and crowd simula-
tion for walking characters in 2D and 3D environments. In this
paper, we have performed a comparative study of multiple state-
of-the-art navigation meshes. We have proposed properties by
which a mesh and its construction algorithm can be classified,
and metrics that objectively measure the quality of a mesh in
practice. We have used these components to compare the Local
Clearance Triangulation, the Explicit Corridor Map, the Clear-
ance Disk Graph, NEOGEN, Recast Navigation, and a grid.

Although the study can be extended in various ways, our re-
sults already suggest interesting properties. Voxel-based meth-
ods can yield compact navigation meshes and even good cov-
erage, but their algorithms does not seem to scale well to phys-
ically large environments. Furthermore, grids are usually not
space-efficient representations of Efree, although they may be
attractive for particular applications, and we have not yet ex-
plored the possibilities of adaptive grid resolutions. Finally,
exact methods often yield more complex navigation meshes be-
cause they capture all details. These methods could benefit from
simplifications of Efree.

The goal of this paper was not to find ‘the best’ navigation
mesh, but to develop a way of comparing them via theoretical
properties and quantitative metrics. We expect that our study
will set a standard for the evaluation and develop-ment of navi-
gation meshes, and that it can help users choose an appropriate
navigation mesh for their applications.

9. Future work

Based on the findings of this paper, we identify several pos-
sible directions for future work.

9.1. Environment dataset

A limitation of our comparison lies in the current set of in-
put environments. We have focused on examples from previous
publications and from an existing popular 3D game. Also, we
have deliberately only used ‘clean’ walkable environments and
not raw 3D geometry, to allow a fair comparison between exact
and voxel-based methods.

We hope that our set of 2D and 3D input environments can be
the start of an open dataset for navigation-mesh research, simi-
larly to the ones that exist for local steering [37] and grid-based
search [34, 36]. Finding a set of environments that covers the

complete ‘problem space’ (i.e. that contains all types of features
that can occur in practice) is a challenging direction for future
work.

9.2. Variants of grids

As expected, our simple fixed-resolution grid turned out to
be an inefficient navigation mesh for many environments. This
navigation mesh can be improved in various ways [52, 53] so
that its cell size adapts locally to the required level fo detail.
This will make the grid more suitable for large or detailed input.
For a more comprehensive overview of all possible navigation
meshes, it would be interesting to include such ‘advanced grids’
in a future comparison.

9.3. Parameter settings

To simplify the comparison, we have chosen a single set of
parameter settings for all methods. However, for navigation
meshes such as Recast, (manual) parameter tuning is consid-
ered to be part of the navigation-mesh construction process.
For any given environment, it is likely that there are specific
parameter settings that yield better results. It would therefore
be interesting to analyse further how parameter settings affect
the output. For example, Oliva and Pelechano have discussed
how the voxel size affects the results of Recast and NEOGEN
[10]. In future work, we could possibly use the metrics from
this paper to automatically find the best parameter settings for
a specific environment.

9.4. Path-related metrics

We would also like to investigate metrics that are more re-
lated to paths than to the navigation meshes themselves. For
instance, it would be useful to measure the efficiency of a
navigation mesh for path planning: how much time does it
take to compute paths in G, and how efficiently can these be
converted to geometric routes using the regions of R? We
have currently excluded such metrics because they are heavily
implementation-dependent; each navigation mesh implementa-
tion can apply its own improvements that make a comparison
difficult or unfair. A generic implementation of path planning
for embedded graphs would be more objective, but it would also
miss the potential advantages of each specific navigation mesh.
For now, we are confident that our complexity metrics are good
indicators of path planning efficiency.

To go even further, another option is to look at the quality of
the routes that are computed: how short are they, and how well
do they correspond to real-life behavior? We have excluded
this aspect because route quality is not necessarily a property of
the navigation mesh itself, but more of the (path planning and
smoothing) algorithms applied to it. Ultimately, we would like
to quantify how well a navigation mesh captures the navigation
abilities of real humans. This is a challenging research question
that is still largely unanswered. We expect that not everything
can be analyzed mechanically, and that user studies will also be
required.

It is worth noting that there have recently been develop-
ments in path-planning research that reduce the dependency on
the specific navigation mesh that is used. For example, there
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are now any-angle path-planning algorithms that can compute
shortest paths from arbitrary polygonal navigation meshes [57].
Using such algorithms, different navigation meshes can (in the-
ory) be used to compute the exact same paths. Furthermore,
there are hierarchical algorithms that speed up path-planning
queries by exploiting the hierarchy of any navigation mesh [58].
These developments suggest that path planning and navigation-
mesh quality are turning more and more into disjoint topics that
can (and should) be treated separately.

9.5. 3D-environment processing

Finally, an important topic for future work is the development
of robust and scalable algorithms that convert a ‘raw’ 3D envi-
ronment to a ‘clean’ walkable environment. Our experiments
suggest that voxel-based approaches are not scalable to large
environments; however, they provide the advantage of simpli-
fying the input environment, leading to possibly simpler naviga-
tion meshes. Exact filtering algorithms (that do not use voxels)
should scale better, but they may be sensitive to small details or
imperfections in the input (such as gaps or overlap), and they
may be more likely to crash if the geometry contains difficult
exceptional cases.

Since our conference publication in 2016 [5], there has been
some work on environment pre-processing using aspects of
computational geometry [17, 19] and graph theory [39]. How-
ever, some of the corresponding software relies on exact num-
ber types for guaranteed robustness, which greatly affects its ef-
ficiency. Some geometric algorithms, such as the construction
algorithm of the LCT [14], can be implemented with non-exact
numbers by leveraging robust geometric predicates [59]. Un-
fortunately, this does not apply for the conversion of a 3DE to
a WE because it is treated a ‘pipeline’ of steps [17], where the
output of each step needs to be exact to guarantee correctness.
To make the conversion pipeline robust and computationally ef-
ficient, future work should focus on relaxing this number-type
constraint. In the end, the best solution might be to combine
various approaches, such as a filtering pipeline where each step
is based on rounded coordinates.
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(a) Simple (n = 98,
d = 100 × 100)

(b) Military (n = 86,
d = 200 × 200)

(c) University (n = 560,
d = 120 × 80)

(d) Zelda (n = 436,
d = 100 × 100)

(e) Zelda2x2 (n = 1,768,
d = 200 × 200)

(f) Zelda4x4 (n = 7,072,
d = 400 × 400)

(g) City (n = 2,094,
d = 500 × 500)

(h) Maze8 (n = 28,
d = 7 × 7)

(i) Maze16 (n = 82,
d = 15 × 15)

(j) Maze32 (n = 356, d =

31 × 31)
(k) Maze64 (n =

1,390, d = 63 × 63)
(l) Maze128 (n =

5,574, d = 127 × 127)

Fig. 9: Top views of the 2D environments used in our experiments. The number of polygon vertices n and the physical dimensions d (in meters) are shown
in brackets.
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(a) as oilrig (n = 1,644,
d = 273.6 × 225.6 × 84.4)

(b) cs assault (n = 356,
d = 163.2 × 211.2 × 34.4)

(c) cs siege (n = 981,
d = 298.8 × 266 × 44.8)

(d) de dust (n = 748,
d = 284.8 × 269.6 × 13.6)

(e) de dust2 (n = 640,
d = 202.4 × 209.6 × 17.6)

(f) Jardin (n = 2,892,
d = 50 × 50 × 14.819)

(g) Neogen1 (n = 5,415,
d = 63.5 × 63.5 × 15.7)

(h) Neogen2 (n = 1,089,
d = 63.5 × 63.5 × 31.1)

(i) Neogen3 (n = 632,
d = 63.5 × 63.5 × 57.4)

(j) Dungeon (n = 947,
d = 73.912 × 98.511 × 40.18)

(k) NavTest (n = 552,
d = 91.384 × 77.353 × 19.146)

(l) ParkingLot (n = 120,
d = 36 × 21 × 9)

(m) Library (n = 489,
d = 59.5 × 23.9 × 21.1)

(n) Tower (n = 9,776,
d = 34.8 × 37.3 × 39.2) (o) BigCity (n = 61,785, d = 500 × 500 × 39.2)

Fig. 10: Renderings of the multi-layered environments used in our experiments. Each layer of an environment is shown in a different color. Connections
between layers are shown in red. The number of polygon vertices n and the physical dimensions d (width × depth × height, in meters) are shown in
brackets.
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(a) LCT (b) ECM (c) CDG

(d) Recast (e) NEOGEN (f) Grid

Fig. 11: Navigation meshes computed for the Simple environment. Regions are shown in different colors. The corresponding graphs have been omitted for
clarity.

(a) LCT (b) ECM (c) CDG

(d) Recast (e) NEOGEN (f) Grid

Fig. 12: Navigation meshes computed for the Military environment. Regions are shown in different colors.
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(a) LCT (b) ECM (c) CDG

(d) Recast (e) NEOGEN (f) Grid

Fig. 13: Navigation meshes computed for the University environment. Regions are shown in different colors.

(a) LCT (b) ECM (c) CDG

(d) Recast (e) NEOGEN (f) Grid

Fig. 14: Navigation meshes computed for the Zelda environment. Regions are shown in different colors.
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(a) LCT (b) ECM (c) CDG

(d) Recast (e) NEOGEN (f) Grid

Fig. 15: Navigation meshes computed for the Zelda2x2 environment. Regions are shown in different colors.

(a) LCT (b) ECM (c) CDG

(d) Recast (e) NEOGEN (f) Grid

Fig. 16: Navigation meshes computed for the Zelda4x4 environment. Regions are shown in different colors.
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(a) LCT (b) ECM (c) CDG

(d) Recast (e) NEOGEN (f) Grid

Fig. 17: Navigation meshes computed for the City environment. Regions are shown in different colors.

(a) LCT (b) ECM (c) CDG (d) Recast (e) NEOGEN (f) Grid

Fig. 18: Navigation meshes computed for the Maze8 environment. Regions are shown in different colors.
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(a) LCT (b) ECM (c) CDG

(d) Recast (e) NEOGEN (f) Grid

Fig. 19: Navigation meshes computed for the Maze16 environment. Regions are shown in different colors.

(a) LCT (b) ECM (c) CDG

(d) Recast (e) NEOGEN (f) Grid

Fig. 20: Navigation meshes computed for the Maze32 environment. Regions are shown in different colors.
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(a) LCT (b) ECM (c) CDG

(d) Recast (e) NEOGEN (f) Grid

Fig. 21: Navigation meshes computed for the Maze64 environment. Regions are shown in different colors.

(a) LCT (b) ECM (c) CDG

(d) Recast (e) NEOGEN (f) Grid

Fig. 22: Navigation meshes computed for the Maze128 environment. Regions are shown in different colors.
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(a) Ground truth (b) ECM

(c) CDG (d) Recast

(e) NEOGEN (f) Grid

Fig. 23: Renderings of the navigation meshes computed for the Library environment. Regions are shown in blue and outlined in black. The corresponding
graphs have been omitted for clarity.
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Environment Navigation mesh Coverage

Total area (m2) Cov Cov′ Ainc A′inc Ov Ov′

Simple 6,859.29 LCT 6,859.25 1.00 0.03 0.00 0.01 0.00
ECM 6,859.26 1.00 0.03 0.00 0.00 0.00
CDG 6,623.67 0.97 4.42 0.00 3,096.95 0.32
Recast 6,776.79 0.99 1.46 0.00 0.00 0.00
NEOGEN 6,859.26 1.00 0.03 0.00 0.00 0.00
Grid 6,713.73 0.98 116.27 0.02 0.00 0.00

Military 36,876.82 LCT 36,876.81 1.00 0.00 0.00 0.01 0.00
ECM 36,876.80 1.00 0.04 0.00 0.00 0.00
CDG 36,207.40 0.98 7.99 0.00 15,604.37 0.30
Recast 36,752.50 1.00 1.66 0.00 0.00 0.00
NEOGEN 36,876.83 1.00 0.00 0.00 0.00 0.00
Grid 36,772.79 1.00 117.21 0.00 0.01 0.00

University 8,370.68 LCT 8,370.63 1.00 0.04 0.00 2.41 0.00
ECM 8,370.68 1.00 0.00 0.00 0.00 0.00
CDG 7,823.18 0.93 11.45 0.00 3,385.77 0.30
Recast 8,206.46 0.98 9.60 0.00 0.01 0.00
NEOGEN 8,370.68 1.00 0.00 0.00 0.00 0.00
Grid 7,982.70 0.95 578.56 0.07 0.00 0.00

Zelda 5,642.24 LCT 5,642.24 1.00 0.00 0.00 0.00 0.00
ECM 5,642.23 1.00 0.01 0.00 0.00 0.00
CDG 5,269.79 0.93 9.04 0.00 2,343.15 0.31
Recast 5,453.28 0.97 0.67 0.00 0.00 0.00
NEOGEN 5,642.24 1.00 0.00 0.00 0.00 0.00
Grid 5,480.73 0.97 55.27 0.01 0.00 0.00

Zelda2x2 22,632.42 LCT 22,632.42 1.00 0.00 0.00 0.00 0.00
ECM 22,632.38 1.00 0.08 0.00 0.00 0.00
CDG 19,369.98 0.86 85.94 0.00 6,784.67 0.26
Recast 21,878.87 0.97 2.31 0.00 0.00 0.00
NEOGEN 22,632.42 1.00 0.00 0.00 0.00 0.00
Grid 21,978.13 0.97 221.87 0.01 0.00 0.00

Zelda4x4 90,529.70 LCT 90,529.69 1.00 0.00 0.00 0.00 0.00
ECM 90,529.55 1.00 0.18 0.00 0.00 0.00
CDG 65,836.02 0.73 844.11 0.01 16,331.52 0.20
Recast 87,794.71 0.97 32.48 0.00 0.00 0.00
NEOGEN 90,529.69 1.00 0.01 0.00 0.00 0.00
Grid 87,912.54 0.97 887.45 0.01 0.01 0.00

City 207,518.40 LCT 207,284.10 1.00 0.11 0.00 0.10 0.00
ECM 207,518.10 1.00 0.28 0.00 0.03 0.00
CDG 197,066.40 0.95 302.06 0.00 82,839.06 0.30
Recast 206,250.00 0.99 80.04 0.00 0.00 0.00
NEOGEN 207,518.30 1.00 0.13 0.00 0.00 0.00
Grid 206,227.00 0.99 1,255.12 0.01 0.00 0.00

Maze8 31.00 LCT 31.00 1.00 0.00 0.00 0.00 0.00
ECM 31.00 1.00 0.00 0.00 0.00 0.00
CDG 24.06 0.78 0.00 0.00 8.54 0.26
Recast 25.58 0.83 0.00 0.00 0.00 0.00
NEOGEN 31.00 1.00 0.00 0.00 0.00 0.00
Grid 31.00 1.00 0.00 0.00 0.00 0.00

Maze16 127.00 LCT 127.00 1.00 0.00 0.00 0.00 0.00
ECM 127.00 1.00 0.00 0.00 0.00 0.00
CDG 101.74 0.80 0.03 0.00 46.18 0.31
Recast 106.14 0.84 0.00 0.00 0.00 0.00
NEOGEN 127.00 1.00 0.00 0.00 0.00 0.00
Grid 127.00 1.00 0.00 0.00 0.00 0.00

Maze32 511.00 LCT 511.00 1.00 0.00 0.00 0.00 0.00
ECM 511.00 1.00 0.00 0.00 0.00 0.00
CDG 408.38 0.80 0.15 0.00 171.84 0.30
Recast 427.98 0.84 0.02 0.00 0.00 0.00
NEOGEN 511.00 1.00 0.00 0.00 0.00 0.00
Grid 511.00 1.00 0.00 0.00 0.00 0.00

Maze64 2,047.00 LCT 2,047.00 1.00 0.00 0.00 0.00 0.00
ECM 2,047.00 1.00 0.00 0.00 0.00 0.00
CDG 1,582.16 0.77 7.14 0.00 601.59 0.28
Recast 1,716.27 0.84 0.00 0.00 0.00 0.00
NEOGEN 2,047.00 1.00 0.00 0.00 0.00 0.00
Grid 2,047.00 1.00 0.00 0.00 0.00 0.00

Maze128 8,191.00 LCT 8,191.00 1.00 0.00 0.00 0.00 0.00
ECM 8,191.00 1.00 0.00 0.00 0.00 0.00
CDG 5,067.01 0.62 109.55 0.02 896.18 0.15
Recast 6,861.23 0.84 0.00 0.00 0.00 0.00
NEOGEN 8,191.00 1.00 0.00 0.00 0.00 0.00
Grid 8,191.00 1.00 0.00 0.00 0.00 0.00

Table 3: Results for the coverage metrics in the 2D environments. The descriptions of all metrics can be found in Section 6. Numbers in boldface indicate
a perfect value.
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Environment Navigation mesh Coverage

Total area (m2) Cov Cov′ Ainc A′inc Ov Ov′

as oilrig 75,746.52 ECM 74,976.05 0.99 766.87 0.01 3.55 0.00
CDG - - - - - -
Recast 75,302.81 0.99 18.62 0.00 5.41 0.00
NEOGEN - - - - - -
Grid 74,772.91 0.99 1,389.73 0.02 0.37 0.00

cs assault 21,779.29 ECM 19,475.67 0.89 2,303.61 0.12 0.00 0.00
CDG 19,190.24 0.88 2,599.88 0.09 8,530.28 0.31
Recast 21,531.92 0.99 32.14 0.00 0.03 0.00
NEOGEN 17,998.92 0.83 2,934.28 0.16 0.01 0.00
Grid 21,110.20 0.97 726.38 0.03 0.00 0.00

cs siege 26,207.49 ECM 26,173.85 1.00 33.61 0.00 0.05 0.00
CDG 23,521.03 0.90 507.83 0.02 9,959.50 0.30
Recast 25,899.19 0.99 13.82 0.00 0.55 0.00
NEOGEN 24,671.52 0.94 1,404.44 0.06 3.81 0.00
Grid 25,649.85 0.98 628.54 0.02 0.00 0.00

de dust 25,106.82 ECM 24,755.99 0.99 350.81 0.01 0.00 0.00
CDG 22,954.53 0.91 1,217.82 0.04 8,787.81 0.28
Recast 24,824.24 0.99 6.10 0.00 0.01 0.00
NEOGEN 24,920.51 0.99 185.82 0.01 0.48 0.00
Grid 24,571.73 0.98 600.34 0.02 0.00 0.00

de dust2 20,243.71 ECM 20,172.35 1.00 71.36 0.00 0.00 0.00
CDG 18,589.43 0.92 1,547.66 0.06 7,214.72 0.28
Recast 20,036.42 0.99 7.53 0.00 0.00 0.00
NEOGEN 19,869.34 0.98 357.22 0.02 17.14 0.00
Grid 19,804.10 0.98 650.92 0.03 0.00 0.00

Jardin 2,802.35 ECM 2,651.16 0.95 143.28 0.05 7.94 0.00
CDG 2,447.30 0.87 432.51 0.13 1,011.72 0.29
Recast 2,750.82 0.98 9.47 0.00 0.68 0.00
NEOGEN 2,246.60 0.80 356.63 0.16 7.54 0.00
Grid 2,744.80 0.98 73.70 0.03 0.00 0.00

Neogen1 4,748.47 ECM 4,671.50 0.98 73.46 0.02 3.48 0.00
CDG 4,389.95 0.92 565.87 0.09 1,747.39 0.28
Recast 4,708.47 0.99 2.66 0.00 0.33 0.00
NEOGEN 4,429.13 0.93 223.37 0.05 89.10 0.02
Grid 4,691.59 0.99 137.75 0.03 4.66 0.00

Neogen2 9,600.56 ECM 9,600.43 1.00 0.17 0.00 0.02 0.00
CDG 9,277.86 0.97 301.94 0.02 4,220.22 0.31
Recast 9,518.50 0.99 8.46 0.00 2.68 0.00
NEOGEN 9,371.74 0.98 20.84 0.00 0.00 0.00
Grid 9,414.95 0.98 253.79 0.03 1.27 0.00

Neogen3 9,642.51 ECM 9,642.28 1.00 0.13 0.00 0.00 0.00
CDG 9,444.76 0.98 39.43 0.00 3,920.22 0.29
Recast 9,554.90 0.99 6.27 0.00 0.00 0.00
NEOGEN 9,527.22 0.99 15.10 0.00 0.00 0.00
Grid 9,494.22 0.98 288.90 0.03 0.00 0.00

Dungeon 2,114.80 ECM 2,114.71 1.00 0.07 0.00 0.01 0.00
CDG 1,958.18 0.93 201.40 0.08 599.81 0.23
Recast 2,087.57 0.99 7.25 0.00 0.00 0.00
NEOGEN - - - - - -
Grid 2,016.20 0.95 115.98 0.06 0.00 0.00

NavTest 5,202.13 ECM 5,199.64 1.00 2.33 0.00 0.00 0.00
CDG 4,632.57 0.89 681.27 0.11 1,671.97 0.27
Recast 5,133.04 0.99 3.22 0.00 0.01 0.00
NEOGEN 4,532.81 0.87 450.52 0.10 0.00 0.00
Grid 4,971.44 0.96 310.22 0.06 0.00 0.00

ParkingLot 1,921.50 ECM 1,921.39 1.00 0.10 0.00 0.02 0.00
CDG 1,842.43 0.96 0.13 0.00 750.19 0.29
Recast 1,890.67 0.98 2.14 0.00 0.05 0.00
NEOGEN - - - - - -
Grid 1,884.49 0.98 203.28 0.11 6.25 0.00

Library 3,154.06 ECM 3,153.85 1.00 0.10 0.00 0.02 0.00
CDG 3,023.70 0.96 9.22 0.00 1,168.79 0.28
Recast 3,094.35 0.98 4.06 0.00 0.07 0.00
NEOGEN 3,132.67 0.99 21.39 0.01 0.00 0.00
Grid 2,986.48 0.95 201.53 0.07 0.00 0.00

Tower 12,093.88 ECM 12,092.38 1.00 1.43 0.00 0.00 0.00
CDG 10,997.80 0.91 24.59 0.00 3,606.29 0.25
Recast 11,840.82 0.98 288.76 0.02 0.69 0.00
NEOGEN - - - - - -
Grid 11,367.29 0.94 1,074.77 0.09 0.00 0.00

BigCity 280,876.10 ECM 191,738.30 0.68 40,652.61 0.17 48,505.70 0.20
CDG - - - - - -
Recast 277,278.10 0.99 2,787.79 0.01 0.00 0.00
NEOGEN - - - - - -
Grid - - - - - -

Table 4: Results for the coverage metrics in the multi-layered environments. An empty row indicates that the navigation mesh could not be computed for
the corresponding algorithm and environment. Numbers in boldface indicate a perfect value.
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Environment Navigation mesh Connectivity

#CCs #Boundaries #CCs #Boundaries

Simple 1 3 LCT 1 3
ECM 1 3
CDG 2 1,329
Recast 1 3
NEOGEN 4 6
Grid 1 3

Military 1 16 LCT 1 16
ECM 1 16
CDG 3 906
Recast 1 16
NEOGEN 1 16
Grid 1 16

University 1 82 LCT 2 86
ECM 1 82
CDG 274 1,391
Recast 1 82
NEOGEN 4 83
Grid 1 53

Zelda 1 57 LCT 1 57
ECM 1 57
CDG 3 1,313
Recast 1 57
NEOGEN 1 57
Grid 1 57

Zelda2x2 1 226 LCT 1 226
ECM 1 226
CDG 9 3,088
Recast 1 226
NEOGEN 1 226
Grid 1 226

Zelda4x4 1 906 LCT 1 906
ECM 1 906
CDG 244 4,928
Recast 1 906
NEOGEN 1 906
Grid 1 906

City 1 181 LCT 2 178
ECM 1 181
CDG 203 2,209
Recast 1 183
NEOGEN 12 177
Grid 2 184

Maze8 1 1 LCT 1 1
ECM 1 1
CDG 1 41
Recast 1 1
NEOGEN 1 1
Grid 1 1

Maze16 1 1 LCT 1 1
ECM 1 1
CDG 1 272
Recast 1 1
NEOGEN 1 1
Grid 1 1

Maze32 1 1 LCT 1 1
ECM 1 1
CDG 1 1,021
Recast 1 1
NEOGEN 1 1
Grid 1 1

Maze64 1 1 LCT 1 1
ECM 1 1
CDG 289 5,434
Recast 1 1
NEOGEN 1 1
Grid 1 1

Maze128 1 1 LCT 1 1
ECM 1 1
CDG 1,188 22,151
Recast 1 1
NEOGEN 1 1
Grid 1 1

Table 5: Results for the connectivity metrics in the 2D environments. ‘#CCs’ is an abbreviation of ‘number of connected components’. The descriptions of
all metrics can be found in Section 6. Numbers in boldface indicate a perfect value.
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Environment Navigation mesh Connectivity

#CCs #Boundaries #CCs #Boundaries

as oilrig 1 26 ECM 1 26
CDG - -
Recast 1 29
NEOGEN - -
Grid 1 21

cs assault 10 24 ECM 10 24
CDG 647 1,580
Recast 7 43
NEOGEN 10 24
Grid 6 18

cs siege 11 39 ECM 11 39
CDG 501 1,214
Recast 9 34
NEOGEN 14 41
Grid 13 31

de dust 3 14 ECM 3 15
CDG 452 1,146
Recast 3 13
NEOGEN 5 15
Grid 4 17

de dust2 1 6 ECM 1 6
CDG 363 1,267
Recast 2 5
NEOGEN 9 12
Grid 3 16

Jardin 12 33 ECM 13 35
CDG 80 1,074
Recast 9 28
NEOGEN 1 22
Grid 15 56

Neogen1 3 12 ECM 3 12
CDG 91 1,253
Recast 3 12
NEOGEN 3 11
Grid 3 14

Neogen2 11 33 ECM 11 33
CDG 314 1,938
Recast 10 31
NEOGEN 13 32
Grid 14 33

Neogen3 9 19 ECM 10 20
CDG 60 2,345
Recast 9 19
NEOGEN 10 20
Grid 22 42

Dungeon 10 12 ECM 10 12
CDG 166 555
Recast 5 9
NEOGEN - -
Grid 16 21

NavTest 23 43 ECM 23 43
CDG 374 1,398
Recast 22 39
NEOGEN 9 29
Grid 21 36

ParkingLot 1 9 ECM 1 9
CDG 1 574
Recast 1 9
NEOGEN - -
Grid 1 15

Library 1 4 ECM 1 4
CDG 301 1,549
Recast 1 4
NEOGEN 6 8
Grid 1 4

Tower 1 19 ECM 1 19
CDG 6 9,770
Recast 1 208
NEOGEN - -
Grid 1 195

BigCity 1 305 ECM 1 305
CDG - -
Recast 3 1,790
NEOGEN - -
Grid - -

Table 6: Results for the connectivity metrics in the multi-layered environments. ‘#CCs’ is an abbreviation of ‘number of connected components’. An empty
row indicates that the navigation mesh could not be computed for the corresponding algorithm and environment. Numbers in boldface indicate a perfect
value.
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Environment Navigation mesh Complexity

Region complexity
|V | |E| |R| Average SD Total

Simple LCT 111 112 111 9.00 0.00 999
ECM 94 95 191 14.81 2.29 2,829
CDG 1,746 3,107 1,746 4.00 0.00 6,984
Recast 84 85 84 12.00 2.58 1,008
NEOGEN 44 42 44 15.34 3.52 675
Grid 6,830 12,971 6,830 12.00 0.00 81,960

Military LCT 123 137 123 9.00 0.00 1,107
ECM 58 72 214 14.83 2.16 3,174
CDG 1,168 2,078 1,168 4.00 0.00 4,672
Recast 124 138 124 11.98 2.86 1,485
NEOGEN 52 66 52 15.40 3.58 801
Grid 36,890 72,851 36,890 12.00 0.00 442,680

University LCT 738 818 738 9.00 0.00 6,642
ECM 329 409 1,134 15.04 2.29 17,055
CDG 3,308 4,369 3,308 4.00 0.00 13,232
Recast 428 508 428 12.19 2.91 5,217
NEOGEN 261 334 261 16.80 8.13 4,386
Grid 8,518 15,718 8,518 12.00 0.00 102,216

Zelda LCT 553 608 553 9.00 0.00 4,977
ECM 289 344 895 14.93 2.30 13,359
CDG 3,381 4,786 3,381 4.00 0.00 13,524
Recast 343 398 343 12.41 2.84 4,257
NEOGEN 204 259 204 16.09 6.25 3,282
Grid 5,536 9,895 5,536 12.00 0.00 66,432

Zelda2x2 LCT 2,250 2,474 2,250 9.00 0.00 20,250
ECM 1,148 1,372 3,602 14.92 2.30 53,754
CDG 5,636 8,850 5,636 4.00 0.00 22,544
Recast 1,345 1,569 1,345 12.48 2.85 16,782
NEOGEN 822 1,046 822 16.13 6.31 13,260
Grid 22,200 39,678 22,200 12.00 0.00 266,400

Zelda4x4 LCT 9,004 9,908 9,004 9.00 0.00 81,036
ECM 4,580 5,484 14,436 14.92 2.30 215,424
CDG 11,996 16,564 11,996 4.00 0.00 47,984
Recast 5,424 6,332 5,424 12.45 2.86 67,503
NEOGEN 3,295 4,199 3,295 16.13 6.33 53,142
Grid 88,800 158,740 88,800 12.00 0.00 1,065,600

City LCT 2,556 2,730 2,556 9.00 0.00 23,004
ECM 1,442 1,621 4,679 14.42 2.16 67,491
CDG 3,449 5,276 3,449 4.00 0.00 13,796
Recast 1,645 1,837 1,645 11.88 3.13 19,548
NEOGEN 1,164 1,319 1,164 13.61 5.17 15,846
Grid 207,478 408,234 207,478 12.00 0.00 2,489,736

Maze8 LCT 26 25 26 9.00 0.00 234
ECM 30 29 51 14.71 2.32 750
CDG 110 151 110 4.00 0.00 440
Recast 15 14 15 11.20 1.33 168
NEOGEN 13 12 13 14.77 2.99 192
Grid 31 30 31 12.00 0.00 372

Maze16 LCT 82 81 82 9.00 0.00 738
ECM 84 83 156 14.85 2.25 2,316
CDG 566 950 566 4.00 0.00 2,264
Recast 40 39 40 12.00 1.64 480
NEOGEN 39 38 39 15.00 3.11 585
Grid 127 126 127 12.00 0.00 1,524

Maze32 LCT 363 362 363 9.00 0.00 3,267
ECM 358 357 686 14.89 2.23 10,212
CDG 2,255 3,404 2,255 4.00 0.00 9,020
Recast 183 182 183 11.89 1.42 2,175
NEOGEN 175 174 175 15.02 2.88 2,628
Grid 511 510 511 12.00 0.00 6,132

Maze64 LCT 1,421 1,420 1,421 9.00 0.00 12,789
ECM 1,392 1,391 2,672 14.88 2.24 39,756
CDG 9,783 14,721 9,783 4.00 0.00 39,132
Recast 722 721 722 11.88 1.56 8,574
NEOGEN 673 672 673 15.09 3.00 10,155
Grid 2,047 2,046 2,047 12.00 0.00 24,564

Maze128 LCT 5,681 5,680 5,681 9.00 0.00 51,129
ECM 5,567 5,566 10,710 14.88 2.24 159,336
CDG 25,135 44,910 25,135 4.00 0.00 100,540
Recast 2,862 2,861 2,862 11.95 1.59 34,206
NEOGEN 2,703 2,702 2,703 15.08 2.98 40,755
Grid 8,191 8,190 8,191 12.00 0.00 98,292

Table 7: Results for the complexity metrics in the 2D environments. The descriptions of all metrics can be found in Section 6. Numbers in boldface indicate
the lowest metric value (among all methods) for a particular environment.
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Environment Navigation mesh Complexity

Region complexity
|V | |E| |R| Average SD Total

as oilrig ECM 603 629 1,283 14.73 2.23 18,894
CDG - - - - - -
Recast 527 558 527 12.01 3.04 6,330
NEOGEN - - - - - -
Grid 76,163 141,560 76,163 12.00 0.00 913,956

cs assault ECM 308 312 625 14.76 2.26 9,228
CDG 2,802 3,212 2,802 4.00 0.00 11,208
Recast 334 363 334 10.98 2.53 3,666
NEOGEN 145 149 145 15.35 5.27 2,226
Grid 21,835 38,665 21,835 12.00 0.00 262,020

cs siege ECM 836 853 1,712 14.46 2.26 24,756
CDG 2,482 2,712 2,482 4.00 0.00 9,928
Recast 525 546 525 12.05 3.09 6,327
NEOGEN 362 375 362 15.70 6.24 5,682
Grid 26,278 47,145 26,278 12.00 0.00 315,336

de dust ECM 636 645 1,271 14.16 2.14 18,003
CDG 2,272 2,586 2,272 4.00 0.00 9,088
Recast 455 465 455 11.99 2.95 5,454
NEOGEN 302 309 302 14.80 6.23 4,470
Grid 25,170 44,065 25,170 12.00 0.00 302,040

de dust2 ECM 552 556 1,122 14.27 2.18 16,008
CDG 2,349 2,904 2,349 4.00 0.00 9,396
Recast 403 406 403 11.69 3.10 4,713
NEOGEN 292 286 292 13.87 5.27 4,050
Grid 20,450 34,220 20,450 12.00 0.00 245,400

Jardin ECM 654 667 1,395 14.51 2.43 20,238
CDG 1,753 2,715 1,753 4.00 0.00 7,012
Recast 212 231 212 12.25 3.20 2,598
NEOGEN 233 260 233 17.78 16.56 4,143
Grid 2,813 2,842 2,813 12.00 0.00 33,756

Neogen1 ECM 442 448 1,152 14.66 2.39 16,890
CDG 1,766 2,849 1,766 4.00 0.00 7,064
Recast 150 159 150 11.56 3.28 1,734
NEOGEN 185 190 185 23.22 31.83 4,296
Grid 4,834 5,843 4,834 12.00 0.00 58,008

Neogen2 ECM 390 403 1,238 14.87 2.30 18,414
CDG 3,880 5,262 3,880 4.00 0.00 15,520
Recast 249 264 249 11.58 3.17 2,883
NEOGEN 295 301 295 15.31 7.11 4,515
Grid 9,670 17,021 9,670 12.00 0.00 116,040

Neogen3 ECM 439 439 985 14.55 2.34 14,328
CDG 3,571 5,834 3,571 4.00 0.00 14,284
Recast 262 263 262 11.83 3.20 3,099
NEOGEN 217 217 217 14.90 8.27 3,234
Grid 9,781 17,854 9,781 12.00 0.00 117,372

Dungeon ECM 633 625 1,370 14.92 2.43 20,445
CDG 1,317 1,546 1,317 4.00 0.00 5,268
Recast 256 260 256 12.22 3.08 3,129
NEOGEN - - - - - -
Grid 2,131 2,918 2,131 12.00 0.00 25,572

NavTest ECM 365 362 812 14.87 2.43 12,078
CDG 2,665 3,335 2,665 4.00 0.00 10,660
Recast 182 179 182 12.25 3.06 2,229
NEOGEN 98 109 98 18.46 10.78 1,809
Grid 5,280 6,661 5,280 12.00 0.00 63,360

ParkingLot ECM 61 68 108 15.08 2.33 1,629
CDG 803 1,399 803 4.00 0.00 3,212
Recast 50 57 50 11.88 2.40 594
NEOGEN - - - - - -
Grid 2,094 3,781 2,094 12.00 0.00 25,128

Library ECM 216 218 377 14.50 2.36 5,466
CDG 2,866 3,873 2,866 4.00 0.00 11,464
Recast 122 124 122 11.95 2.66 1,458
NEOGEN 74 70 74 20.64 8.85 1,527
Grid 3,188 5,670 3,188 12.00 0.00 38,256

Tower ECM 4,988 5,019 9,421 14.37 2.38 135,345
CDG 17,970 27,866 17,970 4.00 0.00 71,880
Recast 1,467 1,701 1,467 12.07 2.87 17,709
NEOGEN - - - - - -
Grid 12,442 22,074 12,442 12.00 0.00 149,304

BigCity ECM 32,175 32,562 69,181 14.41 2.37 997,236
CDG - - - - - -
Recast 9,380 11,326 9,380 12.27 3.11 115,137
NEOGEN - - - - - -
Grid - - - - - -

Table 8: Results for the complexity metrics in the multi-layered environments. An empty row indicates that the navigation mesh could not be computed for
the corresponding algorithm and environment. Numbers in boldface indicate the lowest metric value (among all methods) for a particular environment.
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Environment Navigation mesh Performance

Construction time (ms) Memory usage (MB)
Average SD Average SD

Simple LCT 1.20 0.28 1.13 0.02
ECM 5.97 0.82 33.45 0.05
CDG 12,597.63 164.29 57.07 0.09
Recast 375.19 19.96 20.83 0.14
NEOGEN 7.80 1.08 67.97 0.18
Grid 94.49 10.13 27.02 0.08

Military LCT 1.10 0.15 1.14 0.02
ECM 7.85 1.12 33.46 0.12
CDG 28,310.23 654.68 64.63 0.17
Recast 7,796.13 36.15 92.37 0.15
NEOGEN 12.45 2.82 69.36 0.24
Grid 278.86 29.92 62.37 2.22

University LCT 8.93 0.88 1.35 0.11
ECM 35.35 3.61 36.84 0.06
CDG 15,160.81 160.35 50.49 0.14
Recast 614.44 15.37 24.92 0.22
NEOGEN 48.05 3.58 79.21 0.59
Grid 115.21 12.81 32.16 0.12

Zelda LCT 5.12 0.59 1.23 0.02
ECM 26.27 2.05 36.14 0.07
CDG 14,433.28 101.29 53.24 0.10
Recast 297.77 13.71 19.67 0.17
NEOGEN 29.75 1.55 74.98 0.30
Grid 94.37 7.32 29.04 0.05

Zelda2x2 LCT 23.23 2.16 2.03 0.03
ECM 112.19 9.12 46.32 0.11
CDG 18,477.72 155.17 55.99 0.20
Recast 1,521.38 33.44 74.46 0.49
NEOGEN 124.55 9.30 99.87 0.29
Grid 201.03 12.79 49.18 0.51

Zelda4x4 LCT 93.98 6.26 4.98 0.03
ECM 442.78 21.11 84.74 0.39
CDG 33,448.68 270.42 65.71 0.21
Recast 6,310.88 53.18 291.51 0.23
NEOGEN 516.55 15.83 197.73 0.12
Grid 947.03 13.08 121.54 3.01

City LCT 40.94 2.28 2.30 0.04
ECM 167.30 9.50 49.78 0.15
CDG 29,421.39 277.12 64.31 0.12
Recast 9,833.90 76.47 134.09 0.01
NEOGEN 180.90 13.33 104.41 0.18
Grid 2,419.58 112.02 191.66 12.81

Maze8 LCT 0.24 0.05 1.10 0.02
ECM 1.45 0.18 33.00 0.01
CDG 269.66 6.11 21.77 0.17
Recast 1.40 0.48 1.91 0.03
NEOGEN 1.60 0.73 67.53 0.22
Grid 63.91 6.40 19.84 0.06

Maze16 LCT 0.76 0.14 1.13 0.02
ECM 4.14 0.35 33.36 0.07
CDG 665.82 9.56 23.61 0.20
Recast 10.27 1.34 2.28 0.07
NEOGEN 5.05 0.92 68.16 0.19
Grid 63.50 3.69 21.07 0.56

Maze32 LCT 4.17 0.46 1.19 0.00
ECM 17.79 0.68 35.50 0.04
CDG 3,162.39 124.76 33.14 0.21
Recast 68.02 7.51 4.03 0.08
NEOGEN 21.95 1.43 75.13 0.39
Grid 66.49 3.47 23.79 0.04

Maze64 LCT 14.53 1.76 1.79 0.02
ECM 71.13 4.00 44.15 0.19
CDG 23,876.64 168.19 55.87 0.21
Recast 273.41 14.18 9.66 0.30
NEOGEN 85.45 4.65 93.41 0.18
Grid 93.23 7.98 30.40 0.06

Maze128 LCT 57.57 4.03 4.22 0.04
ECM 309.60 11.58 77.14 0.34
CDG 61,867.47 349.41 67.76 0.20
Recast 1,115.27 32.11 33.67 0.54
NEOGEN 350.60 11.77 171.75 0.22
Grid 204.91 5.83 63.67 0.17

Table 9: Results for the performance metrics in the 2D environments. The descriptions of all metrics can be found in Section 6. Numbers in boldface
indicate the lowest metric value (among all methods) for a particular environment.
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Environment Navigation mesh Performance

Construction time (ms) Memory usage (MB)
Average SD Average SD

as oilrig ECM 58.14 1.74 40.56 0.17
CDG - - - -
Recast 11,549.74 38.86 178.34 0.33
NEOGEN - - - -
Grid 2,627.48 22.19 686.75 0.09

cs assault ECM 16.04 0.43 36.90 0.20
CDG 11,762.23 120.80 51.30 0.20
Recast 2,650.00 23.16 63.54 0.01
NEOGEN 22.20 1.21 72.75 0.32
Grid 689.74 15.69 194.07 0.29

cs siege ECM 56.34 0.95 41.60 0.19
CDG 8,533.73 108.86 45.21 0.16
Recast 3,200.50 22.28 105.15 0.01
NEOGEN 55.85 1.98 81.88 0.18
Grid 1,399.37 25.35 483.14 0.09

de dust ECM 60.36 0.78 39.38 0.17
CDG 7,226.04 70.76 44.23 0.17
Recast 3,037.14 25.38 101.23 0.02
NEOGEN 46.00 2.45 79.81 0.31
Grid 583.62 11.13 174.64 0.08

de dust2 ECM 65.72 0.92 38.11 0.10
CDG 10,121.20 118.74 50.90 0.22
Recast 2,265.68 27.08 67.13 0.01
NEOGEN 40.65 2.92 76.21 0.19
Grid 492.85 13.57 137.71 0.53

Jardin ECM 115.60 2.13 41.09 0.14
CDG 34,541.99 250.60 78.77 0.23
Recast 181.04 5.89 9.42 0.05
NEOGEN 486.75 9.60 107.22 0.28
Grid 370.58 6.66 75.33 2.19

Neogen1 ECM 162.66 6.25 49.52 0.11
CDG 41,102.63 239.13 89.02 0.21
Recast 816.09 16.65 14.10 0.00
NEOGEN 1,613.20 41.21 136.10 0.17
Grid 604.13 24.79 136.35 14.39

Neogen2 ECM 52.58 1.59 39.35 0.16
CDG 92,932.59 608.03 145.79 0.28
Recast 798.30 14.23 23.50 0.20
NEOGEN 183.35 7.44 87.09 0.24
Grid 361.75 9.71 58.12 5.02

Neogen3 ECM 26.83 0.74 38.41 0.16
CDG 24,093.69 275.04 59.29 0.18
Recast 907.61 16.33 23.37 0.11
NEOGEN 59.85 3.48 76.08 0.43
Grid 481.46 10.69 86.99 1.32

Dungeon ECM 68.12 0.94 39.99 0.20
CDG 5,284.11 43.13 38.95 0.16
Recast 143.82 5.69 10.92 0.01
NEOGEN - - - -
Grid 428.65 10.88 71.02 0.87

NavTest ECM 39.67 0.58 37.87 0.17
CDG 15,004.41 135.66 56.44 0.24
Recast 367.19 23.71 16.56 0.04
NEOGEN 46.40 1.62 74.16 0.41
Grid 260.76 6.60 49.62 0.53

ParkingLot ECM 8.89 0.33 34.27 0.11
CDG 14,380.66 88.70 61.95 0.12
Recast 88.87 6.92 6.32 0.01
NEOGEN - - - -
Grid 119.22 2.16 25.21 0.06

Library ECM 15.04 0.46 35.95 0.14
CDG 20,841.33 110.17 67.26 0.11
Recast 163.97 5.52 10.27 0.17
NEOGEN 23.00 1.79 71.86 0.19
Grid 211.74 10.35 30.60 0.09

Tower ECM 143.20 7.35 75.30 0.46
CDG 242,254.50 4.50 106.59 145.06
Recast 1,281.85 26.13 33.29 0.00
NEOGEN - - - -
Grid 1,323.31 13.15 174.45 4.69

BigCity ECM 893.74 30.44 308.02 0.59
CDG - - - -
Recast 12,972.87 79.74 191.40 0.01
NEOGEN - - - -
Grid - - - -

Table 10: Results for the performance metrics in the multi-layered environments. An empty row indicates that the navigation mesh could not be computed
for the corresponding algorithm and environment. Numbers in boldface indicate the lowest metric value (among all methods) for a particular environment.
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