• efficiency

• de Bruijn indices, space-efficient terms • hash-consed identifiers • efficient rollback mechanism (more later)

• extensibility

• user-extensible grammar (parser, pretty-printer) • mechanisms to declare new tables/operations assuming some flavor of balanced trees, this is only a O(log N) overhead factor (time and space) may even be less than that for space (depends on snapshot frequency) despite all its marvels, 5.10 had no such thing as a kernel of trust (and subsequently the versions 6) the trusted computing base was a little bit everywhere in particular,

• the rollback mechanism comes first 

  everything behind an abstraction barrier type safe_env val empty: safe_env val add_constant: safe_env -> constant -> safe_env ... finally, wrap everything behind an abstraction barrier type safe_env val empty: safe_env val add_constant: safe_env -> constant -> safe_env ... whose implementation is trivial type safe_env = env let empty = Env.empty let add_constant env c = let c = type_constant env c in Env.add_constant env c ...

  global environment outside the kernel, declare a global, mutable environment let global_env = ref Kernel.empty let add_constant c = global_env := Kernel.add_constant !global_env c ... and declare it as a table let freeze () = !global_env let unfreeze v = global_env := v let _ = declare_table "typing env" freeze unfreeze

when declaring a table, provide freeze/unfreeze operations

when declaring a table, provide freeze/unfreeze operations

a single stack of all operations (with a little bit of dynamic typing under the hood) op 1 . . .

when declaring a table, provide freeze/unfreeze operations

a single stack of all operations (with a little bit of dynamic typing under the hood) op 1 op 2 . . .

one more issue: Coq's Require loads declarations from .vo files and all this machinery is outside of the kernel the solution is borrowed from OCaml's compiler

• when writing a file to the disk,

• include MD5 checksums of loaded modules • include its own checksum

• when loading a file,

• verify that assumptions and reality coincide if I had to do it again if I had to do it again