The "quantum memory" landscape The "quantum memory" landscape (ctd.)

In our work, we consider that answering a query "x ∈ L", for a superposition of x, costs: Converting QACM to SAM

We can emulate QACM queries with classical sequential memory accesses: perform a sequence of comparisons.

Converting QACM to SAM On input x, to compute if x ∈ L:

Read L sequentially;
Run a sequence of |L| comparison circuits;

Aggregate the comparison results.

We can make the memory in some quantum algorithms classical (however, no guarantee of a quantum speedup) In BHT, we perform 2 n/3 membership queries to a list L of size 2 n/3 : the conversion increases the time up to 2 2n/3 ! Let's try again, with:

A smaller list

Less membership queries

To do this, we put a constraint on L, and search for a collision in a smaller subspace.
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Quantum collisions without qRAM (ctd.)

We search only for a collision among distinguished points, e.g. x such that H(x) = 0 2n/5 ||z for z ∈ {0, 1} 3n/5 .

1 Create a list L of distinguished y , H(y )

2 Grover search among distinguished points for a match on L

2 n/5+n/5 Build L + 2 n/5
2 -2n/5 probability of a match

2 n/5 Sample distinguished points + 2 n/5 Match L = 2 2n/5
We do 2 n/5 accesses to a 2 n/5 -sized memory. Wagner's algorithm in a single slide

Merging

From two lists L 1 , L 2 , compute the "join" L 1 u L 2 : the pairs

x 1 , x 2 ∈ L 1 × L 2 with x 1 ⊕ x 2 | u = 0 (partial collision on u bits).
All lists are presumed sorted, the time is:

MAX (|L 1 u L 2 |, MIN (|L 1 |, |L 2 |))
Wagner's algorithm is a sequence of pairwise joins

The strategy (optimal u) depends on log 2 (k) ; we merge 2 log 2 (k) lists 

L 3 n/3 L 4 of size 2 n/3 L 4 of size 2 n/3 L 3 of size 2 n/3 L 1 n/3 L 2 of size 2 n/3 L 2 of size 2 n/3
L 1 of size 2 n/3 To check a distinguished point x, match L 1 (find a partially colliding element); then match L 2 .

2 n/7+3n/14 + 2 3n/14 3n/7 remaining bits

2 n/7 Setup search space + ( 2 n/7 Match L 1 + 2 n/7 Match L 2 ) Instead of 2 n/7 × 2 n/7
= 2 5n/14 * Naya-Plasencia, "How to Improve Rebound Attacks", CRYPTO 11
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= 2 n/5 0 y 1 α 1 . . . . . . . . . 0 y 2 n/5 α 2 n/5
n/5 n/5 3n/5

2 n/5 z 1 0 β 1 . . . . . . . . . z 2 n/5 0 β 2 n/5
2 n/5+n/10 + 2 3n/10 3n/5 bits remaining

1 Matching L 1 + 1 Matching L 2 = 2 3n/10 < 2 n/3
⇒ 3-xor is exponentially faster than collision search (not the case classically). 
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  Query 4 lists of x, H(x): L 1 , L 2 , L 3 , L 4 of size 2 n/3 Query 4 lists of x, H(x): L 1 , L 2 , L 3 , L 4 of size 2 n/3 2. Compute the joins L 1 n/3 L 2 and L 3 n/3 L 4 of size 2 n/3
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1.

  Query 4 lists of x, H(x): L 1 , L 2 , L 3 , L 4 of size 2 n/3 2. Compute the joins L 1 n/3 L 2 and L 3 n/3 L 4 of size 2 n/3 3. Compute the join (L 1 n/3 L 2 ) 2n/3 (L 3 n/3 L 4 ) of size 1
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1.

  Traverse the tree of merges in a depth-first manner (Wagner, CRYPTO 02): store log 2 k lists instead of k. Store a list of 2 n/3 elements and make new queries to produce a list of 2 n/3 collisions.
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1.

Theorem

If k ≥ 2 and κ = log 2 (k) , the best merging-tree quantum time exponent is

Schroeppel and Shamir's 4-list method

Loop over a chosen prefix s of n/4 bits. Time: O 2 n/2 and memory: O 2 n/4 .

Classical results for general k

To get a k-xor on n bits:

The optimal query complexity is Θ(2 n/k ) The time complexity is O 2 n/(1+ log 2 (k) ) * Logarithmic improvements in time (but we focus on exponents)

Previous quantum results on k-xor

To get a k-xor on n bits:

The optimal query complexity is Θ 2 n/(k+1) * What about the time?

We just saw k = 2. And for k > 2?

General strategy

There are several possible decompositions of the problem into subproblems.

Each new list is the result of quantum exhaustive searches, using the previous ones for intermediate matchings.

The optimization is a linear problem: we implemented an automatic search (MILP) for the best merging strategies. Theorem -with CSAM

Re-optimizing this example

, the best merging-tree quantum time exponent is: 

L 4 of size 2 n/4 

From classical to quantum

We loop over s (n/4 bits) and 1 ≤ i ≤ 2 n/8 , where i defines a choice of sublist:

List "of size 2 -3n/8 "

L 4 of size 2 n/4 Grover: choice of L 3 and of s

The best is k = 5 (or a multiple):

Grover: choice of s

Grover: search in L 1 × L 2 for a match = 2 3n/10 = 2 0.3n < 2 n/3