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Quantum algorithms for collisions

A quantum collision algorithm

Naive classical:

Perform arbitrary classical queries to H: H(x 1 ), . . . , H(x ).

Search x ∈ {0, 1} n such that:

H(x) ∈ {H(x 1 ), . . . , H(x )} Optimal = 2 n/2 : 2 n/2 + 2 n 2 n/2
Quantum (BHT):

Perform arbitrary classical queries to H : H(x 1 ), . . . , H(x ).

With Grover, search x ∈ {0, 1} n such that H(x) ∈ {H(x 1 ), . . . , H(x )}.

Optimal = 2 n/3 :

2 n 3 List + 2 n 2 n/3 Iterations 1 + 1 qRAM lookup M. Naya-Plasencia, A. Schrottenloher Quantum (Symmetric) Cryptanalysis 19/59
We have a list L = {H(x 1 ), . . . , H(x )}, known classically, and want to compute:

|y |0 → |y |y ∈ L .
With qRAM: build a data structure for L, compute membership in O (log ) qRAM gates;

Without qRAM: compare sequentially against elements of L.

We compute:

|y |0 → |y |(y = H(x 1 )) ∨ (y = H(x 2 )) . . . ∨ (y = H(x ))
in time O ( ). 

BHT without quantum memory

Queries:

2 n/3 + 2 n /2 n/3 (1 + 0)
Time: 

2 n/3 + 2 n/3 1 + 2 n/3

With optimal parameters

The cost becomes optimal for an intermediate list of size

2 v = 2 n/3 . 2 v List size × 2 u 2
Grover search of a DP First step: constructing the list

+ 2 n-v -u 2 Less iterations 2 u 2 Building all the DPs + 2 v Lookup Second step: searching a collision With v = n 5 , u = 2n 5 , time: O 2 2n/5
. We also need 2 n/5 classical memory.
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An asymptotic difference for collisions: time reduced from 2 n/2 to 2 2n/5

Smallest number of computations when qRAM is not used More applications: multi-user settings, operation modes. . .

Example: n = 128, 2 51 hash function queries instead of 2 64 , with less than 1GB classical data. 

State of the problem

Time Queries Qubits Classical memory

Pollard 2 n/2 2 n/2 0 O (n) Grover 2 n/2 2 n/2 O (n) 0 BHT 2 n/3 2 n/3 2 n/3 2 n/3 New 2 2n/5 2 2n/5 O (n) 2 n/5
Can we meet the lower bound 2 n/3 with O (n) qubits? 

Generalized Birthday Problem(s)

Problem 1: The "original"

Given L 1 , . . . L k classical lists of random n-bit strings, find x 1 , . . . x k ∈ L 1 × . . . L k such that x 1 ⊕ . . . ⊕ x k = 0.
Problem 2: The "oracle" Given oracle access to a random n-bit to n-bit function H, find x 1 , . . .

x k such that H(x 1 ) ⊕ . . . ⊕ H(x k ) = 0.
Problem 3: The "unique solution"

Given oracle access to a random n/k-bit to n-bit function H, find the single k-tuple x 1 , . . . 

x k such that H(x 1 ) ⊕ H(x 2 ) ⊕ . . . H(x k ) = 0.

Classical results for general k

To get a k-xor on n bits:

The optimal query complexity is Θ(2 n/k )

The time complexity is O 2 n/(1+ log 2 (k) ) (Wagner, 2002):

α k = 1 1+ log 2 (k)

Logarithmic improvements in time

We focus on exponents 

Previous quantum results on k-xor

To get a k-xor on n bits:

The optimal query complexity is Θ 2 n/(k+1) (Belovs and Spalek)

We know what happens for k = 2.

For k > 2? 

Conclusion of AC' 18

Quantum 3-xor is exponentially faster than quantum collision search.

Low-qubits k-xor improves over classical for k ≤ 7.

k-xor with qRAM in time O 2 n/(2+ log 2 (k) ) (instead of O 2 n/(1+ log 2 (k) ) ).

Open questions

A low-qubits speedup for all k?

With qRAM, other improvements than k = 3? 
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The 1-xor Problem: exhaustive search Searching x such that H(x) = 0: a preimage of 0. Simply use Grover's algorithm:

α 1 = 1/2.

The 2-xor Problem: collision search Previously: α 2 = 1/3 with qRAM and 2/5 without.

The problem becomes easier when k increases: α k is a decreasing function of k.

M. Naya-Plasencia, A.
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Then:

L contains 2 u elements (there are 2 2u pairs and a u-bit condition)

L can be built in time 2 u if L 1 and L 2 are sorted This works recursively: from two lists L 1 , L 2 of partial k-xors, we can obtain a list of 2k-xors on more bits in time:
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1.

Low-qubits merging strategy for k = 3

We don't have a single intermediate list, but two of them ⇒ they can be smaller. Searching for a "distinguished solution": we compare against all y , z ∈ L 1 × L 2

Producing the lists costs 2 n/4 × 2 n/8 = 2 3n/8 time and as much for searching x. We take more specific L 1 and L 2 . Checking a distinguished point x:

Match L 1 (find a partially colliding element); then match L 2 ; Compute the xor of the three values.

2 n/7+3n/14 + 2 3n/14 3n/7 remaining bits

= 2 5n/14
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History

We found some punctual improvements, for some values of k;

We realized that all the possibilities could be included in a single framework: merging in a quantum-compliant way;

We implemented an automatic search for the best merging strategies.

Merging strategies: build successive lists of partial -xor for increasing . A single list of n/3-bit collisions ⇓ Produce n/3-bit collisions on the fly ⇓ Each yields 2 n/3 4-tuples

Rephrasing previous algorithms

The 3-xor algorithms with two intermediate lists: trees of height 2. 

We found a better merging for 3-xor with qRAM: α 3 = 2 7 < 3 10 (The low-qubits variant was optimal) 

Finding the best trees: MILP

We fix the tree structure.

Variables: sizes of the lists, their costs (in log 2 ), prefixes Linear relations and constraints:

How we merge How much this costs (classically or quantumly)

An overall time complexity to minimize 

Theorem -with qRAM

Theorem If k ≥ 2 and κ = log 2 (k) , the best merging-tree quantum time exponent is

Many trees give this time complexity, but one is obtained by using an "almost" binary tree. Theorem -qRAM-free

, the best merging-tree quantum time exponent is:

Many trees give this time complexity, but one is obtained by using an "almost" binary tree. Thank you.
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