
HAL Id: hal-02419202
https://inria.hal.science/hal-02419202v1

Submitted on 19 Dec 2019

HAL is a multi-disciplinary open access
archive for the deposit and dissemination of sci-
entific research documents, whether they are pub-
lished or not. The documents may come from
teaching and research institutions in France or
abroad, or from public or private research centers.

L’archive ouverte pluridisciplinaire HAL, est
destinée au dépôt et à la diffusion de documents
scientifiques de niveau recherche, publiés ou non,
émanant des établissements d’enseignement et de
recherche français ou étrangers, des laboratoires
publics ou privés.

Distributed under a Creative Commons Attribution 4.0 International License

A Method for Converting Current Data to RDF in the
Era of Industry 4.0

Marlène Hildebrand, Ioannis Tourkogiorgis, Foivos Psarommatis, Damiano
Arena, Dimitris Kiritsis

To cite this version:
Marlène Hildebrand, Ioannis Tourkogiorgis, Foivos Psarommatis, Damiano Arena, Dimitris Kiritsis.
A Method for Converting Current Data to RDF in the Era of Industry 4.0. IFIP International
Conference on Advances in Production Management Systems (APMS), Sep 2019, Austin, TX, United
States. pp.307-314, �10.1007/978-3-030-30000-5_39�. �hal-02419202�

https://inria.hal.science/hal-02419202v1
http://creativecommons.org/licenses/by/4.0/
http://creativecommons.org/licenses/by/4.0/
https://hal.archives-ouvertes.fr


A method for converting current data to RDF in the era 
of Industry 4.0 

Marlène Hildebrand1*, Ioannis Tourkogiorgis1, Foivos Psarommatis1, Damiano 
Arena1, Dimitris Kiritsis1 

1École polytechnique fédérale de Lausanne, ICT for Sustainable Manufacturing, EPFL SCI-
STI-DK, Lausanne, Switzerland 

marlene.hildebrand@epfl.ch 

Abstract. In the past two decades, the use of ontologies has been proven to be an 
effective tool for enriching existing information systems in the digital data mod-
elling domain and exploiting those assets for semantic interoperability. With the 
rise of Industry 4.0, the data produced on assembly lines within factories is be-
coming particularly interesting to leverage precious information. However, add-
ing semantics to data that already exists remains a challenging process. Most 
manufacturing assembly lines predate the outbreak of graph data, or have adopted 
other data format standards, and the data they produce is therefore difficult to 
automatically map to RDF. This has been a topic of research an ongoing technical 
issue for almost a decade, and if certain mapping approaches and mapping lan-
guages have been developed, they are difficult to use for an automatic, large-
scale data conversion and are not standardized. In this research, a technical ap-
proach for converting existing data to semantics has been developed. This paper 
presents an overview of this approach, as well as two concrete tools that we have 
built based on it. The results of these tools are discussed as well as recommenda-
tions for future research. 

Keywords: Ontology, zero-defect manufacturing, data integration, RDF, se-
mantics, JSON. 

1 Introduction 

What might make Industry 4.0 a unique industrial revolution, is its capacity to rely 
on already existing infrastructures, just by interconnecting technologies. In that regard, 
the data produced by machines on assembly lines make for a particularly interesting 
case to investigate. Assembly lines in factories currently produce very large amounts 
of data, most of which is under-exploited, often simply stored to never be used again. 
At the same time, factories want to insure better interoperability between their services 
and tools. To do so, a more and more widespread approach is to add meaning to the 
data [1] through the use of semantics, or to be more precise, through the use of ontolo-
gies, allowing for data to be machine-understandable, and understood the same way 
across diverse systems of information [2][3][4]. The purpose of ontologies is to help 
mark-up data with meaningful metadata that will make it more easily interpretable. To 
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formalize this new manner to structure data, a language named RDF (Resource De-
scription Framework) [5] has been developed, which expresses data in the form of tri-
ples subject-predicate-object, and where URIs (Uniform Resource Identifier) symbol-
ize the instances. URIs help identify a specific instance, and link it to its attributes, or 
to other instances. What RDF allows us to do, is to formalize our data as a graph. This 
is a very powerful way of storing unstructured data, and quickly retrieve the connec-
tions between data, unlike SQL (Structured Query Language) joints that are very diffi-
cult to express and expensive.   

But this raises one big issue. Graph data is fairly new and has only been widely 
adopted in certain niches, such as the market of social networks. In the meanwhile, 
relational data has remained the bread and butter of most data management systems for 
the past 20 years. To exchange and communicate data between different systems, for-
mats such as JSON (JavaScript Object Notation), which relies on a key-value pair par-
adigm, have become widely popular. Therefore, the data produced by assembly lines is 
mostly structured as tables, key-value pairs or trees, and comes in formats such as SQL 
databases, XML (Extensible Markup Language) files, Excel sheets or JSON streams. 
Some of these formats are difficult to convert into graph data because of their very 
structure, such as SQL, and others, like JSON, may only be easy to translate in certain 
cases, depending on how well the schema of the data matches with the ontology. 

Therefore, some pre-processing is required to be able to leverage this data, which 
involves mapping the existing schema of the data to the ontologies we have designed, 
and then implement this mapping in a computer program that will achieve an ETL (Ex-
tract-Transform-Load) procedure to in order to handle the data accordingly. This raises 
several questions: how do we map an existing data schema to an ontology, and how to 
we formalize it? And once we have formalized this mapping, how do we implement it 
in a tool in order to automatically convert the data? 

As we will see in the next section, methodologies to map non-graph data schemas to 
graph data schemas, and more specifically to RDF, is a very active field of research, 
and several recommendations, languages and tools have already been created to achieve 
this mapping. However, no standard has been issued yet, and some of these tools have 
limitations. This brings us to the second issue, which is the one we would like to address 
in this paper: How do we then use these methodologies to implement a tool that can 
automatically convert data? How can we “generalize” this tool so that it can be applied 
to different data formats, different data schemas, and different ontologies? Such a tool, 
or at least a general conversion algorithm, would make the life of software developers 
easier, which is a crucial step for the more widespread adoption of RDF and ontologies.  

Therefore, the current research aims to present a general, easy to implement algo-
rithm, that can automatically convert data to RDF without being dependent on the orig-
inal data schema or the targeted ontology. Section 2 describes the state of the art in data 
mapping. Section 3 describes the approach that was proposed for this research, and the 
tools that have been used. Section 4 describes two applications of this approach and 
Section 5 discusses the findings and their implications. 
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2 State of the art 

Methodologies to convert non-graph data to graph data are still an ongoing field of 
research in the world of linked data and semantics, since the solutions to this issue could 
significantly increase the adoption of RDF. Mapping SQL data schemas to RDF has 
been a particular topic of focus, since most databases are relational. Even though the 
World Wide Web Consortium has issued no standard yet in that regard, it has issued a 
few recommendations. The most notable one deals with how to directly map SQL to 
RDF [6]. R2RML, a language for mapping SQL to RDF has also been issued and rec-
ommended by the Consortium [7].  

Regarding on how to map JSON schemas with RDF, another language, JSON-LD 
(JavaScript Object Notation for Linked Data), has been created by members of the W3C 
[8] and has gained quite a lot of attention due to its simplicity of use and its practicality. 
RML, an extension of R2RML, can also be used to map JSON and other formats to 
RDF [9]. A language named GRDDL [10] has been developed quite early on during 
the development of the Semantic Web in order to map XML to RDF, but it also possible 
to use it for the mapping of JSON to RDF. A language named XSPARQL has also been 
developed to query XML and RDF and to transform data from one format to the other 
[11]. 

As we can see, there are many methodologies and languages to map existing data 
schemas of all kinds of formats to ontologies. The questions then arise: how do we 
provide this mapping to a software tool, and how do we implement the conversion of 
the data? One way would be to simply use these methodologies as they are, and to 
explicitly implement the mapping in the code. There are several problems with this 
approach. First, explicitly hard-coding values in a program is bad practice in the world 
of software development, because every evolution of the data schemas will have to be 
implemented in the code as well. Also, the code wouldn’t be reusable for different data 
schemas or different ontologies. Another issue is that in the case of assembly lines, the 
amounts of data to process and integrate are huge, and so are the ontologies we have to 
map them to. Explicitly coding the mapping therefore implies that each data will go 
through one test for each different field of the data schema, which is doable for small 
mappings, but would be a tedious work and come at a great cost of performance for 
really big ontologies and data schemas.  

What we would like to achieve instead is to come up with a general conversion al-
gorithm, one that would be able to automatically process the data based on a mapping 
we would have provided it, but that wouldn’t need to be aware of the details of the 
ontology or of the original data schema, so that we would be able to feed it any map-
ping, or to adapt it to any data format in input. Something lightweight that could be 
easily implemented in different programming languages, which would have good per-
formances regarding time and memory consumption, and that would be easy to under-
stand and maintain for software developers. 

3 Proposed approach 

As stated previously, the intent behind this paper is to present a general implemen-
tation to automatically convert non-graph data to RDF through a software tool, without 
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having to know the data schema or the ontology in advance, so that it could work with 
any mapping. We have tried to develop tools based on this implementation to convert 
data coming from XML files and JSON streams into RDF. Our idea was to develop a 
technique for mapping that would rely on an approach similar to what is currently done 
with configuration parameters for software tools. Instead of hard-coding the values of 
the configuration parameters in the software, they are usually stored in a separate file, 
under the form of key-value pairs. When the code is running, the value is retrieved 
through the key called in the code. This allows for an easy way to modify the parameters 
of a desktop application or a web service (e.g. the access path to a database) when 
necessary, without going through the expensive path of a code evolution.  

Our approach regarding the formalization of the mapping was very similar in that 
we decided to provide it as a JSON file that the code could parse to retrieve the corre-
sponding ontology concept for each data schema field (Fig.1). One file would be dedi-
cated to classes and another to the properties, since the process for creating a new class 
instance is not the same as the one for creating the property of an instance. In the JSON 
files, the fields of the XML or JSON data schema would be handled as the keys, would 
paired to the URIs of the classes or properties relationships they correspond to in the 
ontology (Fig.2). 

In the code of the software tool, two functions will need to be implemented: one 
for the creation of a new instance of a class, and another for the creation of a property 
of this instance. The first function will create a new URI and create an RDF triple ex-
pressing of which class this URI is an instance of. This triple will consist of this new 
URI as a subject, “rdf:type” as a predicate to indicate the “is an instance of” relation-
ship, and the URI of a class as an object. The second function will create a triple that 
will assign a new property of a certain value to a certain class instance. To do so, it 
will create a triple that consist of the URI of the instance, the URI of the relationship 
to the property, and the value of said property.  

Database

Assembly line

Data produced under different 
formats : Excel sheets, XML files, 

relational databases, JSON 
streams...

Operator creates a JSON file to 
map the data format to the 
ontology and feeds it to the 

application

Generic application that 
transforms the data according to 

the mapping file

The data 
produced is 

stored as RDF

 

Fig. 1. General architecture of the proposed solution 
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<rdf:RDF xml:base="http://.../ontology/" 
xmlns:ns0="http://.../ontology/" 
xmlns:rdf="http://www.w3.org/1999/02/22-rdf-syntax-ns#">
<ns0:class_000501 
rdf:about="http://.../ontology/class_000501/ID=d93ba7">

<ns0:prpt_000701>Id_Process_1</ns0:prpt_000701>
<ns0:prpt_000702>Assembly Process 1</ns0:prpt_000702>
<ns0:prpt_000801 
rdf:resource="http://.../ontology/class_000502/ID=610bd1" />

</ns0:class_000501>
…
…
</rdf:RDF>

"Process": "http://.../ontology/class_000501"
"AssemblyLine": "http://.../ontology/class_000502"
...
"has_id_process": "http://.../ontology/prpt_000701"
"has_ProcessName": "http://.../ontology/prpt_000702"
...
"hasAssemblyLine": "http://.../ontology/prpt_000801"
"hasStation": "http://.../ontology/prpt_000802"
…
...

 

Fig. 2. Mapping JSON file (left); RDF output file (right) 
 

 The next step is to create an algorithm using these functions. The first thing this 
algorithm will have to do is to parse the file or the stream it will receive in input. For 
each new object in the file, it will retrieve the JSON key or XML field that corresponds 
to this object, it will check if it corresponds to a class in the class mapping file, and if 
it is the case, create a new class instance. If the key or field corresponds instead to a 
property, the algorithm will retrieve the URI of the relationship in the property mapping 
file and link the URI of the object to the value in the file (Fig.3). As we will see later in 
this paper, this approach works well granted that, in the case we are creating a property, 
we have a way to know which class instance it has to be linked to. This information is 
easy to retrieve depending on the original data schema, but it is also the only part of the 
algorithm that cannot be generalized. 

4 Application cases 

4.1 Semantic enhancement to ease aircraft design and lifecycle cost data 
integration 

The first software tool we have developed based on this approach was for a project 
aimed at digitalizing the life cycle ground testing of aircrafts. The purpose of the tool 
was to be able to feed it an XML file containing the data to be processed to output a 
Turtle1 file containing the original data but descried using RDF instead of XML. Our 
approach was particularly well adapted to this case, since the original XML data schema 
consisted of objects matching the ontology classes, and attributes matching the ontol-
ogy properties. Also, objects that had to be linked together were imbricated in each 
other, which made it easier to link one instance to the other algorithmically. The tool 
we created for this use-case was developed in C# with the framework .Net Core 2.12. 
We created two JSON files: one that mapped the names of the XML objects to the 
corresponding ontology class URIs, and another that mapped the XML attributes to the 
corresponding property URIs. The structure of the algorithm is the following: while 
reading the XML file, for each new XML object, the algorithm would look-up the name 

                                                           
1  A syntax and file format to express data in RDF. https://www.w3.org/TR/turtle/ 
2  Free, open-source framework from Microsoft. https://dotnet.microsoft.com/download 
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of the object in the JSON file and retrieve the corresponding class URI, and would then 
create a new line in the Turtle file consisting of a triple for a new instance of a class. It 
would then read the attributes of this object, and for each attribute, lookup the corre-
sponding property relationship URI in the JSON file to create a triple in the Turtle file 
comprised of the abovementioned class instance URI, the property relationship URI, 
and the value of the attribute in the XML sheet.  
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Read 
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While data in Yes

Check if the 
object 

matches with 
a class

Class 
mapping

Is there a 
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Create 
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No
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Yes

No
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mapping

End
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Fig. 3. Flowchart of the proposed algorithm 

 
The only issue that needed to be solved was how to link instances together, when a 

property was referring to an instance and not just a literal. As stated earlier, the solution 
was easy due to the structure of the XML file. Whenever the algorithm was creating a 
new instance, it would save this instance URI, and when reading a new object and cre-
ating its new URI, it would link these two URIs together by looking up the property 
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relationship corresponding to the new object name in the property mapping file. Then 
the algorithm would be able to create a new triple with the previous instance URI as the 
subject, the relationship URI as the predicate, and the new instance URI as the object. 

4.2 Zero-Defect Manufacturing 

Another ETL tool has been developed in the context of the Z-Fact0r project. This 
project aims at improving the quality and the productivity of the European manufactur-
ing industries through five multi-stage production-based strategies. These include: the 
early detection of the defect, the prediction of the defect generation, the prevention of 
defect generation as well as its propagation in later stages of the production, the re-
working/remanufacturing of the product and finally the management of these strategies 
through event modelling, KPI monitoring and real-time decision support.  

In this case, the original format was a JSON stream, therefore consisting of key-
value pairs, and the created RDF triples would have to be stored in a triple store pow-
ered by Apache Fuseki3. In order to save the triples to the triple store, we used a library 
named DotNetRDF4. Each JSON object corresponded to the instance of a class, and 
certain key-value pairs corresponded to a property of this object. Others could be ig-
nored. 

If the overall algorithm remained the same, this time, attention had to be given to the 
fact that different JSON objects within the stream could refer to the same instance, and 
therefore it would be necessary to be able to retrieve the URI of a previously created 
instance. Our solution to this issue was to use the ID of the object as the URI to the 
corresponding instance. This way, when reading a new object, we would not need to 
know if it already existed or look for its ID: just by concatenating the base URI of the 
ontology and the value of the “id” key-value pair, we would be sure to refer to the 
correct instance.  

Another issue was that the key-value pairs could refer to literal properties but also 
to other class instances. One way to handle that would be to test beforehand if the key 
does exist in the class mapping instead of the properties mapping, or to create a separate 
file for properties that refer to an instance of another class rather than just a literal value. 
Then the algorithm could distinguish this case and create an instance of the adequate 
class and link it to the object instance. But this raises a few questions as well. In our 
case, this approach worked because the value stored in these key-value pairs was the id 
of the instance, which we could use to create a new URI. But what if several values in 
the JSON object are related to this instance and not the overall object? Then it will not 
be possible anymore to apply a general treatment to the key-value pairs, and it will be 
necessary to create specific treatments for specific fields. 

                                                           
3  HTTP interface to RDF data, developed as a servlet. https://jena.apache.org/documenta-

tion/fuseki2/ 
4  .Net library for parsing, managing, querying and writing RDF. http://www.dotnetrdf.org/ 
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5 Conclusion 

In this paper, a generic algorithm for the automatic conversion of different types of 
data into RDF has been presented, and it was demonstrated that it can contribute to 
quickly and easily building ETL processes for data that has to be transformed and de-
scribed with RDF. The main contribution of this research is to propose a solution that 
doesn’t require to hard-code the mapping, and that can be reusable for different data 
schemas and different ontologies, and that can be easily adapted to other data formats.  

Nonetheless, as we have seen, this methodology does not function with every data 
schema in input. Ideally, for this generic treatment to be efficient, the data structure in 
entrance should follow the logic of the ontology, class instances and property value 
should be easily distinguishable. Also, the id of an object should be easily retrievable 
when referring to an already existing instance, in order to facilitate the work of devel-
opers. Otherwise, they will have to look for the instance in the already saved RDF tri-
ples, which would kill performance. These issues need to be addressed through future 
research and tools development. 
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