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Cybersecurity vulnerabilities are typically addressed through the implementation of various cybersecurity controls. These controls can be operational, technical or physical in nature. The focus of this paper is on technical controls with a specific focus on securing web applications. The secure coding practices used in this research are based on OWASP. An initial investigation found that there was a general lack of adherence to these secure coding practices by third year software development students doing their capstone project at a South African University. This research therefore focused on addressing this problem by developing an educational intervention to teach secure coding practices, specifically focusing on the data access layer of web applications developed in the .NET environment. Pre-tests and post-tests were conducted in order to determine the effectiveness of the intervention. Results indicated an increase in both knowledge and behaviour regarding the identified secure coding practices after exposure to the intervention.

Introduction

With the recent increase in cyber-related attacks, cybersecurity is becoming a key area of concern for many organisations. Web applications often handle very sensitive data, used for carrying out critical tasks such as banking, online shopping and online tax filing [START_REF] Deepa | Securing web applications from injection and logic vulnerabilities: Approaches and challenges[END_REF]. These applications are trusted by billions of users for performing such daily activities. However, 75% of all attacks on the internet are executed through the application layer of the OSI model [START_REF]A CISO ' s Guide to Application Security[END_REF], and more than 76% of web applications have vulnerabilities [START_REF] Chandrasekar | [END_REF]. Handling risks related to the security of web applications is a major challenge for many organizations. Not surprisingly, Web applications have recently received attention from academia and industry to initiate some defence mechanisms to protect them from security threats [START_REF] Deepa | Securing web applications from injection and logic vulnerabilities: Approaches and challenges[END_REF]. Many of these Web applications have common vulnerabilities which can be easily corrected [START_REF] Zhu | Supporting secure programming in web applications through interactive static analysis[END_REF] through introducing secure coding practices. The secure coding practices used in this research are based on OWASP. An initial investigation found that there was a general lack of adherence to these secure coding practices by third year software development students doing their capstone project at a South African University. This research therefore focused on addressing this problem by developing an educational intervention to teach secure coding practices, specifically focusing on the data access layer of web applications developed in the .NET environment. The following section highlights the related literature, while Section 3 provides the research design. Section 4 presents the educational intervention including both the knowledge and behavioural components. This is followed by Section 5 which provides the results of the verification of the educational intervention before concluding in Section 6.

Related Literature

More than 90,000 vulnerabilities have been recorded in the Symantec comprehensive vulnerability database over the past two decades, from 24,560 vendors representing over 78,900 products. On average, over 340,000 web attacks were blocked from web applications per day in 2014 [START_REF] Chandrasekar | [END_REF]. Although this improved to 229,000 in 2016 [START_REF] Chandrasekar | [END_REF], it still remains a serious concern since most attacks are no longer on the networks, but more on the software applications that run on the application layer. If 76% of web applications contain known vulnerabilities, it means that 24% of the scanned web applications do not contain known vulnerabilities. Therefore, it is possible for web applications to avoid known vulnerabilities. Those web applications without known vulnerabilities probably adhere to some form of best practice for secure software development. This is true as some researchers suggest that applying such practices and methodologies can improve security in software application [START_REF] Bishop | Evaluating secure programming knowledge[END_REF][START_REF] Dark | Teach the Hands, Train the Mind[END_REF]. There are various organisations and institutions responsible for developing standards and best practices. These include the National Institute of Standards and Technology (NIST), the International Organizations for Standardization (ISO) and the International Electro-Technical Commission (IEC), the Microsoft Developer Network (MSDN) and the Open Web Application Project (OWASP) which provides best practices for improving security in web applications. The best practices provided by these organisations were evaluated and OWASP was considered the most relevant for identifying fundamental secure coding practices to be taught to software developers. OWASP is known by many organisations for its Top 10 Vulnerability List (Table 1) that it publishes and updates periodically [START_REF] Chung | What approaches work best for teaching secure coding practices?[END_REF][START_REF]A CISO ' s Guide to Application Security[END_REF][START_REF] Li | A survey on server-side approaches to securing web applications[END_REF]. This list focusses on identifying the most serious web ap-plication security vulnerabilities for many organisations [START_REF][END_REF]. The Top 10 list changes according to which vulnerability is most dominant at any given time. The risk posed by each of these vulnerabilities can be reduced by more than one type of control. For the data access layer within .NET, OWASP recommends specific secure coding practices. Table 2 presents the nine secure coding practices (SP1 to SP9) for data access based on OWASP and used in this study. These relate to some of the vulnerabilities shown in Table 1. As an example, parameterised SQL commands (SP1), or the use of stored procedures (SP6), can block SQL injections. Therefore more than one control can reduce a vulnerability. The secure coding practices shown in Table 2 are referred to using the codes SP1 to SP9 throughout this paper. If one of them is not properly handled, it can be easy for an attacker to access and modify information that is in the database. For example, if the connection string is found in other parts of the application code and not locked in the configuration file, it can be easy for an attacker to access the information using the same connection string to connect to the database. Or, if the expected values in an input field are not whitelisted in a system with concatenated SQL strings, attackers can use characters to manipulate the SQL string in the database and the information would be at risk. These vulnerabilities cannot be prevented by programmers unless they know the types of flaws that exist in their code [START_REF] Bishop | Evaluating secure programming knowledge[END_REF][START_REF] Chi | Teaching Secure Coding Practices to STEM Students[END_REF]. Similarly, they cannot implement these security controls unless they are taught how they work [START_REF] Dark | Effect of the secure programming clinic on learners' secure programming practices[END_REF]. Once software developers have been taught about secure coding practices, it is more likely that they will have the requisite knowledge [START_REF] Conklin | A graduate level assessment course: A model for safe vulnerability assessments[END_REF]. However, there has to be some form of compliance instrument to monitor their adherence, since it is known that people with the requisite knowledge do not always behave accordingly. Therefore, an educational intervention that focuses on both knowledge and behaviour was developed and provided to software development students to improve the security of their web applications.

Research Design

This research was conducted in the School of Information and Communication Technology at a comprehensive institution in South Africa, offering both degrees and vocational qualifications. In this case, the sample was drawn from students registered for their third year in the National Diploma: Software Development. In South Africa, there are no locally recognised curricular guidelines for computing. Many universities therefore rely on the recommendations provided in global computing curricular publications. The Association of Computing Machinery (ACM) Information Technology curricular guidelines have been used to model IT qualifications. The IT2008 and the more recent IT2017 curricular guidelines require students in computing and engineering disciplines to engage in a capstone project during their final year of study [START_REF] Lunt | Curriculum guidelines for undergraduate degree programs in Information Technology[END_REF][START_REF] Lunt | Information Technology Curricula[END_REF]. Since the diploma is a three year qualification, students are required to complete a capstone project in their third year of study. These capstone projects take place over a full year of study. According to the ACM IT curricular guidelines, capstone projects should typically adhere to the following [START_REF] Lunt | Curriculum guidelines for undergraduate degree programs in Information Technology[END_REF][START_REF] Lunt | Information Technology Curricula[END_REF]:

-Project groups of 3 to 5 students; -Based on a real-world problem; -Must be integrative; -Students should have completed most of the curriculum before attempting the project.

Students registered for the diploma are introduced to programming and business application systems development. Therefore, most of their capstone projects focus on developing applications for solving real world problems using business applications. When students choose the capstone projects, many of them focus on web, mobile or gaming applications, while a few develop desktop applications.

Although students are taught specifically to develop software in a Windows environment using the .NET framework, students may develop their capstone projects in the programming language of their choice. Most project students choose web applications in the .NET development environment as this is where their skills lie.

This research focused on two aspects relating to secure coding practices, namely knowledge and behavioural compliance of the students and involved four main phases:

-Phase 1 was the first phase for this research which started off by analysing students' behaviour relating to secure coding practices. This was done by conducting a code review on previously completed third year capstone projects, which were developed in the .NET environment. The results for this behavioural analysis indicated low levels of compliance to the identified secure coding practices. -Phase 2 addressed the knowledge assessment phase for this research, which assessed students' knowledge relating to secure coding practices. This was achieved using a questionnaire, which served as a pre-test for this study.

Results from the pre-test indicated that students lacked knowledge relating to secure coding practices. Therefore, students lacked in both the knowledge and behavioural aspects. -Phase 3 comprised of an educational intervention for addressing both the knowledge and behavioural aspects, which students lacked in Phase 1 and 2. In terms of the knowledge aspect, students were provided with online lessons relating to secure coding practices to work through; in terms of the behavioural aspect, students were given a checklist to check their application code against the listed secure coding practices. -Phase 4 involved the verification of the educational intervention for this research. The first part of this phase was the knowledge verification (Phase 4A), and the second part was the behavioural verification (Phase 4B).

The results for Phase 1 and 2 were published in the 2017 Human Aspects in Information Security and Assurance (HAISA) conference [START_REF] Mdunyelwa | Secure coding practices in the software development capstone projects[END_REF]. The focus of this paper is therefore on Phases 3 and 4. The following section describes the educational intervention (Phase 3), while Phase 4 (A and B) are discussed in Section 5.

Educational Intervention

The educational intervention was split into two parts, where the first part focused on the knowledge, and the second part focused on the behaviour of students relating to secure coding practices. Owing to the lack of knowledge on the part of the students, the researcher realised the need to create a knowledge component that could assist students in acquiring the requisite knowledge regarding secure coding practices. The need to address behavioural compliance was also realised since it is known that having knowledge does not necessarily ensure that people would behave accordingly [START_REF] Vroom | Towards information security behavioural compliance[END_REF]. Both the knowledge and behavioural components of this research were designed using the identified secure coding practices in Table 2.

Knowledge Component

The knowledge component for this research took the form of a blended learning course, called the Web Application Security Course, that students worked through to improve their knowledge regarding secure coding practices.

Design of the Knowledge Component

The knowledge component for this research included online lessons that the researcher designed using the identified secure coding practices. For each of the secure coding practices, their importance and the security implications if they were ignored were explained. The online learning platform that was used to design the lessons was the Moodle Learning Management System that runs on the university's website. Moodle is a learning management system used by educators to create effective blended learning material for students in various higher educational institutions. Moodle has been adopted by many institutions for its cost effectiveness, its ability to expand with increased student populations, and its ability to meet the needs of institutions, students and educators [START_REF] Florian | Understanding by Design , Moodle , and Blended Learning : A Secondary School Case Study[END_REF]. Figure 1 provides an overview of the process followed by the students when completing the online lessons on Moodle. The lessons took the form of interactive Microsoft PowerPoint slides, which were converted to videos, for students to work through. Each secure coding practice was addressed in a single lesson. After completing each lesson, the students were required to take a quiz, which allowed them to reflect on the content of the lesson. The quiz had four questions assigned to each lesson. The students had to answer only one randomly generated quiz question before continuing to the next lesson. If the student selected the incorrect answer, they were required to work through the lesson again, and if they selected an incorrect answer once again, a different question would be randomly generated. Alternatively, if they selected the correct answer, they were allowed to continue to the next lesson. A brief overview of each secure coding practice (SP1 to SP9) as listed in Table 2, within the knowledge component follows:

-SP1 (Using Parameterised SQL commands): The content for this secure coding practice firstly provides the background relating to parameterised SQL commands in order to equip students with the necessary information relating to this secure coding practice. The remainder of the lesson shows the students how parameterised SQL commands can be implemented in their code, and why it is necessary to use them. The content first provides detail about the importance of connection strings, and how they should be handled when developing web applications, providing detail on how to implement both the secure coding practices. -SP9 (Encryption): For this secure coding practice, an analogy is used to explain the concept of encryption to the students. The lesson further explains the analogy to clarify the concepts for the students. Since OWASP provides recommendations relating to acceptable encryption algorithms, the content for this lesson also emphasises the use of the encryption algorithms recommended by OWASP when developing web applications.

All the lessons were followed by a quiz question to check students' understanding of the content contained in the lesson they had worked on. The results for the short content quizzes were not recorded, since answers were simply used to ensure that students do not move to the next lesson without understanding the content in the previous lesson.

Administering the Knowledge Component The Web Application Security lessons were prepared by the researcher and distributed to the students on Moodle. The students were permitted to work through the lessons as often as they wanted. During a lecture, the researcher explained the process that the students needed to follow when completing the online content. Most students worked through the content in the computer laboratories at the university as soon as it was made active and available to them. A total of 120 students completed the online lessons. The students had to work through all the lessons, since they were required to take a quiz which served as a Post-test (Phase 4A) for which marks were recorded.

Behavioural Compliance Monitoring Instrument

Although it is possible for a student to have the requisite knowledge and not perform accordingly when developing their web applications, it is most unlikely for them to behave accordingly when they do not have the requisite knowledge. Therefore, it was deemed necessary to firstly educate the students on secure coding practices and then to monitor their adherence to these practices. This section provides details on how the behaviour of students was monitored when developing their web applications as part of their third year capstone projects.

Design of Behavioural Compliance Instrument

The behavioural compliance instrument took the form of a checklist as seen in Table 3. The code review checklist for this research was adapted from the secure coding practices in Table 2 and was provided to the students electronically via Moodle. Conducting the Behavioural Compliance Instrument During a lecture the researcher explained to the students how they should go about using the checklist to review their capstone projects. They were required to check all web forms accessing the data access layer against the secure coding practices for SP1 to SP9 using the checklist provided in Table 3. Having worked through the knowledge component, as discussed in Section 4.1, the students should have acquired the requisite knowledge relating to the secure coding practices that should be implemented in their web applications. Since most students worked in groups when developing their web applications, they were also required to conduct a peer code review on each other's web forms using the checklist provided. The peer code review helped the students to double check whether they had really adhered to the secure coding practices as indicated in their own code reviews. Feedback from the students was positive and most students found the checklist helpful for their code and to ensure compliance to the secure coding practices.

Effectiveness of the Educational Intervention

Once students had completed the educational intervention, it was necessary to determine its effectiveness. The knowledge component of the educational intervention was responsible for providing students with knowledge regarding secure coding practices. Having completed the online course, the students were expected to implement the learnt secure coding practices in their capstone projects, showing behavioural compliance. The verification of the knowledge component was achieved through an online quiz distributed to the students through the Moodle site as discussed in Section 5.1. Verification of the behavioural compliance component took the form of a code review by the researcher on the students' capstone projects as discussed in Section 5.2.

Knowledge Verification

The setup for the post-test questionnaire was such that students were only allowed to work through the post-test after they had completed the lessons in the knowledge component of the educational intervention, referred to as the Web Application Security Course. The 113 students who completed the posttest were only allowed to work through the post-test once. The results for the post-test questionnaire were automatically recorded on the Moodle site, where the researcher was able to export the data to an Excel spreadsheet for analysis. A comparison of the knowledge pre-and post-test is shown in Table 4. Table 4 shows the results for Phase 2, Knowledge Assessment (pre-test), and Phase 4A, Knowledge Verification (post-test). There was a substantial im-provement in the students' knowledge as indicated in the second row, Phase 4A. Students' knowledge has improved in all of the secure coding practices (SP1 to SP9), as seen in the variances. SP2, SP3, SP5 and SP7 showed reasonable improvements, while SP8 and SP9 showed the highest improvements with variances above 80%. As mentioned previously, knowledge acquisition does not guarantee a change in behaviour. In order to monitor the adherence of the students to these secure coding practices when developing their web applications behavioural compliance monitoring was required.

Behavioural Verification

The behavioural verification instrument used was the same checklist used in Phases 1 and 3 as shown in Table 3. The checklist was used by the researcher to conduct a code review on the third year capstone projects. The code review was conducted by the researcher before the final submission of the software development projects. The researcher first informed the students about the code review process scheduled to take place during a session in the computer laboratory. Students filled in their group names and were required to be in the computer laboratory in order for their projects to be reviewed. The code review was conducted during the students' practical sessions. For each of the capstone projects, the researcher reviewed five web forms per project, which connected to the database and were related to the capstone projects' main functionality. 17 groups were present for the code review, and they were all reviewed successfully, in the presence of the students who belonged to the group being reviewed. Table 5 shows the results from the behavioural analysis for the students before and after exposure to the educational intervention. As can be seen from the results in Table 5, there was an improvement in students' adherence to secure coding practices after the educational intervention, with most capstone project groups having adhered to all the secure coding practices. Although SP5 and SP7 were recommended by OWASP, they were not required by the capstone projects from which the sample for this research was drawn. All averages per secure coding practice were between 90% and 100%, with SP3, SP8, and SP9 showing 100% compliance. SP6 and SP9 showed the largest improvements of 58%(SP6) and 69%(SP9) respectively, while SP3, SP4 and SP8 showed good improvements of between 20% and 35%.

The results of this study indicate that students' adherence to secure coding practices can be positively impacted through a formal educational intervention. However, it is important that such an intervention addresses both the knowledge and behaviour of students since having the requisite knowledge does not ensure compliance. It is for this reason that a behavioural compliance monitoring instrument formed part of the study. This is a step towards educating students in secure application development which is essential in addressing the many security vulnerabilities existing in Web applications today. Limitations of this study do exist. Firstly, this study addressed only the identified secure coding practices which were determined from OWASP. Secondly, the identified secure coding practices only focused on the data access layer of Web applications developed in the .NET environment. Future research could investigate similar interventions within various other application development contexts.

Ethical Considerations

This research project adhered to all ethical requirements of the Nelson Mandela University and obtained ethics approval from the university research committee (REF H15-ENG-ITE-009).

Table 1 :

 1 OWASP Top 10 Vulnerability List 2017[START_REF]OWASP Top 10[END_REF].

	Vulnerability	Description
	SQL Injection	Injection flaws occur when untrusted data is sent to an inter-
		preter as part of a command or query.
	Broken Authentica-	This relates to authentication and session management that are
	tion	often implemented incorrectly. It allows attacks to compromise
		information, and session tokens or exploit other implementation
		flaws.
	Sensitive Data Expo-	Many web applications and Application Programming Interfaces
	sure	(APIs) do not properly protect data allowing attackers to steal
		or modify data.
	XML External Enti-	External entities can be used to disclose files using the file Uni-
	ties	form Resource Identifiers (URIs) handler, internal file shares,
		internal port scanning, remote code execution, and denial of
		service attacks.
	Broken Access Con-	Restrictions on what authenticated users are allowed to do are
	trol	often not properly enforced, allowing attackers to exploit flaws
		to access unauthorized functionality, or data, such as other users'
		accounts or change access rights.
	Secure Misconfigura-	This is mostly a result of insecure default configurations, incom-
	tion	plete or ad hoc configurations.
	Cross-Site Scripting Also know as XSS, it allows attackers to execute scripts in the
		victim's browser which can hijack user sessions, deface web sites,
		or redirect users to malicious sites.
	Insecure Deserialisa-	Insecure deserialisation leads to remote code execution, deserial-
	tion	isation flaws can also be used to perform tasks such as injection
		attacks, and privilege escalation attacks.
	Using Components	Components including libraries, frameworks and other software
	with Known Vulner-	modules, run with the same privileges as the application. If a
	abilities	vulnerable component is exploited, such attacks can facilitate
		serious data loss or server take over.
	Insufficient Logging	This allows attacks to further attack systems, maintain persis-
	and Monitoring	tence, pivot to more systems, and temper, extract, or destroy
		data.

Table 2 :

 2 Secure Coding Practices. Adapted from[START_REF][END_REF].

	SP	Secure Coding Practices
	SP1	Use Parameterised SQL commands for all data access, without exception.
	SP2	Do not use SQL command with a string made up of a concatenated SQL
		strings.
	SP3	Properly validate input fields.
	SP4	Apply the Principle of Least Privilege when setting up the database of your
		choice.
	SP5	When using SQL Server, prefer integrated authentication over SQL authenti-
		cation.
	SP6	Using stored procedures is the most effective way to counter the SQL injection
		vulnerability.
	SP7	Encrypt connection strings.
	SP8	Connection strings should be based in a configuration file.
	SP9	Encrypt sensitive data using acceptable encryption algorithms.

  -SP2 (Concatenated SQL strings): Content for this secure coding practice begins by introducing what is meant by concatenated SQL strings. The lesson proceeds by showing how programmers make use of concatenated SQL strings and the negative implications of using them. This lesson also provides a way in which to avoid using concatenated SQL strings, which is by means of parameterised SQL commands. -SP3 (Input validation): The content for this secure coding practice begins by discussing validation in general. It also highlights the various types of validation, such as blacklisting and whitelisting, and why they are important. The content also provides suggestions on what to use when dealing with validation, for example, ASP.NET Regular Expressions to tell input fields which values to accept. -SP4 (Principle of Least Privilege): This secure coding practice content explains what the Principle of Least Privilege is and why it is important when developing web applications. This content also provides a scenario where the use of this secure coding practice is shown and how it can be implemented. -SP5 (Authentication): The content of this secure coding practice was addressed by means of a video adapted from YouTube. The video was embedded in the slides and distributed as a single lesson to the students to listen to and to watch. -SP6 (Using Stored Procedures): The content for this secure coding practice focusses on how stored procedures are used and why they are important, providing examples on how they should be implemented in a web application. -SP7 + SP8 (Connection strings): These two secure coding practices both deal with connection strings, and have been addressed collectively in the same lesson.

Table 3 :

 3 Code Review Checklist.

	SP	Questions
	SP1	Do they make use of parameterised SQL commands for all data access? Yes /
		No (Number of Instances)
	SP2	Do they make use of concatenated strings in the queries? Yes (Number of
		Instances) / No
	SP3	Are all input fields validated? Input Properly Validated / Input not Properly
		Validated / No Validation
	SP4	Do they make use of the Principle of Least Privilege when setting up their
		databases? Yes / No
	SP5	Do they use integrated authentication or do they use SQL authentication?
		Integrated Authentication / SQL Authentication
	SP6	Do they use stored procedures for their queries? Yes / No / Inconsistent Use
		of Stored Procedures and Queries
	SP7	Do they encrypt their connection strings? Yes / No
	SP8	Does the connection string only appear once in the web.config file? Yes / No
	SP9	Is all the sensitive data being encrypted using the OWASP recommended
		methods? Encrypted Using Acceptable Method / No Encryption / Encrypted
		Not using Acceptable Method

Table 4 :

 4 Knowledge Assessment and Verification Results (Pre-Test vs Post-Test).

	Phases	SP1 SP2 SP3 SP4 SP5 SP6 SP7 SP8 SP9
	Phase 2	74%	36%	30%	58%	26%	39%	20%	3%	1%
	Phase 4A	95%	95%	89%	91%	91%	77%	93%	88%	83%
	Variance	21% 59% 59% 33% 65% 38% 73% 85% 82%

Table 5 :

 5 Behavioural Verification Results (Phase 1 and 4B).

	Phases	SP1 SP2 SP3 SP4 SP5 SP6 SP7 SP8 SP9
	Phase 1	86%	84%	77%	60%	N/A 38%	N/A 68%	31%
	Phase 4B	96%	96%	100% 91%	N/A 96%	N/A 100% 100%
	Variance	10% 12% 23% 31% N/A 58% N/A 32% 69%
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