
4 Tuning the 2D Circular Kernel

4.1 Caching Using Bit-Field

The results of some costly operations can be stored to
avoid recomputing them several times. When those
operations return symbolic values, like boolean, the
memory space used can be very low: the results can
be efficiently stored in a bit-field which consists in the
manipulation of individual bits of an entire block of
data [4].

vlsi N V E F
vlsi 1 11,929 20,649 26,468 6,385
vlsi 2 9,663 8,556 9,439 887
vlsi 3 35,449 101,758 163,316 61,887
vlsi 4 12,937 81,096 143,049 61,986
vlsi 5 4,063 40,636 77,598 36,965
vlsi 6 74,052 547,250 1,016,460 470,480
vlsi 7 89,918 495,209 878,799 383,871
vlsi 8 123,175 370,304 555,412 190,031
vlsi 9 139,908 1,433,248 2,690,530 1,257,684

Distributions N V E F
very dense (a) 400 160,400 320,000 159,602

sparse (b) 441 882 882 442

Figure 1: An example of vlsi data (vlsi 7 ), composed
of 22,406 polygons and 294 circles, for a total number
of 89,918 arcs. The zooms show the complexity of the
data. The bottom picture shows the two synthetic
data sets. The tables give the characteristics of the
data sets: N is the number of arcs (line segments
or circular arcs), V is the number of vertices of the
arrangement, E is the number of edges and F the
number of faces.

We introduce a bit-field as an additional data mem-
ber of Circular arc 2, to store whether an arc is
x-monotone, the complement of an x-monotone arc
(same for y), and whether its endpoints are on the
upper part of the supporting circle (same with left
part). The bit-field has 2 bytes (in fact, only 12 from
the total 16 bits are used).

The bit-field can be quickly computed when arcs
are computed by cutting previous arcs into monotone
arcs.

4.2 Caching Intersections of Supporting Circles

We tried to use a std::map which takes a pair of circles
and returns their (at most two) intersection points.
Experiments on vlsi files showed that this was not
an interesting contribution.

4.3 Enhancing the Algebraic Number Type

The Root of 2 number type was improved by following
two directions.

4.3.1 Optimizing Particular Cases

Every time when the rationality of a Root of 2 is de-
tectable in constant time, we use a specific construc-
tor that will allow to take advantage of this property.
Those cases appear in the intersection of two tangent
circles, in the intersection of a line and a circle that
are tangent, in the intersection of a vertical/horizontal
line with a circle.

4.3.2 Arithmetic Filtering

The general idea of filtering comparisons consists in
computing an approximate result, together with an
error bound. If the error bound is small enough, com-
paring the approximate values is enough to give the
result of the comparison of the exact values, which
allows to conclude very quickly. Otherwise, we say
that the filter fails, and the computation is done us-
ing exact arithmetic. Clearly, the errors need to be
kept as small as possible to avoid too many filter fail-
ures, since expensive exact computation must be used
in that case, and the computations of error bound
only induce an overhead [6]. The combination of ex-
act computation and filtering techniques allows to get
both fast and exact results.

4.4 Reference Counting

After the previous improvements, we profiled the cir-
cular kernel using gprof4 and valgrind5 and we dis-
covered that around 15% of the whole running time

4http://www.gnu.org/software/binutils/manual/gprof-2.9.1
5http://valgrind.kde.org/
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