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Introduction

13

In graph modification problems, we are given an arbitrary input graph and the goal is to transform it into a graph 14 satisfying some property Π using a small number of modifications. Typically, modifications consist in adding and/or 15 removing edges and/or vertices. Here we restrict to the case where we are only allowed to add edges to the input graph 16 G = (V, E), transforming it into a super-graph H = (V, F ) that belongs to some target class of graphs. Probably the 17 most famous problem of this kind is MINIMUM FILL-IN, where the goal is to add as few edges as possible in order to 18 obtain a chordal graph H. A graph is chordal if it has no induced cycles with four or more vertices. The problem being 19 NP-hard [START_REF] Yannakakis | Computing the minimum fill-in is NP-complete[END_REF], it triggered the attention to a simpler one, where we are only required to compute an inclusion-minimal 20 chordal supergraph H of G. Such a graph is called a minimal triangulation of G, and the MINIMAL TRIANGULATION 21 problem has been known to be polynomial since 1976 [START_REF] Ohtsuki | A fast algorithm for finding an optimal ordering for vertex elimination on a graph[END_REF][START_REF] Rose | Algorithmic aspects of vertex elimination on graphs[END_REF]. The problem can be solved in O(nm) time [START_REF] Rose | Algorithmic aspects of vertex elimination on graphs[END_REF], and 22 when the graph is dense the current best algorithm is the one of Heggernes et al. [START_REF] Heggernes | Computing minimal triangulations in time O(n α log n ) = o(n 2.376 )[END_REF]. A detailed survey on this problem 23 is provided in [START_REF] Heggernes | Minimal triangulations of graphs: A survey[END_REF]. Minimal completions into other graph classes have been intensively studied. There are polynomial 24 algorithms computing minimal completions into interval graphs [START_REF] Crespelle | An O(n 2 )-time algorithm for the minimal interval completion problem[END_REF][START_REF] Ohtsuki | On minimal augmentation of a graph to obtain an interval graph[END_REF], proper interval graphs [START_REF] Rapaport | Minimal proper interval completions[END_REF], split graphs [START_REF] Heggernes | Minimal split completions[END_REF], 25 cographs [START_REF] Lokshtanov | Characterizing and computing minimal cograph completions[END_REF] and comparability graphs [START_REF] Heggernes | Minimal comparability completions of arbitrary graphs[END_REF]. Note that the minimum versions of these problems are NP-complete (see 26 e.g. the thesis of Mancini [START_REF] Mancini | Graph Modification Problems Related to Graph Classes[END_REF] for further discussion and references). In this paper we consider the MINIMAL PERMUTATION COMPLETION problem. A graph is a permutation graph if we 29 can assign to each vertex a segment having an endpoint on a "top" line and the other on a parallel "bottom" line, such 30 that two vertices are adjacent if and only if the two corresponding segments intersect. Such a representation is called 31 a permutation model of the graph. We give an O(n 2 ) time algorithm computing a minimal permutation completion 32 of an arbitrary graph. To the best of our knowledge, this is the first polynomial algorithm for the problem. Let us 33 point out that computing a permutation completion with a minimum number of edges is NP-hard [2]. Our result is into modules, defined as follows: 91 1. If G is not connected, then each M i is the vertex set of a connected component of G. 2. If G is connected but its complement G is not connected, then each M i is the vertex set of a connected component 93 of G. 94 3. Otherwise, P is the unique partition of V into maximal modules strictly contained in V .

95

The root r of T is labelled parallel in the first case, series in the second case and prime in the third case. A node 96 u of the modular decomposition tree has k children v 1 , . . . , v k , each v i being the root of the modular decomposition 97 tree of G[M i ]. We also associate to node u the quotient graph P u = G[∪ 1 i k M i ]/P;for simplicity, we consider that 98 the vertex set of P u is exactly {v 1 , . . . , v k }. Note that when u is a series node, graph P u is a complete graph, when u 99 is a parallel node graph P u is an independent set and when u is a prime node, graph P u is prime. Note also that P u is 100 always a subgraph of G. Consequently, when G is a permutation graph, so is P u . Hence in the modular decomposition 101 of G we also store, for each prime node u, a permutation model for the quotient graph P u . It is well known that a 102 prime permutation graph admits a unique permutation model up to symmetries [START_REF] Möhring | Algorithmic aspect of the substitution decomposition in optimization over relations, set systems and boolean 741 functions[END_REF] (exchanging the two orders of the 103 model or reversing both orders).

104

The new problem. From now on, we consider the following problem, with slightly modified notations. Let G be a 105 permutation graph, and let G + x be the graph obtained by inserting to G a new vertex x adjacent to some set N (x) 106 of vertices of G. Our goal is to compute a minimal permutation completion H of G + x such that H -x = G.

107

We will solve this problem in O(n) time, where n is the number of vertices of G. As we shall see, graph G will be 108 given together with its modular decomposition, which encodes all its possible permutation models. Our algorithm will 109 compute the set N (x) ⊇ N (x) of neighbours of x in graph H, and will update this data structure for the completion 110 H, thanks to the algorithm of [START_REF] Crespelle | Fully dynamic algorithm for recognition and modular decomposition of permutation graphs[END_REF]. 

116

Notice that such a completion always exists: starting from (π 1 , π 2 ) and making x adjacent to every vertex of G 117 yields a permutation completion H respecting (π 1 , π 2 ). The aim of this section is to provide an O(n) time algorithm 118 computing a minimal permutation completion respecting a given permutation model of a graph G. This does not pro-

119 pletion of G + x is that {z ∈ N (x) | π 1 (z) < π 1 (x)} = {t ∈ N (x) | π 2 (t) > π 2 (x)}.
We now characterise all such 133 insertion positions of x by a family of slots (I j , J j ), i.e. couples of intervals such that a position P os = (p 1 , p 2 ) can 134 be assigned to x in order to obtain a completion of G + x if and only if (p 1 , p 2 ) is contained in one of the slots (I j , J j ).

135 Moreover, the intervals I j (resp. J j ) will be pairwise disjoint. To this purpose, we adopt the following notations, see 136 their illustration on Figure 1. 139 For 1 ≤ i ≤ l -1, we also denote A i = {a 1 , . . . , a i } and B i = {b 1 , . . . , b i }. We define V alid = {i ∈ {1, . . . , l -1} | 140 A i = B i }. Let k = |V alid| + 2 and v 2 , v 3 , . . . , v k-1 denote the elements of V alid in increasing order. Then, for 141 any j ∈ {2, . . . , k -1}, let I j = [π 1 (a vj ), π 1 (a vj +1 )] and J j = [π 2 (b vj +1 ), π 2 (b vj )] (see. Figure 1). We also denote 142 In order to define a completion of G + x, an insertion position must make x adjacent to at least all the vertices 147 of N (x). The insertion positions (π 1 (x), π 2 (x)) that define a completion H of G + x are thus exactly the insertion 148 positions such that π 1 (x) ∈ I i and π 2 (x) ∈ J i for some i ∈ {1, . . . , k}. Our next goal is to choose among all slots 149 (I i , J i ) an insertion slot (I ins , J ins ) that will provide an optimal insertion position (Definition 4). Then we prove 150 through a sequence of lemmas that this slot contains indeed a position providing a minimal permutation completion 151 respecting our permutation model (Lemma 2). Given an interval I, let l(I) (resp. r(I)) denote the left endpoint (resp. 152 right endpoint) of I. For any i ∈ {1, . . . , k -1}, we define 1), and

I 1 = [0, π 1 (a 1 )], J 1 = [π 2 (b 1 ), n + 1], I k = [π 1 (a l ), n + 1] and J k = [0, π 2 (b l )]. Note that the intervals I j , 1 ≤ j ≤ k,
I i = [r(I i ), l(I i+1 )] in π 1 (see Figure
I k = ∅. 153 Symmetrically, we define J i = [r(J i+1 ), l(J i )] in π 2 , and J k = ∅. Finally, we denote Îi = I i ∪ I i and Ĵi = J i ∪ J i . 154 Definition 3 (Forced, forwarding). A vertex z is forced if z ∈ N (x)
or there exists i ∈ {1, . . . , k} such that π 1 (z) ∈ 155 I i and π 2 (z) ∈ J i . We say that i ∈ {1, . . . , k} is forwarding if all vertices y such that π 1 (y) ∈ 1≤j≤i Îj and 156 π 2 (y) ∈ 1≤j≤i Ĵj are forced.

157

Note that forced vertices are adjacent to x in any completion of G + x respecting (π 1 , π 2 ). It may happen that all 158 i ∈ {1, . . . , k} are forwarding; in this case, x is adjacent to all the vertices of G in any completion respecting (π 1 , π 2 ).

159

Consequently, the unique minimal such completion is easily obtained by inserting x in any arbitrary slot (I i , J i ), with 160 Definition 4 (Insertion slot and vertex y). The insertion slot (I ins , J ins ) is defined by ins = min{i ∈ {1, . . . , k} | 163 i is not forwarding}. Moreover, we denote by y a non-forced vertex that makes ins not forwarding.

164

In the remaining of this section, y will be used to denote a non-forced vertex that makes ins not forwarding. By 165 the previous observations, the insertion slot ins and the vertex y are well defined. Observe that, by minimality of ins, 166 we either have π 1 (y) ∈ Îins and π 2 (y) ∈ 1≤j≤ins Ĵj , or π 2 (y) ∈ Ĵins and π 1 (y) ∈ 1≤j≤ins Îj .

167

We make some straightforward yet crucial observations about the slot (I ins , J ins ), that will allow us to prove that one 168 can find a minimal completion by inserting x in this slot.

169 Observation 1 There is a completion obtained by inserting x in the slot (I ins , J ins ) such that x is not adjacent to y.

170

This holds exactly for insertion positions in a sub-slot (I, J) ⊆ (I ins , J ins ) defined as follows. Denote I - y = [0, π 1 (y)],

171

I + y = [π 1 (y), n + 1], J - y = [0, π 2 (y)] and J + y = [π 2 (y), n + 1].
We distinguish two cases: (l(I ins ) + 0.5, r(J ins ) -0.5) in (I ins , J ins ). We first prove that C is contained in D. Assume for a contradiction 185 that there is a vertex z adjacent to x in C but not in D. Then π 1 (z) is between p 1 and p 1 or π 2 (z) is between p 2 186 and p 2 . We can assume w.l.o.g. that we are in the first case (the other case is symmetrical). Since z is not adjacent to 187

172 1. if π 1 (y) ∈ I ins or π 2 (y) ∈ J ins but
x in D, we have π 2 (z) > p 2 > r(J i ) (recall that π 1 (z) > p 1 > r(I i-1 )). It follows that π 1 (z) (resp. π 2 (z)) does 188 not belong to ∪ 1 j i-1 I i (resp. ∪ i j k J i ). Since l(I ins ) ∈ N (x) by construction, it follows that π 1 (z) < l(I ins ).

189 Moreover, since i < ins we have π 2 (z) > r(J ins ). Hence, segment z has an endpoint in j≤ins-1 Îj and the other 190 one in j≤ins-1 Ĵj (see Figure 2). This implies that vertex z, which is not adjacent to x in D, is not forced. It follows

191
from Definition 3 that vertex z makes ins -1 non-forwarding, leading to a contradiction.

192

We can now finish the proof that D is not a proper subgraph of C. If x is adjacent to y in C , then x is adjacent to Lemma 3 (Rightmost left-stable insertion position). Given a couple of intervals (I, J), there exists a unique right 207 maximal left-stable insertion position P os in (I, J), called the rightmost left-stable insertion position.

I i I i I ins I ins J ins J ins J i J i p 1 p 2 C' D p 1 p 2 1≤j≤ins-1 Ĵj

208

Proof. First, note that insertion position (p 1 , p 2 ) = (l(I) + 0.5, l(J) + 0. 

226

Let us show that the completion obtained from P os is minimal among the completions obtained from insertion po-227 sitions in (I, J). First, let P os be an insertion position in (I, J) such that segment P os crosses the one of P os. in the one where x is inserted at position P os. Then, all vertices between P os and P os in π 1 or in π 2 must be on the 237 left of P os in the other order, since otherwise their segments would cross P os and not P os. Thus, P os is left-stable,

238

which contradicts the right-maximality of P os.

239

completions obtained by insertion of x in the slot (I, J).

242

Assume there are two possible couples of subintervals of (I ins , J ins ) where x can be inserted without becoming 243 adjacent to vertex y (see the second case of Observation 1). Lemma 5 below allows to choose one of these two 244 possibilities such that the resulting completion is minimal.

245

Lemma 5. Let (I l , J l ) and (I r , J r ) be two pairs of intervals such that I l is on the left of I r and J l is on the left of J r .

246

Let P os l (resp. P os r ) be the rightmost left-stable insertion position in (I l , J l ) (resp. (I r , J r )). Let C l (resp. C r ) be the 247 completion obtained by inserting x in position P os l (resp. P os r ).

248 reason, all vertices z such that l(J r ) < π 2 (z) < p 2 satisfy π 1 (z) < p 1 . This shows that P os is left-stable. Since P os r 263 is rightmost left-stable either P os = P os r or P os r is strictly on the right of P os. In the first case, C and C r are the 264 same completions and thus the contradiction immediately follows. We now consider the second case.

If C r is a subgraph of C l ,

265

Suppose for contradiction that there exists a vertex z adjacent to x in C r but not in C,q and let P os r = (p 1 , p 2 ).

266

We have either p 1 < π 1 (z) < p 1 and p 2 < π 2 (z), or p 2 < π 2 (z) < p 2 and p 1 < π 1 (z). In both cases, this contradicts 267 the left-stability of P os r . Thus, all vertices adjacent to x in C r are also adjacent to x in C. Hence C r is a subgraph of 268 C, which is a subgraph of C l -a contradiction. The aim of this section is to provide an algorithm that given a permutation graph G with model (π 1 , π 2 ) and a vertex 272

x to insert in G computes a minimal permutation completion H of G + x respecting (π 1 , π 2 ) in O(n) time. Such an 273 algorithm will moreover return a permutation model of H. Our algorithm is in two steps.

274

First step. The algorithm first determines the insertion slot (I ins , J ins ). To that purpose we first compute the slots 275 (I i , J i ) defined above in O(n) time [START_REF] Crespelle | Fully dynamic algorithm for recognition and modular decomposition of permutation graphs[END_REF]. Then, by increasing i, we scan the vertices having one endpoint in the slot 276 (I i , J i ) until we find a non-forced vertex y, which can be tested in O(1) time. We then have ins = i and a suitable 277 vertex y as in Definition 4. This takes O(n) time.

278

Second step. The algorithm then inserts x in (I ins , J ins ). By Observation 1, either there is a unique slot (I, J) that 279 contains the optimal insertion position, or there are two possible slots (I l , J l ) and (I r , J r ) such that the second one is 280 on the right. In the first case, we find (Algorithm 1) the rightmost left-stable insertion position in (I, J), which is mini-281 mal among the completions respecting the permutation model (π 1 , π 2 ) (Lemma 4). In the second case, we compute the 282 rightmost left-stable insertion positions P os l and P os r in each of the slots (I l , J l ) and (I r , J r ). If the completion C r 283 obtained from P os r is included in the completion C l obtained from P os l , then the algorithm returns the completion 284 this way is minimal among the completions respecting (π 1 , π 2 ). Note that the inclusion of C r into C l can be tested 286 in O(n) time: while scanning one order of the permutation model, one simply needs to check for each encountered 287 vertex z that if segment z crosses the segment defined by P os r , then segment z also crosses the segment defined by Suppose that the value of P os has been modified by the loop of Line 13. Assume for a contradiction that, at the end 306 of this loop, there is a vertex z such that l(I) < π 1 (z) < p 1 but π 2 (z) > p 2 (the arguments for the symmetrical case 307 l(J) < π 2 (z) < p 2 and π 1 (z) > p 1 are similar). The way (p 1 , p 2 ) and (q 1 , q 2 ) evolve in the loop of Line 13 ensures 308 that, at the execution of Line 15 in some iteration of the loop, we have encountered vertex z. Moreover, at that moment 309 q 2 has been set to a value of at least π 2 (z). Therefore, at the end of the loop of Line ) is also on the right of (p 1 + 1, p 2 + 1). As we noted before, the fact that our algorithm stopped and returned 326 P os at the end of this iteration of the main loop implies that P os was reset at Line 21 with the value it had at Line 12.

327

This means that in the execution of the loop of Line 13, the values of p 1 or p 2 went beyond the right bounds of I or 328 J (Line 20). Notice that the execution of the loop of Line 13 started with (q 1 , q 2 ) = (p 1 + 1, p 2 + 1). Since position

329 (p * 1 , p * 2 ) is left-stable, for any vertex z such that p 1 < π 1 (z) < p * 1 (resp. such that p 2 < π 2 (z) < p * 2 ) we have that 330 π 2 (z) ≤ p * 2 (resp. π 1 (z) ≤ p * 1 )
. Therefore, the values of q 1 and q 2 , and consequently of p We are now ready to state the main result of this section. Observe that the correcteness of Theorem 1 directly 337 follows from the correctness of Algorithm 1 and hence Lemma 6. The algorithm ends with the computation of a minimal completion of G[r] + x = G + x, where r is the root of T .

349

Before describing the algorithm, we first prove the combinatorial properties that will guarantee its validity. We start 350 with some notations and definitions. 

  92

111 3 Definition 1 (

 31 Minimal completion respecting a permutation model 112 Minimal completion respecting a permutation model). Let (π 1 , π 2 ) be a permutation model of a 113 permutation graph G and x a vertex to insert in G. A permutation completion H of G + x respects (π 1 , π 2 ) if there 114 exists a permutation model of H such that removing x from it results in (π 1 , π 2 ). Moreover, if H is inclusion minimal 115 among such completions, then H is called a minimal permutation completion respecting (π 1 , π 2 ).

  137

Fig. 1 .

 1 Fig. 1. Illustration of the valid insertion slots (Ii, Ji).

143

  are pairwise disjoint and numbered from left to right in π 1 , while the intervals J j are pairwise disjoint and numbered 144 from right to left in π 2 .

193y

  in D and clearly D is not a subgraph of C. If x is not adjacent to y in C , then C is not a strict subgraph of C (by 194 minimality of C), thus D, which contains C , is not a strict subgraph of C.195 196Our next goal is to compute an optimal insertion position contained in a given slot (I, J). We need the following 197 definition.198 Definition 5 ((Right-maximal) left-stable insertion position). Let (I, J) be two intervals with endpoints in {0, . . . , n+ 199 1}. An insertion position P os = (p 1 , p 2 ) for x in (I, J) is left-stable if all vertices z such that l(I) < π 1 (z) < p 1 200 (resp. l(J) < π 2 (z) < p 2 ) satisfy π 2 (z) < p 2 (resp. π 1 (z) < p 1 ).201If an insertion position P os = (p 1 , p 2 ) is left-stable and there is no left-stable insertion position P os = (p 1 , p 2 ) 202 strictly on its right in (I, J), i.e. different from P os and having p 1 ≥ p 1 and p 2 ≥ p 2 , we say that P os is right-203 maximal.204We now show that in any couple of intervals (I, J), there exists a unique right-maximal left-stable position, called 205 the rightmost left-stable insertion position.

1≤j≤ins- 1 Fig. 2 .

 12 Fig. 2. Representation of the completions D and C and of the respective position of the segments of x and z in such completions.

Lemma 4 .

 4 Let P os = (p 1 , p 2 ) be the rightmost left-stable insertion position in (I, J) ⊆ (I ins , J ins ) (Observa-218 tion 1).The completion obtained by inserting x at position P os is minimal among completions obtained by insertion 219 of x in (I, J). 220 Proof. Let us start by two basic properties of P os. Let z be the vertex immediately on the right of p 1 in π 1 . If 221 z = r(I ins ) then π 2 (z) > p 2 , since otherwise incrementing p 1 to place it just after z in π 1 would give a left-stable 222 insertion position strictly on the right of P os, contradicting the right-maximality of P os. Similarly, the vertex z im-223mediately on the right of p 2 in π 2 satisfies either z = r(J ins ) or π 1 (z) > p 1 . Since P os is left-stable, we also have 224 that the vertex z immediately on the left of p 1 in π 1 satisfies either z = l(I ins ) or π 2 (z) < p 2 . Similarly, the vertex z 225 immediately on the left of p 2 in π 2 satisfies either z = l(J ins ) or π 1 (z) < p 1 .

288P os l . 289 290Lemma 6 below. 293 Algorithm 1 : 8 p1 ← p1 + 1 9 10 p2 ← p2 + 1 11( 12 ( 15 q 2 ← 16 q 1 ← 17 q 1 ← 18 (Lemma 6 .

 28929318110112152161171186 To conclude this section, we show how to compute the rightmost left-stable insertion position in a slot (I, J) in 291 O(n) time. This is done by Algorithm 1, whose correctness and time complexity is formally stated and proved by 292 Rightmost(I,J): Computing the rightmost left-stable insertion position P os in a pair (I, J) of intervals of (π 1 , π 2 ).Input: The permutation model (π1, π2) of G and a pair (I, J) of its intervals Output: The righmost left-stable insertion position P os in (I, J) 1 p1 ← l(I) + 0.5; 2 p2 ← l(J) + 0.5; 3 Denote P os = (p1, p2) and let f (p1) (resp. f (p2)) be the vertex immediately on the right of p1 in π1 (resp. of p2 in π2);4 old1 ← p1 -1; 5 old2 ← p2 -1; 6 while (p1, p2) = (old1, old2) do 7 while f (p1) = r(I) and π2(f (p1)) < p2 do while f (p2) = r(J) and π1(f (p2)) < p1 do old1, old2) ← (p1, p2); q1, q2) ← (p1 + 1, p2+ 1); 13 while (p1, p2) ∈ (I, J) and (p1, p2) = (q1, q2) do 14 q 2 ← max{π2(z)| p1 < π1(z) < q1} + 0.5; max{q 2 , q2}; max{π1(z)| p2 < π2(z) < q2} + 0.5; max{q 1 , q1}; p1, p2) ← (q1, q2); 19 (q1, q2) ← (q 1 , q 2 ); 20 if (p1, p2) ∈ (I, J) then 21 (p1, p2) ← (old1, old2) 22 Return P os = (p1, p2); Given a permutation model (π 1 , π 2 ) of a permutation graph G and a pair (I, J) of intervals of (π 1 , π 2 ), 294 Algorithm 1 correctly outputs the rightmost left-stable insertion position P os in (I, J) and runs in O(n) time. 295 Proof. For the running time, first note that p 1 and p 2 can only increase during the algorithm, except at Line 21 where 296 they are reset to their previous values. But in this case, the algorithm immediately stops as the next test of the condition 297 of the main loop fails (Line 6). The two loops of Lines 7 and 9 only shift p 1 and p 2 to the right, in constant time. So 298 their total execution time along the algorithm is O(n). The inner loop of Line 13 sweeps through π 1 and π 2 from left to 299 right. Because p 1 and p 2 only increase, the intervals of (π 1 , π 2 ) parsed during each execution of this loop are pairwise 300 disjoint. Then, the total running time devoted to the execution of this loop during the whole algorithm is O(n) and so 301 is the total complexity of Algorithm 1.302 303

1

 1 and p 2 , are never set to 331 values greater than p * 1 and p * 2 respectively (Lines 15 and 17). This contradicts the fact that the values of p 1 , p 2 went 332 beyond the right bounds of I or J. Thus, there is no other left-stable insertion position on the right of the position P os 333 returned by the algorithm. This shows that position P os is right-maximal among the left-stable insertion positions in 334 (I, J) and concludes the correctness proof of Algorithm 1.335 336

338 Theorem 1 .4

 1 Given a permutation model (π 1 , π 2 ) of a permutation graph G and a vertex x to insert in G together 339 with its neighbourhood N (x), a minimal permutation completion H of G + x respecting (π 1 , π 2 ) can be computed in 340 O(n) time. The output is a permutation model of H. 341 General minimal completion of G + x 342 For our general algorithm computing a minimal permutation completion of G + x, we consider the modular decom-343 position of G (see Section 2). For each node u of the modular decomposition tree T , we denote by V [u] the subset of 344 vertices of G appearing in the subtree rooted in u, and by G[u] the subgraph of G induced by these vertices. We denote 345 by G[u] + x the graph obtained from G[u] by adding x with neighbourhood N (x) ∩ V [u]. Our algorithm operates 346 in a bottom-up fashion on the modular decomposition tree T of G. For each node u with children v 1 , . . . , v k , we 347 determine a minimal completion of G[u] + x, thanks to the minimal completions we already computed for G[v i ] + x.

351 of x

  in a minimal (resp. an external-minimal) completion of G[u] + x. We only need to prove that for each node u, 669 the corresponding calls to M inIns(u) and M inInsExt(u) can be implemented to run in O(k) time, where k is the 670 number of children of u. Actually, during a first sweep the algorithm does not explicitly compute such sets N u and 671 N ext u . Instead, it only determines: 672 the type of the completion (resp. external completion) H u of P u + x, 673 the subset N Hu (x) of children of u that are adjacent to x in H u , 674 the children v top and v bot of u, if they exist, and 675 the size of N u (resp. N ext u ).

  676

  not both, then there exists a unique α ∈ {-, +} s.t. I ins ∩ I α y = ∅ and

	184

173

J ins ∩ J α y = ∅, and we set (I, J) = (I ins ∩ I α y , J ins ∩ J α y ); 174 2. otherwise, (π 1 (y), π 2 (y)) ∈ (I ins , J ins ) and then there are two suitable slots (I, J) = (I ins ∩ I - y , J ins ∩ J - y )

175 and (I, J) = (I ins ∩ I + y , J ins ∩ J + y ). 176 Lemma 2. Let C be a completion obtained by inserting x in the slot (I ins , J ins ) such that x is non adjacent to y in the 177 completion, and C is minimal among such completions. Then C is a minimal completion of G + x respecting (π 1 , π 2 ). 178 Proof. Observe first that such a completion C exists by Observation 1. Remind that all the completions respecting 179 (π 1 , π 2 ) are obtained by inserting x in some slot (I i , J i ), with 1 ≤ i ≤ k. Moreover, if i > ins it is straightforward 180 to see that the completions obtained by inserting x in (I i , J i ) make x adjacent to y and are therefore not subgraphs of 181 completion C. 182 Now, let D be a completion obtained by inserting x at position (p 1 , p 2 ) in (I i , J i ) with i < ins and let us prove 183 that D is not a proper subgraph of C. Consider the completion C obtained by inserting x at position (p 1 , p 2 ) =

  then C r is a minimal completion among all completions obtained by inserting x in one 249 of the slots (I l , J l ) or (I r , J r ). Otherwise, C l is minimal among all such completions. By Lemma 4, C l (resp. C r ) is minimal among all completions obtained by inserting x in the slot (I l , J l ) (resp. , J r )). Therefore, if C r is a subgraph of C l , then C r is minimal among all completions obtained by inserting x 252 in one of the slots (I l , J l ) or (I r , J r ). By symmetry, if C l is a subgraph of C r , then C l is minimal among all such

	253
	completions.

250

Proof.

251 (I r 254

It remains to consider the case when C l and C r are incomparable w.r.t. the subgraph relation. In this case, one 255 needs to show that C l is minimal among the desired completions. By contradiction, assume there is a completion C 256 strictly contained in C l , obtained by inserting x at some position P os contained in the slot (I l , J l ) or (I r , J r ). Recall 257 that P os cannot be contained in (I l , J l ) since P os l is rightmost left-stable for the couple of intervals (I l , J l ). Hence 258 P os is in the slot (I r , J r ). We will show that in this case C r is a subgraph of C, contradicting the fact that C r and C l 259 are incomparable.

260 First, we show that P os = (p 1 , p 2 ) is left-stable. Indeed, all vertices z such that l(I r ) < π 1 (z) < p 1 satisfy 261 π 2 (z) < p 2 , since otherwise they would be adjacent to x w.r.t. P os (in C) and not w.r.t. P os l (in C l ). For the same 262

  13, we have p 2 ≥ π 2 (z) -a 310 contradiction. Then, at the end of Algorithm 1 P os is left-stable. Among all such positions, we consider a leftmost one. The only reason for the algorithm 315 to stop is that P os is reset at Line 21 to the value it had at Line 11, that is after the execution of the two loops of 316 Lines 7 and 9. If p * 1 = p 1 then p * 2 > p 2 and since P os * is left-stable, the vertex z which is immediately on the right of 317 p 2 in π 2 satisfies π 1 (z) < p 1 . Consequently, the loop of Line 9 should have incremented p 2 once more before it stops 318 -a contradiction. On the other hand, if p * 2 = p 2 then p * 1 > p 1 and since P os * is left-stable, the vertex z which is 319 immediately on the right of p 1 in π 1 satisfies π 2 (z) < p 2 . Moreover π 2 (z) cannot be in the interval between the value 320 of p 2 before the loop of Line 9 starts and the value of p 2 when it ends. Indeed, all vertices z having one endpoint in 321 this interval satisfy π 1 (z ) < p 1 , while π 1 (z) > p 1 . It follows that π 2 (z) < p 2 before the loop of Line 9 starts, i.e. just 322 after the loop of Line 7 stops. Since z = f (p 1 ), the loop of Line 7 should have incremented p 1 once more before it

	311	
	312	
	313	We still have to show that the returned position P os is right-maximal among the left-stable insertion positions
	314	(Definition 5). By contradiction, assume there is another left-stable insertion position P os * = (p * 1 , p * 2 ) ∈ (I, J)
	strictly on the right of P os. 323
		stops -a contradiction.

324

Thus, in the last iteration of the main loop, at Line 12 we have p * 1 = p 1 and p * 2 = p 2 ? This implies that position 325 (p * 1 , p * 2

hit in G + x (resp. H). If W is hit but not fully hit, it is partially hit. A node u of the modular decomposition tree T of 354 G is hit, fully hit or partially hit according to the status of its associated set of vertices V [u]. When we omit to precise 355 it, the graph referred to in these notions is G + x. Observe that the set of hit nodes of T can be computed in Ø(n) 356 time by a bottom-up parsing of T . For each node u of T , P u = (V u , E u ) denotes the corresponding quotient graph 357 (see Section 2). If u is a prime node, P u is prime, and stored together with its unique (up to symmetries) permutation 358 model. If u is a series or parallel node, then graph P u is a complete graph, respectively an independent set.

359

In this section, it is more convenient to work with the geometric version of a permutation model. Each vertex is rep-360 resented by a segment having an extremity on the top line of the model and another one on the bottom line. By [START_REF] Bergeron | Computing common intervals of k permutations, with applications 720 to modular decomposition of graphs[END_REF], 361 any permutation model of G[u] is obtained from a model of P u by expanding each segment corresponding to a ver-362 tex v i of P u into a model of G[v i ] as follows. segment v i is enlarged into a parallelogram by enlarging its top (resp. 363 bottom) endpoint into a top (resp. bottom) edge, lying on the top (resp. bottom) line of the permutation model. These 364 expansions are such that the top edges (resp. bottom edges) of the parallelograms are pairwise disjoint. Moreover, they 365 appear on the top (resp. bottom) line in the same order as the endpoints of the segments. Therefore, for any pair of 366 vertices v i and v j of P u , the corresponding parallelograms intersect if and only if v i v j is an edge of P u . Now, for each 367 v i (recall that v i is a child of u in the modular decomposition tree), we insert a model of G[v i ] into the parallelogram 368 of v i . At each step of our algorithm, in order to compute a minimal completion of G[u] + x, we use the completions of 371 G[v i ] + x previously computed for each child v i of u. We also take into account the new considered node u by using a 372 completion of P u + x. Note however that there is no canonical definition of what the graph P u + x is. The following 373 definition fills this gap in a way that suits our purpose. 374 Definition 6 (Contracted graph P u + x). The contracted graph P u + x is the graph obtained from P u by adding the 375 vertex x with neighbourhood N Pu+x (x) = {v i ∈ V u | v i is hit}.

376

In the remaining of this section, we let H u be a minimal permutation completion of P u + x. In order to obtain a 377 permutation completion of G[u] + x, we could consider each node v i adjacent to x in H u and fill the set V [v i ] (i.e., 378 make all vertices of V [v i ] adjacent to x). It is not hard to see that this construction yields a permutation completion 

394

Note that since any model can be reversed from left to right or upside-down, in the definition above we can replace 395 "leftmost" by "rightmost" and "bottom" by "top".

396

The notion of representation defined below is central in the remaining of the paper. We use it to construct a minimal 397 completion of G[u] + x from a minimal completion of P u + x and minimal and external-minimal completions of Finally, we refine the notion of representation for that of an optimal representation, based on a minimal permutation 450 completion of P u +x. The supplementary conditions required for a representation to be optimal ensure that the resulting 451 permutation completion is minimal (Theorem 2). Let R be a representation of H u . We say that R is:

, where H mod u is any model of H u .

461

We say that R is optimal if R is type-i for some i ∈ {1, 2, 3, 4} and there is no type-j representation of H u for any 462 j ∈ {1, 2, 3, 4} with j < i. Finally, we also refer to H u as type-i.

463

Definition 11 (Completion of P u + x contracted from H and contracted model). Let H be a permutation comple-464 tion of G. The permutation completion of P u + x contracted from H is the graph H u obtained from P u by adding the 469

471

The permutation model H mod u is called the contracted permutation model of H u obtained from H mod .

472

Lemma 8. Let H be a permutation completion of G + x and (π 1 , π 2 ) a permutation model for H.

473

-If segment x has exactly one endpoint in the parallelogram of v i , then

477

In particular, there are at most two nodes v i , v j of P u such that the corresponding modules

partially hit in H.

479

Proof. The lemma is a straightforward consequence of the fact that restricting the model of H to segment x and the

In the first case, the model repre- for each hit child v of u in the modular decomposition tree T . The case when u is a (hit) leaf is trivial: both 573 functions return as neighbourhood of x the vertex of G that labels this leaf. In the remaining of this section we show 574 how given an internal node u one can determine the type of H u and an optimal (resp. external-optimal) representation.

575

Series and parallel nodes. We first deal with the cases when u is either a series or a parallel node of the modular 576 decomposition, which turn out to be very similar. Proof. First, note that H u = P u + x is already a permutation graph. Moreover, the algorithm exactly follows the order 580 of the mutually exclusive cases of an optimal representation (Definition 10). From Theorem 2, in order to prove that 581 the algorithm is correct, we just have to check that at each step of the case disjunction of the algorithm, the test which 582 is performed determines correctly the type which is assigned by the algorithm. At the same time, we also have to show 583 how to compute a model for H u such that v top and v bot are next to x, when they exist.

584

Type-1. From Definition 10, it is straightforward to see that the conditions of the first test (Line 4) are necessary so 585 that H u is type-1. Let us show that they are sufficient, i.e. we can build a model of H u such that x is next to v top in 586 the top order and x is next to v bot in the bottom order. If u is a parallel node (Figure 3 Now, let us consider the case where H u is type-2. Since in this case x is by definition next to v top in both orders of 603 the permutation model of H u , it follows that v top and x have the same neighbourhood in the rest of if this condition is satisfied, then withdraw v bot from the model of H u constructed above n the case where H u is type-1 611 (see Figure 3) i. In the present case, this provides a type-3 model. Moreover, since the tests of Lines 4, 8 and 12 have 612 been all negative, H u is neither type-1 nor type-2, and it results that H u is type-3. The algorithm for function M inInsExt is even simpler. We use the same notations as for M inIns. Input: a series or parallel node u of the modular decomposition; for each hit node v of Pu, the set N ext v Output: N ext u the set of neighbours of x in a completion resulting from an external-optimal representation 1 Let {v1, . . . , v k } denote the children of u; 2 Assume w.l.o.g. that the hit ones are {v1, . . . , v l }, for l ≤ k; Proof. The proof is very similar to the one of Lemma 9. Observe that P u + x is already a permutation graph with 622 an external model (where the bottom endpoint of segment x is the leftmost one). Such an external model is obtained 623 by withdrawing v bot from the model built in the proof of Lemma 9 in the case where H u is type-1 (see Figure 3).

624

This model also shows that if the condition of the test at Line 4 is satisfied, then H u is an external-optimal type-1 be the position of segment x. The only possible cases are that v is in position (i -1, j -1), (i + 1, j + 1), (i -1, j + 1)

647

or (i+1, j-1). Each of these cases can be detected in constant time, and the shift can be also performed in O(1) time. 

681

The key of the complexity of the first sweep of the algorithm (and of its whole execution as well) lays in deter- of H i , which is done using the algorithm of [START_REF] Crespelle | Fully dynamic algorithm for recognition and modular decomposition of permutation graphs[END_REF]. A natural question is whether we could perform the whole step faster 714 than Θ(n), e.g., in a running time depending on the degree of x i in G, or in H i . There are examples (see [START_REF] Crespelle | Fully dynamic algorithm for recognition and modular decomposition of permutation graphs[END_REF]) showing 715 that when we go from H i-1 to H i , the structure of the modular decomposition may differ a lot, even if x is of small 716 degree. Therefore, improving the overall O(n 2 ) complexity of our algorithm for minimal permutation completions 717 probably requires a different approach than the incremental one based on an arbitrary vertex ordering.