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Abstract: Tiling is a crucial program transformation, adjusting the ops-to-bytes balance of codes to im-
prove locality. Like parallelism, it can be applied at multiple levels. Allowing tile sizes to be symbolic
parameters at compile time has many benefits, including efficient autotuning, and run-time adaptability to
system variations. For polyhedral programs, parametric tiling in its full generality is known to be non-linear,
breaking the mathematical closure properties of the polyhedral model. Most compilation tools therefore
either perform fixed size tiling, or apply parametric tiling in only the final, code generation step. We in-
troduce monoparametric tiling, a restricted parametric tiling transformation. We show that, despite being
parametric, it retains the closure properties of the polyhedral model. We first prove that applying monopara-
metric partitioning (i) to a polyhedron yields a union of polyhedra, and (ii) to an affine function produces a
piecewise-affine function. We then use these properties to show how to tile an entire polyhedral program.
Our monoparametric tiling is general enough to handle tiles with arbitrary tile shapes that can tesselate the
iteration space (e.g., hexagonal, trapezoidal, etc). This enables a wide range of polyhedral analyses and
transformations to be applied.
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Tuilage monoparamétré de programmes polyédriques

Résumé : Le tuilage est une transformation de programmes trés utilisée en parallélisation automatique.
Le tuilage permet notamment de distribuer un calcul sur des unités paralleles tout en réglant le ratio
calculs/communications. Tout comme le parallélisme, le tuilage peut étre appliqué sur plusieurs niveaux.
En gardant des tuiles de taille paramétrée, on permet a chaine de compilation polyédrique de raisonner
analytiquement sur la taille des tuiles. Lorsque ces parametres survivent a la compilation, on permet
I’optimisation du programme a I’installation ou a I’exécution. Pour des programmes polyédriques, le
tuilage paramétré est connu pour étre non-linéaire dans le cas général, ce qui en fait une transformation
non-polyédrique, et rend impossible la composition avec d’autres transformations polyédriques. Nous
montrons que lorsque le tuilage ne dépend que d’un paramétre, il redevient polyédrique et possede ainsi
les bonnes propriétés de clotlire pour étre intégré a une chaine de compilation polyédrique. Notre tuilage
monoparamétré est assez général pour traiter des tuiles définies par n’importe quel polyédre convexe
(hexagone, trapeze, etc), ce qui permet une grande variété de transformations polyédriques.

Mots-clés : Tuilage de boucles, transformation de programmes, modele polyédrique
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1 Introduction

In the exascale era, multicore processors are increasingly complicated. Programming them is a challenge,
especially when seeking the best performance, because we need to simultaneously optimize conflicting
factors, notably parallelism and data locality, and that too, at multiple levels of the memory/processor
hierarchy (e.g., at vector-register, and at core-cache levels). Indeed, the very notion of “performance”
may refer to execution time (i.e., speed) or to energy (product of the average power and time), or even the
energy-delay product.

To tackle these challenges, a domain specific mathematical formalism called the polyhedral model |38,
37,114, 15} [16] has energed over the past few decades. A polyhedral program is one a program gas an
“iteration space” that is the union of polyhedra, and where memory accesses are affine functions of the
iteration vector. For such programs, the model provides a compact, mathematical representation of both
programs and their transformations.

Among these program transformations, iteration space tiling [24 |49| 30]] (also called loop block-
ing [42]] or partitioning [11} 12} 144]]) is a critical transformation, used for multiple objectives: balancing
granularity of communication to computation across nodes in a distributed machine, improving data lo-
cality on a single node, controlling locality and parallelism among multiple cores on a node, and, at
the finest grain, exploiting vectorization while avoiding register pressure on each core. It is an essential
strategy used by compilers and automatic parallelizers, and also directly by programmers. As the name
suggests, tiling “blocks” iterations into groups (called tiles) which are then executed atomically.

One of the key properties of the tiling transformation concerns the nature of the tile sizes. If they
are constant, we have fixed-size tiling and the transformed program remains polyhedral, albeit with (typ-
ically) double the number of dimensions. This means that we can continue to apply further polyhedral
analyses and transformations, but because tile sizes are fixed at compile time, any modification of tile
sizes necessitates re-generation and recompilation of the program, which takes time. Pluto [10} 1] is a
state-of-the-art polyhedral source-to-source compiler that currently applies up to two levels of fixed-size
tiling.

If the tile sizes are symbolic parameters, we have a parametric tiling. Because the tile sizes are
chosen after compile time, we can perform a tile size exploration (commonly used as part of an auto-
tuning step [18| 34} 47]) without having to recompile. However, the program is no longer polyhedral
after transformation, thus no subsequent polyhedral analysis or transformation can be applied. Thus,
parametric tiling is usually the last transformation applied to a program, and is hard-wired in the code
generator. This forces the compilation strategy after tiling to be non-polyhedral, and sacrifices modularity.
D-tiler [25141]] and P-tile [7] are state-of-the-art parametric tiled code generators.

In this paper, we introduce a new kind of tiling, called monoparametric tiling. As the name suggests,
it uses a single tile size parameter: all tile sizes are multiples of this parameter. In other words, the
“aspect-ratio” of a tile is fixed. For example, if we consider a rectangular 2-dimensional tile shape and b
a program parameter, 2b X b will be a monoparametric tiling, but b X b’ will not be one.

We will prove the closure properties of monoparametric tiling: a polyhedral program transformed
by such a tiling remains polyhedral. This allows us to retain all advantages of fixed-size tiling, while
providing partial parametrization of tile sizes. Our contributions are as follows.

e We show that monoparametric partitioning transformatiorﬂ is a polyhedral transformation. In par-
ticular, we show that the reindexing of the indices of a polyhedron can be expressed as a finite
union of Presburger set.

e Likewise, we show that monoparametrically partitioning the two spaces of an affine function trans-
forms it into a piecewise affine function.

'We use the convention that while a filing transformation must preserve legality, a partitioning is simply a reindexing of the
original program. This allows us to reasoned about partitionings purely mathematically, without extraneous constraints.
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4 looss & Alias & Rajopadhye

o Using these two main results, we show how to apply monoparametric partitioning and tiling trans-
formation to a polyhedral programE] and also study its scalability. We support any polyhedral tile
shape.

o We implemented the monoparametric partitioning transformation on polyhedra and affine functions
as both a standalone tooﬂ written in C++, and also in the AlphaZ polyhedral compiler [51]]. We also
integrated the standalone library inside a polyhedral source-to-source C compilelﬂ We compare the
efficiency of monoparametrically tiled code with the corresponding fixed-size and fully parametric
code, all produced by the same polyhedral compiler and with similar transformation parameters.

We start in Section [2] by introducing, the background notions needed in the rest of this paper. In
Section[3] we focus on the monoparametric partitioning transformation, and prove that this is a polyhedral
transformation by studying its effect on a polyhedron and an affine function. In Section 4] we present
some scalability results of the monoparametric partitioning transformation on SARE and compare the
monoparametric tiled code with the fixed-size tiled code. We describe the related work in Section [5]
before concluding in Section [6]

2 Background: Polyhedral Compilation and Tiling

The polyhedral model 38l 137, 14,115, [16] is an established framework for automatic parallelization and
compiler optimization. It is used to quantitatively reason about, and systematically transform a class of
data- and compute-intensive programs. It may be viewed as the technology to map (i.e., “compile” in
the broadest sense of the word) high level descriptions of domain-specific programs to modern, highly
parallel processors and accelerators. It abstracts the iterations of such programs as integral points in
polyhedra and allows for sophisticated analyses and transformations: exact array dataflow analysis [14],
scheduling [[15} [16]], memory allocation [[13} 35]] or code generation [36, 8]]. To fit the polyhedral model,
a program must satisfy conditions that will be described later.

A polyhedral compiler is usually a source-to-source compiler, that transforms a source program to
optimize various criteria: data locality [8]], parallelism [16], a combination of locality and parallelism [48]
10] or memory footprint [[13] to name a few. The input language is usually imperative (C like) [10} 3]]. It
may also be an equational language [32, 51]]. Today, polyhedral optimizations can also be found in the
heart of production compilers [33] 145} 120} 14]].

A polyhedral compiler follows a standard structure. A front-end parses the source program, identifies
the regions that are amenable to polyhedral analysis, and builds an intermediate polyhedral representation
using array dataflow analysis [[14]]. This representation is typically an iteration-level dependence graph,
where a node represents a polyhedral set of iterations (e.g., a statement and its enclosing loops), and
edges represent affine relations between source and destination polyhedra (e.g., dependence functions).
Then, polyhedral transformations are applied on the representation. Because of the closure properties
of the polyhedral representation [38 32] the resulting program remains polyhedral, and transformations
can be composed arbitrarily. The choice of the specific transformations optimize various cost metrics or
objective functions for various target platforms, and are not the concern of this paper (they are orthogonal
to our goal). Finally, a polyhedral back-end generates the optimized output program from the polyhedral
representation.

In the rest of this section, we present the basic elements of the polyhedral model, starting with poly-
hedra and affine functions, and continuing with the polyhedral program representation. We finish by
explaining the tiling transformation in the context of the polyhedral compilation.

ZNote that the iteration spaces of a polyhedral program are Presburger sets, a strict generalization of polyhedra.
3 Available at https://github.com/guillaumeiooss/MPP
4Online demonstrator available at http://foobar.ens-lyon. fr/mppcodegen/index. php
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2.1 Polyhedra and Affine Functions

An affine expression is an expression of the form ) ; ay.iy + ¢ where the a; and c are scalars and the i
are (index) variables. ); ax.ix is called the linear part of the expression and c is called the constant part
of the expression. An affine constraint is an equality or inequality that between an affine expression and
zero (or equivalently, between two affine expressions).

In this paper, we will focus on two objects: integer polyhedra and affine functions. An integer polyhe-
dron is a set of integer points whose coordinates satisfy a set of affine constraints. An affine function is a
multi-dimensional function whose symbolic value is an affine expression of its inputs. These two objects
are the mathematical building blocks of the polyhedral model. A polyhedron is used to represent the set of
instances of a statement inside a loop nest (its iteration domain). Likewise, an affine function can be used
to represent the consumer-producer relationship between two statements (dependence function). These
objects are used to form a compact representation of the polyhedral program. In the next subsection, we
will introduce a program representation based on these concepts.

In addition to the standard indices involved in polyhedra and affine functions, we also allow the affine
expressions to manipulate program parameters, i.e., constants whose values are known only at the start of
the execution of the program (typically, the size of an input array). They are simply treated as “additional”
indices.

A polyhedron (resp. an affine function) can be completely described by the matrix of its coefficients,
as the following definition shows:

Definition 1 (Polyhedron) A polyhedron is a set of points of the form: P = {i | Qi + Rp + ¢ > 0}, where
Q and R are integral matrices, q is an integral (index) vector and P is a vector of the program parameters.

In most of this paper, we will consider integral polyhedra, i.e., polyhedra consisting of integral points.
Otherwise, we will call such polyhedra rational polyhedra.

For example, consider a triangle: = {i,j|i >0, j > 0, i+ j < N}, where N is a parameter. Its
matricial representation is:

10) iy (0 0y (0
P = i,j' 0 1 .(.)+0.(N)+020
-1 -1) V'l o) lo

Definition 2 (Affine function) An affine function is a function of the form: f = (17)+—> Al + Bp + &) where
A and B are integral matrices, ¢ an integral vector and P are the program parameters.

A piecewise affine function is a function defined over a set of disjoint polyhedral domains (called
branches) and whose definition on each of these branches is (a possibly different) affine function.

Although we earlier stated that the iteration spaces of polyhedral programs are polyhedra, strictly
speaking, this is an oversimplification. Actually, these iteration spaces are a generalization of Eolyhedra
called Presburger sets, which are defined as sets of the form P = {i | (32) Qi + RF + S7+ ¢ = 0}. Here, 7
are called existential variables. A Presburger set can be viewed as the projection of a polyhedron on the
non-existential dimensions. Most modern libraries e.g., the Integer Set Library [46] support Presburger
sets and piecewise affine functions.

In Section [3] we present our main results about closure properties for polyhedra and affine functions.
Since a Presburger set is simply the image of a polyhedron by a particular form of affine function (specifi-
cally, a projection) the extension of the closure properties to Presburger sets follows trivially, as discussed
at the end fo that section.

RR n° 9233
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L, j10< (@ j) <N}

i, jk10< (i, ) <NAO<k<N}, i, jl1O< @, j)) <N}, (i, j i, jyN-1))

Cli jl
Tli, j, k]

0<@,j))<N:T[ij,N-1]
0<(i,j) <N,k>0:Tl[i,jk—1]+A[i,k] X Blk, j]
0<(i,j)<Nk=0:A[lk| x B[k, ]

G ik i jk = 1))
i, ik10<(, k) <N}

({i ik 10 < (G, oK) < NY, (i juk o i, K)) i, k10 < Gy jo k) < NY, Gy jiok > K, )

{i,j10<(, J)<N}® {tJ|0<(t J) <N}

Figure 1: Polyhedral Reduced Dependence Graph (left), and the SARE (right) of a matrix multiplication
program. In the PRDG,nodes are labeled with a domain 9; edges are directed from the consumer to
producer, and are labelled with a pair (D, f).

2.2 Program Representation

The most common representation of a polyhedral program is in the form of a Polyhedral Reduced Depen-
dence Graph (PRDG). It is a graph in which:

e Each node corresponds to multiple instances of a single generic computation (e.g., a statement) and
is labeled with its iteration space or domain D (which is a polyhedron).

e Each edge corresponds to a data dependence between a producer and a consumer. It is labeled with
a pair, (D, f) where D is the domain (a, subset of the domain of the consumer node) where the
dependence holds, and f is an affine function (associating an index of the consumer with the index
of the producer). We use the convention that dependence edges are directed from consumer to the
producer.

A PRDG represents dependence information of polyhedral program. For a polyhedral program in a
conventional, an imperative language, it can be constructed after performing a dependence analysis [[14].
For example, the PRDG of a standard (square, N x N) matrix multiplication program is shown in Figure[T]

In the rest of this paper, we will also use an alternative program representation called System of Affine
Recurrence Equations, which is nearly equivalent to the PRDG notation. A computation is represented
by a list of equations of the form:

Var[i] = ieDy: Expr;
where each row is a “case branch,” and the 9, are disjoint polyhedral (sub) domains (called restrictions),
and where:
e Var is a variable, defined over a domain D.
e Expr is an expression, and can be either:

— A variable Var[£(1)] where £ is an affine function

— A constant Const,

— Anoperation Op(...Var;[f; [(1,...)]0f arity k (i.e., there are k terms of the form Var; [£:(D)D
In a slightly more general form of SARE, we modify the last clause to Op(. . . Expr; [f; [(1)],...)] and

furthermore, allow the case branches and restrictions to be arbitrarily nested. This is the representation
used in the Alpha language [32} 31].

Inria
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Cli, 1= G, j) € Dy : TIfG, ] Clll=TeD :TI/D] o
Tli, j, k] = (i, j,k) € Dy : TlgiG, j, )] + AlgaGi, o )] X Blga(iy j T (] = T'e Dy : T(g1(D] + Algo(D] x Blgs(D)]
Tli, j,k] = (i, j,k) € D3 : Alga(i, j, k)] % Blgs(i, j, k)] T = Te Dy : Alga(D] x Blas(D]

Figure 2: Normalized SARE for matrix multiplication (left) and its tiled/partitioned version (right). For
convenience, we name the domains and the dependence functions in the left part of Figure 2] as follows.
D =1{i,j10<(G,j) <Nband f(,)) = G, ,N-1), Dy = {i,j,k | 0 < (i,j,k) < Nandk > 0},
D5 ={i,j,k10<(,j,k) <Nandk =0}, and g1(i, j, k) = (i, ik — 1), 820, j, k) = (i, k), g3(i, j. k) = (k, J).

In addition to all the information contained in a PRDG, the SARE/Alpha representation also has
specific expressions that evaluated. From a mathematical point of view, because it only has the true
dependences, and does not contain any information about scheduling and memory allocation.

We also mention that the Alpha representation, while seemingly more general than SAREs, is math-
ematically equivalent. Indeed, Mauras [32] proposed a normalization procedure (implemented as a pro-
gram transformation in the AlphaZ system [51]]) that systematically “flattens out” any Alpha program into
the SARE form.

2.3 Tiling: the essential transformation

Tiling [24} |50] is a program transformation which groups the instances of a loop into sets called files),
such that each tile is atomic. Because of this, we cannot have cyclic dependences between tiles, and this
is the essential condition for legality of tiling.

One important aspect of tiling is tile shape. The most commonly used shape is a hyper-parallelepiped,
defined by its boundary hyperplanes [24} [5S0]]. A particular case is orthogonal tiling where the shape is
hyper-rectangular—the tile boundaries are normal to the canonic axes. Other shapes have been studied,
such as trapezoid (with redundant computation [29]]), diamond [6] or hexagonal [39, [19]. Some shapes
might have non-integral tile origins, such as diamond tiling formed by a non-unimodular set of boundary
hyperplanes.

Another important aspect of the tiling transformation is the tile size: tiles can either be of constant size
(for example, a 16 X 32 rectangle), or of parametric size (for example, a rectangular tile of size by X by).
It is well known that if tile sizes are constant, the transformed program remains polyhedral [24], but for
parametric sizes, tiling is no longer polyhedral. To see this, consider orthogonal tiling with tiles of size
b1, ...,bs, we have to substitute the original indices by a quadratic expression of the form by.i;, + i; where
by is a program parameter. Thus, the resulting domains and functions are no longer linear/affine, and so,
parametric tiling does not respect the closure properties of the polyhedral model.

To illustrate the tiling partitioning and transformation, consider the SARE depicted in Figure[I} To
simplify the presentation, we name the domains and the dependence functions shown in the left part of
Figureas follows. For equation 1, we have Dy = {i,j | 0 < (i,j) < N} and f(i,j) = (i,j,N — 1).
Similarly, for the other two equations, we have D, = {i, j,k | 0 < (i, j,k) < Nand k > 0}, D3 = {i, j, k |
0 < (,j,k) < Nandk = 0}, and g,1(, k) = (i, j,k — 1), 20, j, k) = (i,k), g3, j,k) = (k,j). Now,
partitioning the SARE means dividing the index domains (here D;, D, and Ds) into tiles. For instance,
the left part of Figure [3] shows a possible partitioning of D; with size b x 2b where b is a parameter.
This partitioning is defined by a mapping 77 : D; — f)l, @, ) » (p, i1, jpb, j1) from the original index
(i, j) € Dy toits partitioned index composed of the tile coordinates iy, j, (b for “block’™) and the offset in
the tile i;, j; (I for “local”). The tile index should satisfy: 7'1’1(1';,, ity jps jp) = (b.ip + i1, b jp + Ji).

The right part of Figure [2] depicts the final partitioned SARE. The structure is somehow similar the
original SARE. The only differences are the partitioned domains 9 for k = 1...3 accessing the par-
titioned variables, and the partitioned index functions f and g, k = 1,3. Since the index domains of
A, B and C have been modified by the partitioned, the original index functions must be transformed

RR n° 9233



8 looss & Alias & Rajopadhye

accordingly. For instance, the original index function g(i, j,k) = (i, j,k — 1) is transformed to the par-
titioned index function g(i],,il, j},,jl, kh,kl) = (ih,il,jh,jl,kb,k] - 1) if kl > 0 and g(ih,il,j},,jl,kb,k[) =
(ipy 115 Jbs j1skp — 1,b — 1) if k; = 0. In general, the partitioned index function is a piecewise affine func-
tion. The source and the target domains can be different, with different dimensions and partitionings (e.g.,
f: Dy — D), which makes it particularly challenging to determine them automatically.

After the partitioning transformation is applied, the partitioned SARE can be tiled by a polyhedral
backend to produce a tiled sequential program, by simply providing the backend with a schedule and a
memory allocation function for each array. The derivation of a tiled schedule is completely orthogonal to
our paper, and any state of the art scheduler may be used.

For the matrix multiply example, we may specify the schedule 0¢(iy, i1, jb, j1) = (b, jb, 11, ji1) and
Or(ip, i1, jb, Ji> kp, ki) = (ip, jb, kb, i1, j1, k7). On the operations defining 7', this means that the block indices
(ip, jb, kp) are the outer dimensions, and the local indices (ij, ji, ;) are the inner loop/schedule dimensions.

3 Monoparametric Partitioning

In this section, we will focus on monoparametric partitioning. We will first formally define it, and then
consider its application to the two base mathematical objects of a polyhedral program: polyhedra and
affine functions. We will prove the following closure properties: the monoparametric partitioning of
a polyhedron gives a union of Presburger sets and correspondingly, monoparametric partitioning of an
affine function yields a piecewise affine function. While these properties hold for any polyhedral tile
shape, will we present their specialization to rectangular tile shapes. This is the most common shape, and
allows us to greatly simplify the expression of the transformed objects. More general tile shapes can also
be handled by appropriate preprocessing (e.g., change-of-basis) transformations.

3.1 Monoparametric partitioning transformation

The partitioning transformation is the reindexing component of the tiling transformation, which intro-
duces the new indices used to express the new schedule. Intuitively, it is a non-affine function which
goes from a d-dimensional space to a 2d-dimensional space. In the case of a non-parametric tile size, this
transformation is formalized in the following way:

Definition 3 (Fixed-size partitioning) We are given a non-parametric bounded convex polyhedron P,
called tile shape, and a non-parametric rational lattice L, called lattice of tile origins with basis, L.
Moreover, P and L satisfy the tessellation property, namely that Q" = ;. L{f +Z|Z € P} Then, the
fixed-size partitioning transformation associated with P and L is the reindexing transformation defined
by the function 7 which decomposes any point iin the following way:

‘7'(?) = (iZ, i_;) ©i=Li,+1i where (L.i;) € Landij € P

The chosen tile shape affects the nature of the lattice of tile origins: if we have rectangular or diamond
partitioning with unimodular hyperplanes, then this lattice must be integral. However, if we consider a
diamond partitioning using non-unimodular hyperplanes, this lattice will not be integral.

Now, let us extend the above formalization to the monoparametric case. First, we note that a ho-
mothetic scaling of a rational set, D, by a constant a, is the set denoted by a X D, and defined by
axD ={Z | (Z/a) € D}. Using this notion, we define a monoparametric partitioning as simply the
homothetic scaling of a fixed-size partitioning by a parametric factor:

Definition 4 (Monoparametric partitioning) Given a fixed-size partitioning (with tile shape P, lattice
of tile origins, L, and reindexing function 7°), and a fresh program parameter b, called the tile size
parameter, the monoparametric partitioning associated with P, L and b is a reindexing transformation
associated to the function T, such that:

Inria
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j 4 ‘ ‘ / Ji T
(i, Jb)

Ji

Gy, jb)

4b

Figure 3: On the left: example of rectangular monoparametric partitioning for the array C of the matrix
multiplication. On the right: example of hexagonal monoparametric partitioning for a 2D space. (i, jp)
are the block indices, which identify a tile. (ij, j;) are the local indices, which identify the position of a
point inside a tile. The tile shape is a hexagon with 45° slopes and of size 4b X 2b. It can be viewed as the
homothetic scaling of a 4 X 2 hexagon. The red arrows correspond to a basis of the lattice of tile origins.

e its tile shape is P, = b X P, and
e its lattice of tile origins is L, = b x L.
These two objects form the decomposition function T}, such that: 77)(?) = (i;, i_;) o 1= b.L.iZ +

i_l) where (b.L.i;) € L, and 1_1) ePy

Exemple. In a two dimensional space, the monoparametric partitioning corresponding to rectangular
tiles of sizes 2b X b is defined by the tile shape P, = {i;, j; | 0 < i; < 2b A 0 < j; < b} and the lattice of

tile origins £, = b. L.7? where L = g (1) . The decomposition function is T3(i, j) = (ip, jp, i1, j1) Where
i =2b.iy+1i, j=b.j, + j;and (i}, j;) € Pp. Note that i, and i; (respectively, j, and j;) are the result and
modulo associated to the integral division of i by 2b (respectively, b). O

Exemple. Figure 3] shows another example of monoparametric partitioning, with hexagonal tiles, de-
fined by the tile shape P, = {i,j| -b< j<b A -2b<i+ j<2b A —2b < j—i < 2b} and the lattice of

tile origins £, = b.L.Z? where L = :I’ _31 . The decomposition function 7, (i, j) = (ip, jp, i1, ji), Where
i =3b.(ip + jp) + i, j = b.(ip — jp) + jr and (is, j1) € Pp. o

Monoparametric tiling means, applying the monoparametric partitioning as a transformation to a
program representation (i.e., an SARE) and this involves three steps: applying it to the domains of the
variables, to the dependences, and combining it all. Applying 7} to a polyhedron 9 means computing
the image 75(D) of D by 7. For a dependence function f, there are two spaces to consider: the input
and the output spaces. Since each of them may be tiled differently, we have two reindexing functions, one
for the input space 7 and one for the output space 7. Thus, applying a monoparametric partitioning
transformation to f means computing 7, o f o ‘7’b’1.

We will only consider, without loss of generality, full dimensional partitionings, i.e., where all indices
of the considered polyhedron or affine function are replaced by their corresponding tiled and local indices.
There is no loss of generality because partitioning does not imply tiling but is just the first reindexing
step, and the final schedule can be adapted in case some of the reindexed dimensions are not to be
tiled. To illustrate this, consider a loop whose indices are (i, j, k), scanning a domain P in lexicographic
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10 looss & Alias & Rajopadhye

order. Consider a rectangular monoparametric tiling transformation 7. After the partitioning step, we
have replaced the original indices by (ip, i1, Jj», ji, k»,k;), belonging to the partitioned iteration domain
A = Tp(D). If we use the lexicographic schedule on these new indices, then the order of the computation
will remain unchanged compared to the original loop. We can recover the original indices through the
non-linear equality i = i,.b + i;. If we want to tile the j and k dimensions of this loop, we can permute the
loops such that their block indices appear first: (jp, kp, ip,1;, ji, k;). We can recover the original indices
through the non-linear function 7. This idea can is also valid for the case of non-rectangular tile shapes.

The goal of this section is to show that monoparametric partitioning is a polyhedral transformation,
i.e., that the transformed program, after reindexing, is still a polyhedral program. Because the partitioning
only modifies polyhedra and dependence functions of a polyhedral program, it is enough to prove the
closure of polyhedron and affine function by this transformation is enough.

3.2 Closure of monoparametric partitioning of polyhedra

We will now show the first of these two results, i.e., that monoparametric partitioning of a polyhedron
gives a union of Presburger sets. First, we show this property in the most general framework, which
encompass all state-of-the-art tiling transformations, then present the simpler case with rectangular tile
shapes and provide some examples.

Theorem 1 (Monoparametric partitioning of a polyhedron) Given a polyhedron D = {7l Q.z_')+ Rp+
g > 0} where J are the program parameters, and a monoparametric partitioning T, with tile shape Py,
origin lattice Ly, and size parameter b, then the image: Tp(D) of D by T, is given by

Qco.L8.D7V iy + 6.Re 0Py + 6k — Q. LOD.3) = 0
ir mod (D.1) = @

D)= N W il :
O<e<Neonstr G<<D.T | K" <ke <k i €Th
b.5ke < 6.Qcad) + O.Rcn.Jf) +6.gc + b.(Qca.L5.D7 )
Qco-L5D iy + 6.Rcu. Py + (6.k"" — Q.o LED™.3) > 0
Wil | iy mod (D.1) = @
i€ Ty
where:

® Neonstr IS the number of constraints of D

o F=pyb+pwith(<p <bl

X« is the vector corresponding to the c-th row of the matrix X.

L, = b.L.D™'.Z where L is an integral matrix and D is a diagonal integral matrix

K™n and k™ are constants, depending on the coefficients of the c-th constraint and the tiling
chosen.

0 is the smallest common multiplier of the diagonal elements of D.

Proof.
(Part 1: First decomposition) Let us derive the constraints of 75,(2D) from the constraints of D:

Qi+Rp+3>0 (D
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Monoparametric Tiling of Polyhedral Programs 11

D is the intersection of Neons half spaces, each one of them defined by a single constraint QC,..z?+
Ree.P+¢qe > 0, for 0 < ¢ < Neongr,» and we consider each constraint independently. Let us use the
definitions of iy, i1, P}, and j) to eliminate 7 and .

b.Qce.L.D" iy + Qcaij + b.Reu. Py + Re.P) +qe > 0 2)

Notice that this constraint is no longer linear, because of the b.i; and b.p}, terms. To eliminate them,
we divide each constraint by b > 0 to obtain:

> ol + Rou. P + .
Que. LDV iy + Rew.fh + Qciocit + Rew-Pi + 4

>0
b =

In general, this constraint involves rational terms. Thus, in order to obtain integral terms, we take the
floor of each constraint (which is valid because a > 0 & |a] > 0):

Ocoil + Rew.[Fi + g
b

IQC,..L.D-I.iZ +Reu.pp + >0 3)

We consider the modulo of i; in relation to D by considering their integral division: i =Dl+a
= N > P . . . L. .
where 0 < @ < D.1, @ and A being integral vectors. By introducing these quantities into the previous
equation, we obtain:

Id
Qc,o~ll + Rc,mﬁ}[ +qc

Qc,..L.j +Ree.ph + 5

Qco.L.D7' .0 +

>0 “4)

We define £.(@, i, p)) = [Qc,..L.D_ld’ + M . Let us show that this quantity can only take

a constant, non parametric number of values. First, @ is bounded by constants thus does not cause any
issue. We have 0 < D < b.1. Because the later only appears in the fraction over b and 0< %’ <1, p, does
not cause any issue.

Finally, we have i; € Py. Because P, is the homothetic scaling of a parameterless polyhedron P,
then iE’ € P. Thus, we can bound the maximal and minimal values of k. by constants. Therefore, k. can
only take a constant non parametric number of values, and we have the possibility to create a union of
polyhedra, each one of them corresponding to one different value of f,.(&, i, D).

Let us consider an arbitrary value of f,: k. € [Ik;“i“; k2™ E} Eqgn || becomes:

QcoLA+Reaphy+ke>0 5)

In addition to this constraint, we have the constraints on i;, p; and @. Moreover, because we imposed
an integer value of f,, Equation f.(&@, i;, p;) = k. translates to the following affine constraint:

bke <b.0ca. LD @+ Qpai] + Rew. i + qe < b.lke + 1) (6)

To summarize, the ¢ constraint of (1)) corresponds to the union of Presburger sets obtained for each
value of k,:
Qco.LA+ Rewpph + ke >0
H 27 bk. <b.Q.s.L.D'.3 + QJ.,..Z +Rea. i+ qe < b.(ke + 1)
i[ € 777

ke 2> o - = -
@Ad, V)i, =DA+a@& 0<a&<D.I

Sx e [la;bl] meaning x € [a; b] and x is an integer
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12 looss & Alias & Rajopadhye

when | when |
1=Ny—ip—Jjp 2<Ny—ip—jp

when
2<Np—ip—Jp

-

when |
0=Ny—ip—jp

Ji

when when
O<Np—ip—jp 1=<Np—ip—jp

Figure 4: Stripe coverage of a tile. Given a constraint (e.g. 0 < N —i — j), we have obtain a disjoint union
of polyhedra, each polyhedra covering a stripe of a given tile (as shown on the left part of the figure). By
examining the constraints on the block indices (e.g. 0 < N, — i — jp + k), we deduce that given a tile, if
the stripe k. occurs in this tile, then all the stripes k. > k. also occurs in this tile.

b (P) - .
where k. enumerates all possible values of {Qc,..L.D‘l.Ey’ + Q'”QT’WJ in the interval [|KMi; kMax|],

All that remains in order to obtain the partitioning is to intersect these unions for each constraint
¢ € [I1; Neonste|]. However, it is possible to improve the result, as described below.

(Part 2: Reordeirng constraints) First, let us study the pattern of the constraints of the polyhedra
of the union. Let us call (Blocky,) the constraint on the block indices and (Localy, ) the constraints on the
local indices. We notice some properties among these constraints (Figure F)):

e Each k. covers a different stripe of a tile (whose equations is given by (Localy,)). The union of all
these stripes, for k™" < k. < kM@ forms a partition of the whole tile (by definition of k™" and k™).

o Ifatile i; satisfies the constraint (Blocky, ) for a given k., then the same tile also satisfies (Blocky;)
for every k. > k. (because a > 0 = a + 1 > 0). In other words, if the k.th stripe in a tile is
non-empty, the tile will have all the k. stripes, for every k. > k.

Thus, if a block i; satisfies (Blockymn), then it satisfy all the (Blocky,) for k. > k™" and the whole
rectangular tile is covered by the union 7,(D).

Also, if a block iz satisfies exactly (Blocky,) (i.e., if QCV..L./_l) +Rc.o.pp + ke = 0), then it does not satisfy
the (Blocky,) for k| < k. and we do not have the stripes below k.. Therefore, only the local indices 17
which satisfy (b.k, < b.Q...L.D7'.@ + QC,..Z + R...p1 + q.) are covered by the union 7(D).

Using these observations, we separate the tiles into two categories: those which satisfy (Blockain)
(corresponding to a full tile), and those which satisfy exactly a (Block,) where k™" < k.. (corresponding
to a portion of the tile).

Mathematically, by splitting all of the polyhedra of the union according to the constraints Qc,..L.;l‘ +
Reo.pp + k. = 0, K" < k. < k™, then pasting them together, we obtain the following improved
expression:

QC.L/1+RC.pb+k’”’">O QL.L/1+RL.pb+k—0

; > of bk.<b.Q.o.L.D! a/+ .l+R.7+ .
m 2 ll| TeT, U U i l7| Q. Qceo-li + Reo. P + 4,
O<e<N, ir=DA1+a 0<ad@<D min <, <Jemax e T,
= constr = . s < N - N
b ip=Di+d 0<a&<D.I
Thus, by intersecting all of these unions for each constraint, we obtain the expression of 7,(D). By
distributing the intersection of the union of polyhedra, we obtain a union of disjoint polyhedra. After
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Monoparametric Tiling of Polyhedral Programs 13

eliminating empty polyhedra, the number of obtained disjoint polyhedra is the number of different tile
shapes of the partitioned version of D.

(Part 3: Eliminating A with @) Finally, let us get rid of Aand @ in these constraints. We eliminate 1
by substituting 1 by (D™").D.1 which is equal to D '.(iy - &@). To keep integer values, we introduce § the
smallest common multiplier of the diagonal elements of D, such that §.D~! is an integral matrix. We get:

QcoLA+Reaph+ke=0 & 6.0ce.LA+6Reaph+6k =0
& Qeal(8.D7).DA+6Rcu.ppy+ 6k =0
& QeaL(8.D7V) (i — @) + 6.Rea. Pl + 6k =0

In order to eliminate @, we consider independently each value of &, in order to form a disjoint union
of polyhedra. Notice that each value of @ corresponds to a different kind of tile origins, thus a different
kind of tile shape. The final expression is the following:

N &

0<c<Neonsw §<@<D.T

[ {i;’ Zl Qca.L.(6.D7V).0p +6Reu.h + (8.kmin - Qce.L(6.D71).3) >0 }
ii€7,, ipmod(D.])=&
Qce.L.(8.D7V).ip + 6.Rc0.Ph + (6ke — Qca L(SD7).3) = 0
W i i7| bke < b.0caL.D'.G + Quail + Row-Fi + qe ]
K <<k €Ty, ipmod(D.D)=a

O

The resulting set is an intersection of unions, which will need to be simplified while progressively
eliminating empty polyhedra. For a given constraint, there are as many polyhedra in the union as the
number of valid (@, k_;), which is O(d x m) where d = [[; D;; and m = max(|Qe |, |Re.l, |g.]). After
simplification and removal of empty sets, we obtain in the resulting union of Presburger sets exactly one
set per tile shape.

The above theorem is much simpler in the rectangular case, as the following corollary shows:

Corollary 1 Given a polyhedron D = {7 Q.?+ Rp+qd> 6} with size parameters p , and a rectangular
monoparametric partitioning T, with shape Py, tile or