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Abstract. As part of the ongoing revolution of the way people work
in distributed teams, the need of applications for real-time collaboration
is increasing. Commercial products like Google Docs set the landmark
for modern web-based collaboration. In this work we provide a library
that utilizes the underlying technology, namely Operational Transfor-
mation, to simplify the development of collaborative web applications.
Our library formic features a novel transformation function that enables
simultaneous editing of JSON objects.
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1 Introduction

The Internet has changed the way we work together and collaboration is no
longer restricted to face-to-face meetings. Hence, working in geographically dis-
tributed teams will be the predominant part of our future work life [18]. More-
over, due to the increasing number of internet devices everyone uses, we will
easily become collaborators with ourselves.

The only way to technically realize usable collaborative applications in high
latency networks, like the Internet, is to use a local replica of the application
state on every collaborating device. Hence, users can directly access and update
the local replica on the device without any noticeable latency. All changes are
propagated in the background. Unfortunately, having multiple replicas of the
application state raises fundamental questions in distributed systems research.
Most important is the need of a consistency control mechanism to ensure con-
vergence among replicas [3].

Successful collaborative applications like Google Docs or Etherpad use Op-
erational Transformation (OT) [7] to allow simultaneous editing of shared doc-
uments. We illustrate the mechanics of OT with the following simple text edit-
ing scenario. Two users u; and us maintain their own replica of the character
sequence abc. Both users simultaneously invoke edit operations on their local
replica. The user u; inserts an X at position 0, resulting in Xabc. The user us
deletes the character b at position 1, resulting in ac. A naive interchange of
the invoked edit operations would result in diverging replicas: u; results in Xbc,
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whereas usy results in Xac. In OT, remote operations are transformed based on
previously executed local operations. Hence, u; needs to transform the position
of the remote delete operation to respect the effect of the local insert opera-
tion, i.e. ug’s delete operation on position 1 needs to be transformed to a delete
operation on position 2 to ensure convergence.

In modern web development, single-page applications based on JavaScript
become more and more popular. In frameworks like AngularJS or React es-
sential business logic is executed in the browser at client site, allowing fully
responsive user interfaces, even if the network connection is unstable. The major
challenge for building collaborative web applications is to combine the chosen
web framework with a fitting consistency control mechanism like OT.

Contributions: In this work we contribute to close the gap between the con-
ceptual and formal descriptions of OT systems and real world web development
by providing the missing details of an OT extension that supports simultaneous
editing of JSON objects. Since JSON is the de facto standard data interchange
format of the web, we expect that a combination of JSON with OT encour-
ages the design of more complex collaborative web applications. Ultimately we
present and evaluate a programming library that utilizes provably correct trans-
formations and simplifies the development of collaboration systems.

Related Work: OT has been introduced by Ellis and Gibbs in 1989 [7], followed
by multiple decades of research around the mechanism and very valuable con-
tributions from various groups. Prominent example applications are Google’s
document editing suite Google Docs and the free competitor Etherpad. In re-
cent work, Dang and Ignat showed, that the performance of both systems with
a larger number of collaborators is limited [6]. Hence, our library must be able
to compete with such systems, which we evaluate in section 4.

We have seen notable work outside the academic community that aims to
use OT for the development of new collaborative applications. The JavaScript
library ShareDB [9] offers the OT mechanism with support for various datatypes
such as lists or JSON objects. However, especially the JSON datatype misses a
verification of the necessary transformation property (namely TP1).

Apart from OT, other consistency control systems are interesting for col-
laborative applications, for example Conflict-Free Replicated Data Types [20].
Several benchmarks have been conducted to show the suitability of CRDTs for
document editing [4,1]. In recent work, Nédelec et al introduced a web-based
collaborative editor CRATE that enables collaboration without the need of a
central server [17]. Kleppmann and Beresford presented a very promising JSON
CRDT [15] which has, to the best of our knowledge, not been demonstrated in
a collaborative application. In this work, however, we focus on OT systems and
compare the performance of Google Docs and ShareDB against our library.

An alternative but noteworthy mechanism is Differential Synchronization by
Fraser [8], which is a state based synchronization mechanism based on diffing and
patching. An implementation of Jan Monschke demonstrates the applicability to
JSON documents [16]. So far we have not seen much academic attention to it.
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In earlier research, we presented the conceptual extension of OT to support
operations on JSON objects [14]. In this paper, we deliver the missing imple-
mentation and evaluation.

2 Preliminaries

In general, OT is an operation based consistency control system, i.e. edit op-
erations on the local replicas of the collaborators are propagated through the
network and applied at remote sites. An OT system is composed of a control
algorithm and a transformation function [21]. The control algorithm determines
the operations to be transformed and the transformation order. The transfor-
mation function determines how the operations are transformed to include the
effects of previous operations.

We demonstrate an extract of a transformation function for operations on
lists in listing 1.1, which was initially introduced by Ellis and Gibbs in [2] and
improved by Ressel et al in [8]. We recall the example from the introduction
where w7 inserts a character at position 0 and us simultaneously deletes a char-
acter at position 1. According to line number 2 of Listing 1.1, the position of the
delete operation must be increased by one. In this example, the transformation
of the delete operation ensures convergence among replicas.

Listing 1.1: Pseudo code of the transformation function

function XFORM(insert(i, k1), delete(k2)):
if k1 < k2: return(insert(i, k1), delete(k2 + 1))
if k1 > k2: return(insert(i, k1 - 1), delete(k2))
if k1 == k2: return(insert(i, k1), delete(k2 + 1))

One essential and necessary property of a transformation function is the
Transformation Property 1 (TP1) [19]. In essence, TP1 describes that the trans-
formation function needs to repair the inconsistencies that occur if two operation
instances are applied in different orders, loosely formalized as:

VOl,OQ.XFORM(Ol702) = ( 170/2) = (Oé o 01 = Oll ] 02)

OT Systems are not restricted to operations on linear data structures such
as lists. However, more complex data structures result in more complex transfor-
mation functions, which makes it difficult to prove that TP1 is satisfied. For the
rest of this paper, we focus on operations on JSON objects, because we identified
them to be most relevant for modern web applications.

JSON (JavaScript Object Notation) is a hierarchically structured data in-
terchange format [10]. A JSON object is an unordered set of key/value pairs.
Values can be of primitive type (such as string, number, or boolean) or complex
structures, such as arrays or other objects. An array is an ordered list of values.
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3 formic’s JSON Transformation

Our goal is to provide the necessary mechanics to build collaborative web appli-
cations easier and based on solid formal guarantees. Therefore, we implemented
formic [5], a free software library that features collaboration on list structures,
ordered m-ary trees, and JSON. In this section we report on formic’s architec-
ture and provide the missing details of the transformation of operations on JSON
objects.

Architecture: Our library formic utilizes the Wave OT control algorithm, which
has been introduced by Google [2]. The algorithm provably ensures convergence
among replicas as long as the used transformation function satisfies TP1. Our
library implements the client and the server part of the Wave algorithm. Up-
dates among server and client are sent via WebSockets, i.e. a communication
protocol for bidirectional communication over a single TCP connection. In case
of disconnection, a client can continue to operate offline based on the state of
the local replica. If the client reconnects, all operations are exchanged and the
replicas converge. In contrast to ShareDB and Etherpad, formic is, to the best of
our knowledge, the first free software OT library that supports an offline mode.
In formic, we implemented transformation functions for operations on lists
and n-ary trees that are proven' to satisfy TP1. Moreover, we developed a
transformation function for operations on arbitrary JSON objects.

JSON Transformation: In formic, we introduce a novel transformation func-
tion, which features insert, delete, and replace operations on arbitrary JSON
objects. Since JSON is a hierarchical format, we derive essential parts from the
transformation function on n-ary trees, which is already proven to be TP1-valid.
The major difference is, that the position parameter, which indicates where an
item should be edited, is no longer an access path, i.e. a vector with numeric
parameters. Since a position inside a JSON is identified with a vector of keys
and positions inside an array, the operations must be translated to operations
on trees accordingly. For example, the position parameter of an operation on the
JSON object in Fig. 1, that aims to insert an item at position 0 of the array
with the key "key5", would be translated in the following way:

["key3", "key5", 0] — [2,0,1,0,0]

The complete translation mechanism from a JSON object to an n-ary tree is
documented in the formic repository [5]. The transformation function for replace
operations can be found in the updated version of the technical report in [13].

4 Evaluation

We evaluated the performance of our library by reusing the experiment of Dang
and Ignat [6], which was initially used to explore the performance of Google Docs

! For list operations, we implemented a proof in the theorem prover Isabelle [11]. For
operations on n-ary trees, we refer to our technical report [13].
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Fig. 1: Tree representation of a JSON object [14]

at large scale. In their experiment, real users have been simulated with Selenium,
a widely accepted web-based testing tool. The simulated users are divided into
one Writer, one Reader, and up to 50 Dummy Writers. The Dummy Writers write
random strings to a shared document. The Writer writes a specific string to the
document and the Reader waits until the specific string is present and reports
the delay. Dang and Ignat measured the delay with different numbers of Dum-
myWriters and various type speed (1-8 keystrokes per second). We used a similar
setup to evaluate formic by installing the server and the Selenium users on sev-
eral virtualized machines on our local cluster (16 servers with 2 x Intel Xeon
X5355 (2x4 cores), 32GB Memory).

Note that the original experiment design of Dang and Ignat is based on
simple insertions of characters and strings to an empty document. Hence, no
functionality of a rich text editor is utilized in this experiment. Therefore we
decided to compare the performance measurement of Google Docs in [6] to the
performance of the transformation of list operations in formic. We present the
results in Fig. 2.

In contrast to Google Docs, formic offers the OT mechanism in a way that
web developers can enable simultaneous and collaborative editing of arbitrary
objects, as long as the objects can be serialized into JSON. In order to evaluate
the transformation of operations on JSON objects properly, we decided to com-
pare the performance of formic to ShareDB in an collaborative JSON editing
scenario. For this run, we modified the mentioned experiment design so that the
DummyWriters are now invoking operations to a shared JSON object over a test
website. To ensure comparability, we implemented an identical test website with
formic and ShareDB and installed both systems on the same local cluster. We
present the results in Fig. 3.

Results: In Fig. 2, we show a comparison between the results of Dang and Ignat
and the performance of formic in an identical setup. We see that formic is
able to compete with the performance of Google Docs and even shows a better
performance at large scale. In Fig. 3 we show the comparison between formic
and ShareDB in a JSON editing scenario. We see that ShareDB performs slightly
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(a) Google Docs from [6] (b) formic

Fig. 2: The performance of collaborative editing with one keystroke per second.

better. In contrast to the first experiment, the delay of both systems remains
relatively low and does not exceed 10 seconds.

Discussion: With respect to text editing scenarios, we can confirm the finding of
Dang and Ignat, that the performance of OT in collaborative web applications
is limited at large scale. However, the performance of formic is comparable with
Google Docs. We note that the used local cluster for the evaluation of formic is
relatively old. Hence, we would expect even better results with modern hardware.
Unfortunately, Google provides no insight into the used infrastructure and the
underlying OT implementation and it is therefore difficult to reason about the
performance results of Google Docs.

In the JSON editing scenario, our library performs slightly worse than the
competitor ShareDB. We explain the difference in the performance by the used
optimizations in ShareDB which are not implemented in formic yet. For example,
multiple operations on the local replica can be combined before they are sent to
the server. This reduces the amount of necessary communication and leads to
faster response times. One major bottleneck in formic is the mapping of a JSON
object to an ordered n-ary tree. The mapping enforces a total order in every
layer of the tree, which is technically not necessary for every JSON component.
For example, key/value pairs inside a JSON object do not require ordering,
whereas elements inside an array must be ordered. This issue can be solved by
introducing a more complex data model, which leads, as mentioned in section 2,
to more complex proofs. The most interesting solution would use a combination
of different consistency control systems to best suit the JSON definition, e.g. a
combination of the Observed-Remove Set CRDT [20] and OT.

Ultimately, formic is a considerable tool to develop collaborative web appli-
cations that are able to compete with established collaborative solutions. The
very next step is to improve the accessibility of formic by providing examples
and developer friendly integrations for commonly used web frameworks. As a
first step, we implemented a collaborative Battleship game based on a shared
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Fig. 3: JSON editing with one modification per second.

JSON object and published the source code along with the library [5]. More-
over, we plan to integrate the JSON transformation into a collaborative patient
documentation system [12].

5 Conclusion

With formic, we presented an open-source library that simplifies the development
of web-based collaborative applications by providing a fully working OT system
with implemented transformation functions for operations on lists, trees and
JSON objects. Moreover, formic is composed of tested and verified components.
Especially the used transformation functions are proven to be TP1-valid, which
makes formic an attractive tool to solve the consistency-related challenges in
collaborative applications.

The conducted experiment has demonstrated that our library is able to com-
pete against Google Docs, the most successful collaborative application that
utilizes OT. However, the underlying client-server architecture limits the perfor-
mance at large scale.

Ultimately, the development of collaborative web applications will become
more important in the future. The use of a single service for web-based collab-
oration, such as Google Docs, is highly questionable in terms of privacy and
confidentiality, especially for sensitive data. Therefore, we expect to see more
organizations, which use in-house applications for the collaborative work in dis-
tributed teams. The presented library simplifies the development and enables
the design of collaborative applications that are not restricted to collaborative
text editing, but rather fully flexible due to the JSON transformation. Future
work includes the improvement of the accessibility and the development of more
features, such as undo/redo or move operations.
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