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Abstract. This study investigates the difference between novice and expert 
programmers in memorizing source code. The categorization was based on a 
questionnaire, which measured the self-estimated programming experience. An 
instrument for assessing the ability to memorize source code was developed. Also, 
well-known cognitive tests for measuring working memory capacity and attention 
were used, based on the work of Kellog and Hayes. Forty-two participants 
transcribed items which were hidden initially but could be revealed by the 
participants at will. We recorded all keystrokes, counted the lookups and measured 
the lookup time. The results suggest that experts could memorize more source code 
at once, because they used fewer lookups and less lookup time. By investigating the 
items in more detail, we found that it is possible that experts memorize short source 
codes in semantic entities, whereas novice programmers memorize them line by line. 
Because our experts were significantly better in the performed memory capacity 
tests, our findings must be viewed with caution. Therefore, there is a definite need to 
investigate the correlation between working memory and self-estimated 
programming experience. 

Keywords. Assessment; Object-oriented programming; Working memory; 
Programming experience 

1   Introduction 

The identification and empirical validation of competency structures have been one of 
the core topics in German educational research during the last few years, see [1,2]. 
Fueled in addition by the results of international comparative studies such as PISA1, 
TIMSS and PIRLS2 the German educational system had to undergo a rigorous 
restructuring process [3] from an input oriented and teacher centered system to an 
output oriented and learner centered system. Instead of concentrating on the specific 
content to teach, the focus shifted to the skills and abilities that learners need to solve 
problems in a specific situation. These skills and abilities are typically described with 

                                                        
1 See https://www.oecd.org/pisa/ 
2 See http://timss.bc.edu/ 
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the term competency. A precise definition was given by Weinert and can be found in 
[4]. 

During this shift, a priority programme3 of the German national science 
foundation, the DFG, was initiated. The research areas covered several educational 
fields and ranged from the theoretical derivation of competencies and their gathering 
in competency models up to practical implications for people who work in the 
educational field [5]. The approaches in the numerous sub-projects were the basis for 
our project COMMOOP which deals with the determination and empirical validation 
of competencies from beginners in the area of object-oriented programming (OOP). 
The process of literature-based derivation as well as a first resulting version of the 
competency model is documented in [6]. First assessment results for the competency 
facets of recognizing object-oriented syntax elements in given source code can be 
found in [7]. 

These results already gave first hints, that beginners identify syntax elements based 
on taught code conventions, such as position of elements in the code or upper/lower 
case of letters but not on a semantic level. Based on these results and referring to the 
results of Adelson [8] we assume that programming experts have internalized the 
programming syntax. Hence, we hypothesize that they mentally compile given code 
structures into semantic entities and memorize the working algorithm behind while 
beginners tend to memorize syntactic elements. To confirm this hypothesis, we 
conducted a test where we asked participants to reproduce given code. Furthermore, 
we investigated the influence of the working memory to examine the contributions of 
“natural” memorization abilities. Referring to our competency model, this test 
assesses competency facets Syntax and Semantics from the competency dimension 
Mastering Representation in conjunction with the cognitive process of Remembering. 
In Section 2 we give an overview on the theoretical work on the concept of working 
memory in the field of cognitive psychology as well as research results with similar 
settings. Section 3 includes the description of the test instrument and the items 
included there. A presentation of the results of a first test is given in Section 4, 
followed by a discussion in Section 5 and an outlook for further work in Section 6. 

2   Background and Related Work 

Basic processes such as editing a natural language text may require some cognitive 
systems. For example, Kellog [9] assumed, that specific parts of the working memory 
are used in such processes. Hayes [10] independently proposed a broader model of the 
role of working memory in writing natural language texts, which also shows the 
interaction between an individual and a task environment. He divided the task 
environment into two interacting components – the social environment and the 
physical environment. The individual was categorized into motivation, cognitive 
processes, long-term memory and working memory, which also interact with each 
other. Although programming languages are formal languages, the model gave us an 
indication on which interactions could happen during the process of writing source 
code. Because we used this model as a reference for a transcription task, which only 

                                                        
3 See http://kompetenzmodelle.dipf.de/en/ 
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involved reproducing source code, the task environment and the motivation/affect 
component were not relevant for our study and hence we reduced the model by taking 
only the individual component in account. 

Therefore, we reduced the model, by only considering long-term memory, working 
memory and cognitive processes (see Fig. 1) and translated the components. The 
cognitive process “text interpretation” was translated to “code analyzing” and “text 
production” to “code production”.  Long-term memory components were replaced 
with “OOP knowledge and skills” and “mastering representations” as proposed in our 
competency structure model [6]. Due to our aforementioned interest in code 
reproduction, we were specifically interested in assessing the participant’s working 
memory. Hayes derived the working memory component from Baddeley's and Hitch's 
model [11], which consists of the following four parts: 

1. phonological loop/memory (stores phonological information, such as a 
telephone number, and prevents its decay by continuously refreshing it in 
a rehearsal loop) 

2. visuo-spatial (visual/spatial) sketchpad (stores visual and spatial 
information, such as the arrangement of chairs in a room) 

3. semantic memory/episodic buffer (contains information that combine 
phonological, visual, and spatial information) 

4. central executive (controls the attention and therefore filters unnecessary 
information and coordinates cognitive tasks) 

 

 

Fig.  1. Reduced Hayes-Flower-Model (Source: [10], p.4) 

In the last decades, there have been several studies to show the interaction of these 
components in various contexts. In 1965, de Groot [12] conducted a study with master 
chess players, which proved that they only need five seconds to study a midgame 
board to reproduce it with 90% accuracy. Chase and Simon [13] reproduced the study 
and found that, master chess players memorized attacking and defending formations, 
rather than individual pieces. Thus, they could reproduce the board with a much 
higher accuracy than normal chess players. Adelson [7] used the results of de Groot 
and Chase and Simon to test if this phenomenon occurs in programming related tasks 
as well. In Adelson's experiment novice and expert programmers were shown sixteen 
randomly ordered lines of Polymorphic Programming Language source code, which 
they should remember and later recall. By testing five novices and five experts, 
Adelson found that experts are more likely to remember a higher number of source 
code lines. This study also investigated why experts are more capable of memorizing 
the source code lines. Adelson found, that novice programmers tried to memorize the 
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source code in syntactic categories. Experts, however, tried to memorize it in 
semantic categories. So, Adelson concluded that with more expertise, the categories, 
which are used to remember source code, are getting more complex. 

This paper attempts to combine Adelson's and de Groot's ideas by changing the 
amount of code given at a time. We wanted to find out, if the same behavior as 
described by Adelson occurs, when the subjects get to view the full source code at 
once like de Groot's experiment. Moreover, our purpose was to extend the existing 
research by taking a psychological perspective into regard. We therefore designed a 
study in which the subjects do not only run through programming tasks but also 
through tests from the domain of the cognitive psychology. 

3   Methodology 

In this study, most of the participants were tested using well-known cognitive tests to 
measure the attention ability and working memory capacity. They also transcribed 
natural language texts and source codes to tests if there is a difference between expert 
and novice programmers. The complete test design is described in Section 3.1, 
followed by an explanation on how we constructed the items in Section 3.2 and an 
overview of our participants is given in Section 3.3. 

3.1  Design 

To identify a correlation between the performance in memorizing and reproducing 
source code and programming experience, we proceeded in two steps. 

In the first step, we gathered four well-reviewed cognitive tests to measure the 
attention ability and working memory capacity of the subjects. One of the most 
prominent tools for assessing the visual-spatial sketchpad is the Corsi block-tapping-
test [14]. It is originally executed on a wooden board with blocks on it, but for our 
study we used a computer-based version to better control the experimenter artifact. 
For relating our results with the ones of Brunetti et al. [15], who already developed 
and tested an e-Corsi test in 2014, we took their description as a draft for our 
implementation. For further measuring of the working memory, we used two modules 
of the intelligence structure test I-S-T 2000R [16]. One of them is used to measure the 
ability to memorize verbal expression (capacity of the phonological loop), whereas 
the other focused on figural objects (capacity of the visuo-spatial sketchpad). To 
quantify the attention of the subjects (central executive), we used the d2 test of 
attention [17], which measures the selective and sustained attention and visual 
scanning speed.  

In the second step, we tested the ability to memorize and reproduce source code. 
For that purpose, we asked the subjects to transcribe text. First, the content was 
presented on the left side of the screen and should be transcribed to a text area on the 
right side of the same screen. This was used to calculate the typing speed (keystrokes 
per seconds) of the subjects. Afterwards, the content was hidden but could be revealed 
by the participants on their own demand. To prevent the subjects from cheating by 
taking notes or a picture, the text was only revealed if the keys <CTRL> and <ALT> 
and a mouse button were pressed. A pre-test has shown, that we cannot require a 100 
percent match, because in some cases misspellings or transpositions of two nearby 
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characters were hard to find and have resulted in a much longer time required to 
process an item. Therefore, we used the Levenshtein-distance [18] to determine how 
similar a subject's text and the correct one was. The algorithm calculates the minimum 
distance between two strings. The minimum distance is defined as the smallest 
number of deletions, insertions and reversals that will transform a string A into a 
string B. After another test, we found, that 95 percent similarity (one minus current 
Levenshtein-distance divided by Levenshtein-distance with an empty string) was a 
good threshold. The subjects were informed on the current similarity of their text with 
the correct one, by showing a process indicator above the text area. It changed its 
color to green, when the threshold was reached to indicate that the subject can submit 
his/her work. During each keystroke, we have saved the respective key, the time and 
the Levenshtein-distance. We also saved each period when the hidden text was 
revealed and concealed again. Keeping in mind this format could have been unknown 
to the subjects, we implemented test items for the hidden and for the visible content 
tasks. 

The pre-tests already gave us the hint that both parts of the test (assessment of the 
several parts of the working memory as well as reproducing source code) could 
respectively be finished in about 30 minutes, so that the whole test didn’t take up 
more time than 60 minutes altogether. After these tests were completed, the subjects 
were asked to give further information on their programming experience in a 
questionnaire. Five items were constructed using the results of Siegmund et al. [19], 
who researched the correlation between questionnaires used in other researches and 
performance in solving program-comprehension tasks. They have found that self-
estimation indicates programming experience well. 

3.2  Item construction 

For the hidden content task three groups of three items were constructed. Each group 
contained a source code with a class structure, a source code with an algorithm and a 
natural text. These should be comparable to each other in the dimension of character 
count and complexity. For the items of group 1 see Fig. 2. 

 
public class Haus { 
  private int nummer; 
  private String farbe; 
 
  public void 
   streiche(String farbe) { 
    this.farbe = farbe; 
  } 
} 
 

 Lettland ist ein 
Staat im Osten von 
Europa. Er liegt an 
der Ostsee und 
gehört zu den 
baltischen Staaten. 
Die beiden anderen 
sind Estland und 
Litauen. 

 boolean istVielfaches(int 
    zahl, int vielfaches) { 
  if(vielfaches % zahl == 
        0){ 
     return true; 
  } else { 
     return false; 
  } 
} 

Fig.  2. Item Group 1 

Items of group 2 consists of a class “Datei” composed of two attributes, a 
constructor and a setter, a text about “Lettland” and an algorithm “einruecken” to 
indent a given string by using a symbol. The last group contained an item with a class 
“Vieleck” and a subclass “Dreieck”, a text about “Allerheiligen” and an algorithm 
“istPrimzahl” to test if a number is prime.  Therefore, we calculated the complexity of 
the classes with the weighted class complexity (WCC) by Misra and Adewumi [20]. 
We have chosen this complexity metric, because it uses a cognitive weight for basic 
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control structures to calculate a method complexity (MC), which we used for the 
algorithms. 

The complexity of the texts was calculated by using a readability index, which 
indicates how easy it is to read the text. It should be mentioned, that understanding the 
text is not considered. Because the readability is dependent on the grammar of the 
language, we used special readability indexes for German, namely the Flesh-Reading-
Ease for German (FRE) [21], based on the original Flesh-Reading-Ease [22], which 
calculates the readability in values between 0 and 100 (lower = more difficult to read), 
and the “Wiener-Sachtext-Formel” (WSF) [23], which calculates the readability in 
school years between  4 and 15 (higher = more difficult to read). We took these two, 
because they make slightly different assumptions of what is difficult to read.  By 
respecting both we can argue, that our chosen texts got increasingly more complex to 
read in every aspect. 

These considerations resulted in three groups. The first group contains items with 
the lowest character count and complexity. The last group contains items with the 
highest character count and complexity compared to the others. 

Table 1. Item Groups 

Group Class Text Algorithm 
Chars WCC Chars FRE WSF Chars MC 

Group 1 147 3 149 79 5 146 2 
Group 2 219 5 206 69 8 214 4 
Group 3 237 7 221 49 10 244 8 

 
For the visible content task, we constructed two items, one text and one algorithm, 

which were comparable in character count and complexity to the items of group 3. 

3.3  Participants 

Forty-two students were recruited for this study. Thirty of them studied in a field 
related to computer science and had at least finished an introduction course for object-
oriented programming. Of this group, six had a bachelor’s degree and two a master’s 
degrees. The remaining students studied something unrelated to computer science. 
One third of the sample size were female. 

4   Results 

We have used the recorded keystrokes and lookup times to analyze the difference 
between novice and experts for each item. Therefore, we have divided the group into 
novice and experts by using the median of the sum of the programming experience 
items of the questionnaire. This is allowed, because the internal consistency of the 
five items was excellent (cronbach’s alpha = 0.96). The maximum score possible was 
50, the lowest 5 and the median 29. 
The typing speed and error rate (percentage of <Del> and <Backspace>) of the 
subjects showed no significant correlation with the programming experience. The 
performance of the subjects in the Corsi block-tapping-test did not significantly 
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correlated with our measures. The d2 test only correlated with the last item of our test 
(r = 0.37, p-value = 0.0248). 

4.1  Lookup Count 

We found, that a higher score in the working memory test correlated with the 
difference in lookup count in many of our items (see Table 2). Also, the programming 
experience correlated with all items expect Class2. Therefore, we tested if we could 
find group differences between novice and experts by executing a Mann-Whitney U 
test analysis. We used this test, because our data was not normally distributed which 
we found out by using the Kolmogorow-Smirnow-test. 

Table 2. Correlation between lookup count, working memory and programming experience 
(IST-F = I-S-T 2000R figural, IST-V = I-S-T 2000R verbal, PE = programming experience) 

 Class1 Algo1 Class2 Algo2 Class3 Algo3 
IST-F 0.42* 0.46** 0.13 0.10 0.47** 0.39* 
IST-V 0.47** 0.36* -0.01 0.25 0.48** 0.69*** 
PE 0.52*** 0.73*** 0.28 0.22 0.33* 0.43* 

Note: * p < .05; ** p < .01; *** p < .001 
 
The U test analysis showed, that the difference in lookup count between the normal 

text and the source codes was significantly higher for the novice than for the experts 
in the items of the first group (class: W = 91, p-value = 0.0015, algorithm: W = 61, p-
value = 0.001). The mean lookup count of novices was 2.47 units higher for the class 
item and 3.24 units higher for the algorithm one than for the lookup count of the first 
normal text. Experts had a mean lookup count difference of -0.40 for the class item 
and 0.40 for the algorithm one. The lookup count difference in class item of the third 
group was significantly (W = 104, p-value = 0.045) higher for the novice (4.24) then 
for the experts (2.4). The algorithmic item and second group showed no significance 
(p-values between 0.27 and 0.75) in this regard. 

4.2  Lookup Time 

The programming experience correlated significantly with Class1, Algo1, Class2, 
Algo3. The verbal working memory test only correlated with Class2 and the figural 
working memory test only correlated with Algo3 (see Table 3). 

Table 3. Correlation between lookup time, working memory and programming experience 
(IST-F = I-S-T 2000R figural, IST-V = I-S-T 2000R verbal, PE = programming experience) 

 Class1 Algo1 Class2 Algo2 Class3 Algo3 
IST-F 0.40* 0.43** 0.18 -0.03 0.27 0.38* 
IST-V 0.15 0.20 0.07 0.03 0.11 0.41* 
PE 0.53*** 0.71*** 0.39* 0.24 0.22 0.38* 

Note: * p < .05; ** p < .01; *** p < .001 
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Table 4 shows the results of the U test analysis. There was a significant difference 
between experts and novices regarding the lookup time difference in items Class1, 
Algo1 and Class3. 

Table 4.  U test results. Lookup time difference between experts and novices. 

 Class1 Algo1 Class2 Algo2 Class3 Algo3 
Experts 2.01 3.05 8.64 -7.54 -4.64 -8.58 
Novices -6.30 -7.89 0.30 -12.83 -9.60 -18.50 
W 73*** 55*** 116 140 96* 120 

Note: * p < .05; ** p < .01; *** p < .001 

4.3  Working Memory 

Because general working memory capacity could influence our results, we also tested 
on group difference in regard to the I-S-T 2000R verbal and figural score. Only in 
figural working memory we could find a significant difference (IST-V: W = 132, p-
value = 0.212, IST-F: W = 81, p-value = 0.006), hence our experts had a better 
working memory capacity in this regard. 

5   Discussion 

It was hypothesized that expert programmers would memorize the working algorithm 
or class structure, while novices would tend to memorize syntactic elements. The 
results of this study indicate that this might be true. We have found that the lookup 
count difference between novices and experts was significantly different but only for 
the items of the first group and for the item Class3. A possible explanation for this 
might be that with increasing length and complexity the experts were not able to 
recognize the underlying class structure or algorithm. Therefore, they might have 
needed to memorize the source code line by line as novices needed to do.  

We also found that experts needed fewer lookups for the first class item but more 
lookups for the first algorithm than for the first normal text. An implication of this is 
the possibility that experts remember classes easier than algorithms. This evidence is 
also supported by the U test analysis of the lookup time difference. We have found 
that the lookup time difference between novices and experts was significantly 
different for the same items. It can thus be suggested that expert programmers are 
more familiar with the syntax of the programming language and therefore do not need 
to remember all syntactic elements which leads to less lookup time. It is also notable 
that expert programmers looked at the items of the first less than they looked at the 
normal text. Whereas the class items of the third group was looked at more than the 
normal text. This finding also suggests that experts memorize shorter source codes on 
a semantic level, therefore they needed less lookup time. However, when the source 
codes got increasingly longer and more complex expert programmers might only 
benefit from their familiarity in the syntax of the programming language. Therefore, it 
makes sense that the longest and most complex algorithm showed no difference 
between experts and novices. Hence our results are in line with Adelson’s [8] but a 
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note of caution is due here since our experts had a significantly better working 
memory capacity than our novices. This could have influenced our results. 

6   Conclusion 

This study has identified that expert programmers are better in memorizing source 
code than novices. We also have found that expert programmers performed 
differently when presented long and complex source code than short and less complex 
source codes. These results support the idea that expert programmers memorize 
source code in semantic entities, whereas novice programmers memorize source code 
in syntactical entities as found by Adelson [8]. One source of weakness in this study 
which could have affected our results was the significant difference in working 
memory capacity between novices and experts. This issue of the correlation between 
working memory capacity and programming experience is an intriguing one which 
could be usefully explored in further research. There is, therefore, a definite need for 
conducting a similar study as presented in this paper, when the correlation between 
memory capacity and programming experience is clearer. 

References 

1. Klieme, E., Hartig, J., Rauch, D.: The concept of competence in educational contexts. 
Assessment of competencies in educational contexts. 3-22 (2008) 

2. Koeppen, K., Hartig, J., Klieme, E., Leutner, D.: Current issues in competence modeling 
and assessment. Zeitschrift für Psychologie/Journal of Psychology. 216(2), 61-73 (2008) 

3. Martens, K., Niemann, D.: When do numbers count? The differential impact of the PISA 
rating and ranking on education policy in Germany and the US. German Politics. 22(3), 
314-332 (2013) 

4. Weinert, F.E.: Concept of competence: A conceptual clarification. In Rychen, D., 
Salganik, S., Hersh, L. (eds.) Defining and selecting key competencies. Hogrefe & Huber 
Publishers, Ashland, OH, US (2001) 

5. Leutner, D., Fleischer, J., Grünkorn, J., Klieme, E. (eds.): Competence Assessment in 
Education – Research, Models and Instruments. Springer International Publishing (2017) 

6. Kramer, M.; Hubwieser, P.; Brinda, T.: A Competency Structure Model of Object-
Oriented Programming. In: 2016 International Conference on Learning and Teaching in 
Computing and Engineering (LaTICE). IEEE, 1-8 (2016). 

7. Kramer, M.; Tobinski, D.; Brinda, T.: On the Way to a Test Instrument for Object-
Oriented Programming Competencies. In: Proceedings of the 16th Koli Calling 
International Conference on Computing Education Research. ACM, 145-149 (2016). 

8. Adelson, B.: Problem solving and the development of abstract categories in programming 
languages. Memory & Cognition. 9(4), 422-433 (1981) 

9. Kellog, R.T.: A model of working memory in writing. The cognitive demands of writing: 
processing capacity and working memory in text production. Amsterdam University Press. 
57-71 (1996) 

10. Hayes, J.R.: A new framework for understanding cognition and affect in writing. 
Perspectives on writing: Research, theory, and practice. 6 (1996) 

11. Baddeley, A.D., Hitch, G.: Working memory. The Psychology of Learning and 
Motivation. 8, 47-89 (1974) 

12. de Groot, A.: Thought and Choice in Chess. De Gruyter (2014) 



623 
 

13. Chase, W.G., Simon, H.A.: Perception in chess. Cognitive Psychology. 4(1), 55-81 (1973) 
14. Corsi, P.: Human Memory and the Medial Temporal Region of the Brain. McGill 

University (1972) 
15. Brunetti, R., Gatto, C.D., Delogu, F.: ecorsi: Implementation and testing of the corsi 

block-tapping task for digital tablets. Frontiers in Psychology. 5 (2014) 
16. Beauducel, A.: Intelligence structure test: IST. Hogrefe (2009) 
17. Bates, M.E., Lemay, E.P.: The d2 test of attention: construct validity and extensions in 

scoring techniques. Journal of the International Neuropsychological Society. 10(3), 392-
400 (2004) 

18. Levenshtein, V.: Binary Codes Capable of Correcting Deletions, Insertions and Reversals. 
Soviet Physics Doklady. 10, 707 (1966) 

19. Siegmund, J., Kästner, C., Liebig, J., Apel, S., Hanenberg, S.: Measuring and modeling 
programming experience. Empirical Software Engineering. 19(5), 1299-1334 (2014) 

20. Misra, S., Adewumi, A.: Object-oriented cognitive complexity measures. In Handbook of 
Research on Innovations in Systems and Software Engineering. IGI Global, Hershey, PA 
(2015) 

21. Amstad, T.: Wie verständlich sind unsere Zeitungen? University of Zurich (1978) 
22. Flesch, R.: A new readability yardstick. Journal of Applied Psychology 32(3), 221-233 

(1948) 
23. Bamberger, R.: Lesen - verstehen - lernen - schreiben: die Schwierigkeitsstufen von 

Texten in deutscher Sprache. Jugend und Volk [u.a.]. Wien (1984) 
 
 


	Tomorrow’s Learning: Involving Everyone
	Learning with and about technologies and computing
	Edited by:
	Arthur Tatnall and Mary Webb
	WCCE-2017 Committees
	WCCE-2017 International Program Committee
	Organising Committee
	Table of Contents
	Preface


	Futures of technology for learning and education
	Innovative practices with learning technologies
	Computer Science Education and its Future Focus and Development
	The Dublin Declaration
	Futures of Technology for Learning and Education

	1. Introduction
	2. Framework for analysis
	3. Liberating the learner
	4. Discussion
	5. Developments since 1995
	6. Tomorrow’s learning: ‘involving everyone’
	7. Discussion
	8. Conclusion
	References
	1   Introduction
	2   The Vision within the New Zealand Education System
	3   Challenges to Achieving the Vision
	4   Discussion and Conclusion
	References
	1. Introduction
	2. Methodology
	References
	1   Introduction
	2   Literature Review
	3   Study Design, Method/Methodology
	4   Findings and Discussion
	5   Conclusion
	References
	1.  Introduction and Research Background
	2.  Objectives of the study
	3.  Methodology
	3.1  Context of the Experimental School and Sample
	3.2  The Research Instrument
	3.3  Data analysis

	4.  Results
	4.1  Descriptive measures for pupils’ views and factorial structure of the questionnaire
	4.2  Impact of pupils’ individual characteristics (gender, age, frequency of internet use) on the “internet attitudes” factors

	5.  Discussion and Conclusions
	References
	1. Introduction
	2. Background
	1.1 Aims of the project
	1.2 Games in education

	2. Research and results
	2.1 Development process
	2.2 Results of collaboration

	3. Discussion
	4. Conclusion
	References
	1. Introduction
	2. Methodology
	3. Nature of studies under review
	4. Impact of online game-based learning /gamification on dispositions
	5 Impact of online game-based learning/gamification on cognitive abilities
	6 Impact of online game-based learning/gamification on behaviours
	7 Conclusion
	References
	1. Introduction
	2. Essence of Alternate Reality Gaming
	3. AR Gaming in Higher Education: A discussion on pros and cons
	3.1. The strengths
	3.2. The weaknesses

	4. The Verdict
	References
	1. Introduction
	2. Literature
	3. Methodology
	4. Results
	5. Discussion
	6. Conclusion
	References
	1   National context and challenges
	2   Main innovative characteristics of the e-Fran program
	3   Results from the selection process
	4   The e-Fran program follow-up
	5   Conclusion and future work
	References
	1. Introduction
	2. Literature Review
	2.1 Peer Observation, Peer Learning and Professional Learning Communities
	2.2 Mobile Technologies Enabling Computer Supported Collaborative Learning (CSCL)

	3. Context & Study Design
	4. Results and Discussion
	4.1 PST Perceptions of Mobile Technology Supported peer observation Process
	4.2 PST Focusses of peer feedback

	5. Conclusions and Implications
	References
	1 Introduction
	2   Method
	2.1 Participants and procedure
	2.2 Instruments

	3   Results
	4   Discussion
	References
	1. Introduction: The Domain of VET and Mobile Learning
	2. Methods: Interviews and Qualitative Content Analysis
	3. Results: Expertise of Trainers
	3.1 Tasks and activities
	3.2 Communication and task assignment in the apprenticeship
	3.3 Learning materials
	3.4 Expectations of trainers towards mobile learning

	4. Conclusion and Outlook: Mobile Learning in VET
	4.1 Summary and resulting requirements
	4.2 An approach for a mobile application to support learning tasks in VET and mechanical engineering
	Acknowledgements


	References
	1. Introduction
	2. Current state of research
	2.1 The use of new technologies at school
	2.2 Students and their Computer Literacy
	2.3 The relationship between the use of new technologies and CIL

	3. Research questions
	4. Methodology
	4.1 Sample
	4.2 Instruments and Methods
	Composition of Longitudinal Section. In order to model the longitudinal section, all students who only participated at one time of measurement were excluded from the analyses. The original 119 participants were hence reduced to 105 students that const...
	Tablet use. The use of tablets was assessed in a subject-specific approach for all school subjects. In the following, the frequency of tablet use is reported for the main subjects of German, Mathematics and English. The five-tier response format range...
	Computer Literacy. For the purpose of assessing the students‘ computer literacy, the National Educational Panel Study’s (NEPS) computer literacy test for Grade 9 was used [34]. Due to the fact that a few tasks of the Grade 9 NEPS test were no longer u...


	5. Findings
	5.1 Tablet use
	5.2 Computer Literacy
	5.3 Relationship between computer use and computer literacy – students achievement
	5.4 Relationship between computer use and computer literacy – teacher’s perspective

	6. Discussion and outlook
	References
	1. Introduction
	2.  Research Methodology
	2.1 Research Design
	2.2 Sample and Sampling Procedures
	2.3 Research Instruments
	2.4 Data Collection and Analysis

	3. Results
	3.1 Learner Demographic and Characteristics Information
	3.2 Students Experiences on the Remote Collaborative Course Environment
	3.3 Tools and Methods Used for Remote Collaboration
	3.4 Challenges Encountered in Remote Collaboration
	3.5 Students’ Perceptions’ on Remote Collaboration for Learning  ICT4D Course

	4. Discussion
	5. Conclusion and Future Work
	References
	1. Introduction
	2. Literature Review
	2.1 Array of collaborative software features
	2.2 Google Applications for Work
	2.3 Cloud Computing in Higher Education

	3. Research Design
	3.1 Method
	3.2 Data Analysis

	4. Results
	4.1 Real time collaboration
	4.2 Video Conferencing
	4.3 Technology experience and future plans
	4.4 Apps challenges
	4.5 Conversational analysis
	4.6 Discussion topic: Introducing Connectivism
	4.7 Minutes of a meeting coordinated at Facilitator’s office through Skype video conferencing

	5. Conclusion and future work
	References
	1. Introduction
	1.1 Background and context: Teacher Professional Learning Framework
	1.2 Impact of the Professional Learning Framework
	1.3 Problems of Scalability

	2. Scaling the Model of Professional Learning: MOOC related literature
	2.1 Why a MOOC?
	2.2 Can we recreate deep learning conversations live online?

	3. Design & Development of the 21CLD MOOC
	3.1 Designing opportunities for online deep learning conversations

	4. Conclusion
	References
	1   Introduction
	2   Didactical models and concepts
	2.1 Classical didactical models
	2.2  Set of didactical terms
	2.3  Templates and patterns
	2.4  Integration of a competency model

	3   Ontology
	3.1  Representation of didactical term sets
	3.2  Graphical user interface (GUI)
	3.3 Summary, current status

	4   Outlook
	References
	1. Introduction
	2. Structure of the Proposed Model
	2.1 Framework for Digitally Mature Schools

	3. Methodology
	3.1 Instrument for Measurement of Digital Maturity of Schools
	3.2 Initial Self-evaluation of Schools
	3.3 Initial External Evaluation of Schools

	4. Results
	5. Discussion
	6. Conclusion
	References
	1. Introduction
	2. The Secure Exam Environment (SEE)
	2.1 How do we secure the SEE?
	2.2 How do we ensure the SEE is reliable?
	2.3 How do we maximize the availability of the SEE?
	2.4 How do we protect the privacy of examinees?
	2.5 How do we support flexibility for examinees?

	3. Technical Obstacles and Challenges
	4. Organizational Obstacles and Challenges
	4.1 Organizational challenges before an exam
	4.2 Organizational challenges in the lecture hall
	4.3 Support after an eExam

	5. Experiences with eExams at the AAU and Further Developments
	5.1 (Dis-)Advantages for students
	5.2 (Dis-)Advantages for lecturers
	5.3 Further developments

	6. Conclusion
	References
	1. Introduction
	2. Old, Elderly, or Senior?
	3. Physical activity using motion detection devices
	4. Economic and demography
	5. Problem and objectives
	6. Methodology
	7. Expected outcomes
	Acknowledgments

	References
	Innovative Practices with Learning Technologies

	1 Introduction
	2 Background
	3 Method and Design
	4 Findings
	5  Discussion
	5.1 Task progression
	5.2 Sourcing Images
	5.3 Documentation
	5.4 Managing Digital Storytelling in the Classroom
	5.5 Digital storytelling and literacy

	6  Conclusion
	References
	1. Introduction
	2. Rospino: Design Features
	2.1 Research and Development

	3. Present Research
	3.1 Gender Differences: Beliefs, Expectations and Perceptions
	3.2 Self-efficacy and Gender
	3.3 Perceived Engagement and Gender
	3.4 Video Behavioural Observation

	4. Robotics in Primary Education
	5. Methods
	5.1 Participants
	5.2 Conditions
	5.3 Measures

	6. Research Results
	6.1 Results Regarding Changes in Self-efficacy
	6.2 Results Regarding Perceived Engagement
	6.3 Analysis of Results of Video and Programs

	7. Discussion and Limitations of the Research
	References
	1. Introduction
	2. Background and Literature Review
	3. Design Considerations and Decisions
	4. Evaluation of the Decision Support Tool
	5. Discussion
	6. Conclusion
	References
	1. Introduction
	2. Methods
	3. Results
	3.1 AR in Clinical Skills Education
	3.2 Clinical Augmented Reality Objects in Physical Examination (CAROPE)

	4. Discussion
	5. Conclusion
	References
	1. Introduction
	2. Preferences for accepting a haptic learning resource
	2.1 How the study was performed
	2.2 Different elements considered: gender, prior experiences, and acceptance
	Gender differences were reported in the fields of education including medical related disciplines [18, 19], but hardly found in anatomy learning. In the area of this study, gender differences were insignificant with respect to questions regarding acce...

	2.3 Preferred learning style
	2.4 Course enrolled and preference of haptics
	2.5 Previous 3D experience

	3. Conclusion and Future Direction
	Acknowledgments. We thank the University of Tasmania for a Teaching Development Grant which enabled us to explore this new technology in class. Thanks also go to the teaching team and the students involved in the user tests.

	References
	1. Introduction
	2. Related work
	2.1 Conversational intelligent tutoring systems
	2.2 Interpreting the non-verbal behavior of learners
	2.3 Comprehension classification by automata

	3. Hendrix 2.0
	4. Study: automatic classification of e-learner comprehension during on-screen conversational interactions
	4.1 Participants
	4.2 Method
	4.3 Results and discussion

	5. Conclusions
	6. Future work
	References
	1. Introduction
	2. The Value of Professional Education in Project Management
	3. PRINCE2 Project Management Methodology
	4. Research Study – Longitudinal Case Study
	5. Implications
	6. Conclusion
	References
	1. Introduction
	2. Research design
	3. Teacher-driven learning analytics
	4. Learning analytics in 1:1 environments
	5. Discussion
	6. Conclusion
	References
	1. Introduction
	2. Background
	2.1  Mobile Learning
	2.2  A pedagogical framework for m-learning: iPAC
	2.3 Feature Based Sentiment Analysis

	3. Study Design
	4. Results
	5. Discussion
	6. Conclusion and Future Directions
	References
	1. Introduction
	2. Methodology and Analysis
	2.1 The research interviews
	2.2 Analysis

	3. Findings
	3.1  Emerging Storylines
	Storyline # 1 Reading chemical subscripts
	Storyline # 2 I know … H2O
	Storyline # 3 This is … fun/interesting/easy


	4. Conclusions
	References
	1. Introduction
	2. Methodology
	3. Research setting and empirical data
	4. Analysis of the Data
	Video conferences: lurking, listening and leaving
	Video presentations: snooping and sneaking
	Online discussions in Adobe Connect and/or Moodle: The few
	Evaluation of the session: Lack of engagement

	5. Discussion and conclusion on the research question
	References
	1. Introduction
	2. Literature Review
	3. Methodology
	4. Findings and Discussion
	5. Conclusion
	References
	1. Introduction
	2. Background
	3. The Present Study
	3.1 Interventions (SRSD and SRSD+ICT intervention)
	SRSD model
	SRSD+ICT model


	4. Methodology
	4.1 Participants
	4.2 Writing measures and procedures

	5. Results and discussion
	6. Conclusions and Implications
	References
	1. Introduction
	2. Current study
	2.1 Context
	2.2 Procedure
	2.3 Validating the current study

	3. Data analysis
	4. Results and Discussion
	4.1 Findings
	4.2 Explaining the framework
	4.3 What are the enablers and inhibitors?

	5. Conclusions
	References
	1. Introduction
	2. Qualities of Learning
	3. The Virtual Learning Course
	4. Data Collection Methods
	5. Results
	6. Discussion
	7. Conclusion
	References
	1. Introduction
	2. Perspectives
	2.1  Tools
	2.2  Processes

	3. The Program
	4. The Study
	4.1  Data Sources and Evidence

	5. Results
	5.1  Teacher: Ms. A
	5.2  Teacher 2: Ms. B
	5.3  Cross Case Analysis

	6. Significance and Implications
	References
	1. Introduction
	2. Context
	3. Methodology
	3.1  Participants

	4. Results and Discussion
	4.1  Is there evidence of improved confidence with ICT (TK)?
	4.2  Is there evidence of increased understanding of the pedagogical implications of using ICT (PK)?
	4.3  Is there evidence of increased understanding of the ICT requirements for teachers (CK)?
	4.4  Is there evidence of an increased likelihood of PSTs using digital technology in the future?
	4.5 Other findings

	5. Limitations and Challenges
	6. Conclusion
	References
	1. Introduction
	2. The DIY Concept
	3. Implementation of DIY into Education
	4. A Model of DIYLab Activity
	4.1 Key features of DIYLab activities

	5. Specification of a Research Field
	5.1 Research Methodology
	5.2 Characteristics of student teachers participated in DIYLab activities

	6. Analysis of Some DIYLab Activities Performed by Student Teachers
	6.1 Ways in which the DIYLab activities met the defined requirements
	(1) Collaborative learning
	(2)  Inquiry-based teaching and learning
	(3)  Trans-disciplinary knowledge
	(4)  Autonomous / Self-regulated learning
	(5)  Digital literacy improvement / Digital competence
	(6)  Connection to study programmes / curriculum

	6.2 Examples of DIYLab activities carried out by Bc degree student teachers
	6.3 Examples of DIY activities carried out by MA degree student teachers
	6.4 Examples of DIY activities carried out by pupils and completed in lessons managed by ICT student teachers on school practice

	7. Conclusions
	References
	1.  Background
	2.  Introduction to the study
	3.  Development of the hapTEL Virtual Simulator
	4.  Evolvement of the Teaching and Learning Setting and Workshop Activities
	5.  Discussion and conclusions
	References
	1   Introduction
	2 Related Works
	2.1 Motivation and Short-term Goal
	2.2 Backward Design and Backward Learning
	2.3 Concept Map and Ontology

	3 EduGraph
	4 EduGraph Ontology
	4.1 Relationship Type
	4.2 Upper Ontology of EduGraph Ontology

	5 Tentative Evaluation through Actual Applications
	5.1 Application to “Introduction to Information Technology” in 2015
	5.2  Other Applications and Discussion
	6   Summary and Future Works
	References
	1  Introduction
	2   Literature
	3   Method and Approach
	4   Findings
	5   Discussion
	6   Conclusion
	References
	Computer Science Education and its Future Focus and Development

	1. Introduction
	2. Key challenges and issues
	3. Rationales for Computer Science in the curriculum
	4. The position of Computer Science in the curriculum
	5. Structuring the curriculum
	6. Pedagogical and Assessment challenges
	7. Discussion and conclusions
	References
	1   Introduction
	2   Looking Beyond National Borders
	3   A Very Short History of Digital Education in Austria
	4   Some Findings from a Nationwide Empirical Research
	5   Towards a National Curriculum
	6   Concluding Remarks
	References
	3.1 Industrial Collaborative Research Projects
	3.2  Internal Projects

	1. Introduction and Motivation
	2. Phenomena of the Digital World: Ubiquitous Computing and Internet of Things
	3. Analyzing Social Demands
	3.1 Research Goals and Data Gathering
	3.2 Data Analysis
	3.3 Results and Interpretation

	4. Conclusion
	References
	1. Introduction
	2. Early Computing in Australia
	3. The Beginnings of Computer Science and IS Curricula
	4. Methodology
	5. IS Curricula at Footscray Institute in the 1970s and 1980s
	6. IS Curricula at Western Institute in the late 1980s
	7. Information Systems Curricula at VU from the 1990s – 2000
	8. IS Curriculum at VU from 2000 – the Present
	8.1 The Rise and Fall of Electronic Commerce
	8.2 Enterprise Resource Planning (ERP)
	8.3 Consolidation of Offerings, ‘Fly By Nighters’ and a New Area

	9. Conclusion: What of the Future?
	References
	1. Introduction
	2. Related Research
	3. Research Question and Data Collection
	3.1 Data Validity

	4. Results and Analysis
	4.1 Participants
	4.2 Programming Experience
	4.3 Programming Languages
	4.4 Helpfulness of Experience
	4.5 Origins of Experience

	5. Discussion
	References
	1. Introduction
	2. Structuring Computing Interest
	3. Investigating Interest in Computing
	3.1 Structure of the Questionnaire
	3.2 Data Collection and Evaluation

	4. Results of a First Pilot Study
	4.1 Descriptive Statistics
	4.2 Selected Differences between Groups of Persons

	5. Conclusion and Outlook
	References
	1   Introduction
	2   Overview of the Summer Camp
	2.1 Game Strategies for ChainReaction (blue)
	2.2 Invited Speakers (red)
	2.3 Robotics Session (green)
	2.4 Presentations (yellow)

	3 Survey Results
	3.1  Pre-Survey: Prior Computing Experiences (Social Encouragement/Self Perception)
	3.2  Pre- and Post-Survey: Attitude towards Computing (Self-Perception/Career Perception)
	3.3. Post-Survey: Camp Experience (Academic Exposure/Career Perception)

	4   Conclusion
	References
	1. Introduction
	2. Method
	3. Results and Discussion
	Gender
	Diversity
	Special Educational Needs
	Attainment
	Economic disadvantage

	4. Conclusions
	References
	1. Introduction
	2. Relevant Literatures
	3. Methodologies
	4. Findings
	4.1 The possibility of educational support on computing and informatics
	4.2 Limitations of educational support on computing and informatics

	5. Discussion and conclusion
	References
	1. Media Education and Computer Science
	2. Task Design
	3. Fostering computational thinking
	3.1 Abstraction
	3.2 Algorithms
	3.3  Decomposition
	3.4  Generalisation

	4. Evaluation
	5. Conclusion
	References
	1. Introduction and motivation
	2. Background and related work
	3. Research questions
	3.1 Definitions of constructs

	4. Research method
	4.1 The measurement instrument
	4.2 Planning and implementation

	5. First results
	6. Conclusion
	References
	1. Introduction and Motivation
	1.1 Kelly’s Personal Construct Psychology
	1.2 Related Work and Our Goals

	2. Methodology
	2.1 Origins of the Repertory Grid Technique
	2.2 Modifications of the Technique
	2.3 Analysis and Interpretation of Repertory Grids and the Importance of Explanations during Repertory Grid Interviews
	2.4 Developing the Repertory Grid Interviews for this Particular CSE Study

	3. Results
	3.1 Execution of this Investigation
	3.2 Evaluating the Repertory Grid Interviews
	3.3 A Comparison of the Perceptions of the Internet We Won in this Study and the Results of Other Works

	4. Discussion
	4.1 Advantages of Using the Repertory Grid Method Instead of Other Instruments

	5. Conclusion
	References
	1. Introduction
	2. Data Management from a CS Perspective
	3. Related Work
	4. Teachers’ Content Knowledge and Attitudes
	4.1 Aims
	4.2 Survey Method and Implementation
	4.3 Results and Interpretation

	5. Students’ Knowledge and Experience
	5.1 Aims
	5.2 Survey Method and Implementation
	5.3 Results and Interpretation

	6. Conclusion
	References
	1   Background
	1.1 Defining Procedures in Research Literature
	1.2 Defining Procedures in Scratch

	2   Procedural Abstraction within ScratchMaths
	2.1 SM Pedagogic Strategy for Definitions

	3   Method
	3.1 Analysis
	3.2 Initial Issues and Misconceptions
	3.3 Use of Definitions after SM Intervention

	4   Discussion
	5   Conclusion
	References
	1. Introduction
	2. Literature review
	3. Background information about the project
	4. Method
	4.1  Sample
	4.2  Sources of data

	5. Data and results
	5.1 Curiosity
	5.2  Challenge
	5.3  Collaboration, communication, creativity and critical thinking
	5.4 Computational thinking
	5.5 Coding/programming

	6. Discussion and conclusion
	References
	1. Introduction
	2. Method
	2.1 Programming Workshop
	2.2 Programming Environment: Pyonkee
	2.3 Analytical Sample
	2.4 Analytical Method
	2.5 Focused Situation.
	2.6 Levels
	2.7 Phases

	3. Results
	3.1 Summary
	3.2 Detailed Analysis
	Scene 1: X struggled by herself (Phases 1–6).
	Scene 2: X and Y shared the problem (Phases 7–12).
	Scene 3: X and Y compromised (Phases 13–20).
	Scene 4: Clarified the Goal (Phase 21–27).


	4. Discussion
	5. Conclusion and Future Directions
	References
	1. Introduction
	2. Related research
	3. Computational Analysis and Design Engineered Thinking (CADET) Framework
	4. Operationalisation of Framework to Process
	4.1 Best Practice in Teaching Software Development
	4.2 Best Practice in Software Development Processes

	5. Computational Analysis and Design Engineered Thinking (CADET) Software Development Process
	1. Understand the problem - Using the support tool, learners will be invited to articulate their understanding of either a problem that they have provided or a problem that is provided to them as part of the learning process stage. This articulation o...
	2. Break into tasks - This stage employs decomposition to convert the high-level summary and specification from stage 1 into an intermediate set of constituent tasks and to further refine those tasks into more basic tasks if required. In order to make...

	6. Discussion
	References
	1. Introduction
	2. Background
	2.1 A preliminary case: Swengi - A new interface for a mobile version of a daily newspaper
	2.2 Students
	2.3 Curriculum reform and agile study modules

	3. Research and methods
	4. Results
	4.1 Findings
	4.2 Results of collaboration

	5. Conclusion
	References
	1. Introduction
	2. Related Work
	3. Information Dashboard
	4. Research Method
	4.1  Research questions
	4.2  Education environment descriptions
	4.3  Use of the dashboard and analyzed discourse
	4.4  Coding method

	5. Results
	5.1 Short descriptions of each case
	Case 1: Effects of reordering assignments
	Case 2: Compile error correction time and its improvement
	Case 3: Working time and maximum lines of codes
	Case 4: Characteristics of the assignment and improvement of instruction
	Case 5: Working time outside of classroom
	Case 6: Correlation between several coding metrics
	Case 7: BlockEditor usage of the 2016 year's course

	5.2 Results of qualitative analysis

	6. Discussion
	References
	1   Introduction
	2   Background and Related Work
	3   Methodology
	3.1  Design
	3.2  Item construction
	3.3  Participants

	4   Results
	4.1  Lookup Count
	4.2  Lookup Time
	4.3  Working Memory

	5   Discussion
	6   Conclusion
	References
	1   Introduction
	1.1  Related work
	1.2 Research Questions

	2   Project Structure
	2.1  Research Design
	2.2  Research Instruments

	4   First results
	5  Conclusion
	References
	1. Introduction
	2. Discussion of Organizational Models of Computing Education
	2.1 Integration into Existing Subjects
	2.2 A Separate (Mandatory) Subject for Computing Education
	2.3 School working groups/projects
	2.4 Out-of-school activities

	3. Conclusions
	References
	1 Introduction
	2 Educational Perspectives on the Digital Networked World
	3 Conclusions
	References
	1. Introduction
	2. Communities of practice
	3. NAPOJ Project
	3.1 Goal
	3.2 Framework
	3.3 Some evaluation and results
	3.4 Questionnaires and observations

	4. Conclusion
	References
	1. Introduction
	2. Theoretical Background
	2.1  Computational Thinking/FITness
	2.2  Half-baked microworlds
	2.3  Program Impact Theory

	3.  Methods and Implementation
	4. Outlook and Summary
	References
	1   Introduction
	2   Analysis of the initial position
	3   Preliminary considerations and framework conditions
	3.1  Personnel framework
	Course leader
	Students
	Technical support

	3.2  Situative framework conditions
	Computer room
	Technical conditions

	3.3  Didactic notes on the implementation
	Motivation
	Group composition
	Timeframe


	4   Implementation of the project
	4.1  Concept
	4.2  Teaching and individual support

	5   First conclusion
	References
	The Dublin Declaration

	Introduction
	IFIP TC3 Dublin Declaration
	Tomorrow’s Learning: Involving Everyone

	Background
	The Current and the Future
	Computer Science Education
	Our recommendations are:

	Developing Countries
	Our recommendations are:

	Inclusiveness and Student Engagement
	Our recommendations are:

	Teacher Education and Continuing Professional Development
	Our recommendations are:

	Game-Based Learning and Gamification
	Our recommendations are:

	e-Evaluation
	Our recommendations are:

	In Conclusion

