Some observation settings

Case study: Traversal time learning in connected cars

• Networks:

-Traffic • Infrastructure collects data:

-Is parking space used? -Speed of traffic

• Databases:

-Maps, navigation data -Ride organization (agenda, ride sharing, ...)

Case study: Traversal time learning in connected cars

• Tasks:

-Understand behavior of other traffic users -Understand & maintain car -Determine best route (possibly avoiding congestions) -Find free parking slots -Learn about unusual traffic situations -Update world map -...

Case study: Traversal time learning in connected cars

• Two main problems:

-Learn regularities in the system -Collect real-time information sufficiently quickly

• Learn to commnicate, prioritize, ...

• Here:

-Learn traversal time of road segments -Privacy-friendly Centralized vs. decentralized • Time-dependent:

-Target may drift -Can converge (and predict well) if target moves sufficiently slowly Privacy Case study: Homophillic preferential attachment 

Learning homophillic weights

• Known history (order in which nodes arrive):

-Regression -Given newcomer features, existing node features and edge (1) / noedge (0)

• Undirected graph:

- • Extensions:

-Including degree, patterns, ...

-Becomes quickly more complex

Case study: biological regulatory networks

• Network:

-Nodes: genes -Arcs: regulations

• More activated genes (high expression level) generate more transcription factors that (up or down) regulate other genes.

𝑣 𝑔,𝑡 = 𝑓(𝑣 𝑝𝑎 𝑔,1 ,𝑡-1 , 𝑣 𝑝𝑎 𝑔,2 ,𝑡-1 , … ) where 𝑝𝑎(𝑔, 𝑖) is 𝑖-th parent of gene 𝑔 and 𝑣 𝑔,𝑡 is expression level of gene 𝑔 at time 𝑡.

Adalab

Learning task

• Given:

-Input (experimental setup), output (measurement) pairs

• Learn:

-The network

• structure 𝑝𝑎 • combination functions 𝑓
• Active learning operators:

-Can choose experiment

Biological regulatory networks

• Hardness:

-In principle turing complete (see also DNA computing) -Hence, learning network from (only) input and output is hard.

• Experiments:

-Destructive -May measure output at selected point in time -May modify the network (gene knock out) Biological regulatory networks • Approach:

-Hill climbing through model space Discussion -Generic approaches?

• Several types of settings for time-dependent networks.

-Wide range in learnability

• generic probabilistic model solvers can't (yet) exploit the various structures. How does this map to lifted inference? • Meta-learning from 3 case studies:

-Network regularity (i.e. High network entropy) is important in determining learnability

Discussion -Complexity

• What makes learning from time-dependent large-scale partially-observed graphs hard? • More generic approach?

-Can we automatically understand structure, information flow, ...?

• Tagging: only "TDG" may not be sufficient -Can we isolate frequently recurring (sub)problems?

Questions?

•

  Nodes as observers -Observe/query/inform neighborhood -Limited information about distant nodes -E.g. Node in communication network -E.g. Car in road network • External observer -Overview of graph structure -Only limited observation of local details -E.g. Service provider in communication network -E.g. Government/maintainer monitoring road network Dynamic probabilistic models (large set of) random variables Probabilistic dependencies

-

  No network regularity -Long sequences without good observations (as in (PO)MDPs) (making information flow harder to exploit) -Discrete / non-continuous / combinatorial evolution Conclusions • TD graph is often not fully observable • LS can help to collect sufficient information • Often domain-specific solutions needed Future directions • More in-depth study of learnability -Exploit network regularity?

  Parameterized preferential attachment 𝑃𝐴 𝜃 -Newly arrived node selects neighbors 𝑣 with probability 𝑃𝐴 𝜃(𝑣) 

	Homophilic preferential attachment
	Problem statement
	• We only see the end-result, nobody kept a log
	• Can we still estimate 𝜃 ?
	• Simple case: homophily

• Preferential attachment  powerlaw graphs -Very simple -Very popular -No data • E.g. Social networks • Can we parameterize the generative process to understand better? --Each vertex 𝑣 has feature vector 𝑥 𝑣 ∈ 𝐹 with distribution 𝑝 𝑓 .

-Probability of selecting neighbor 𝑣 for 𝑢 is proportional to σ 𝑖 𝜃 𝑖 𝑥 𝑖 𝑢 𝑥 𝑖 𝑣 .

  𝑝 𝑓 𝑥 𝑝 𝑓 𝑦 σ 𝑖 𝑤 𝑖 𝑥 𝑖 𝑦 𝑖 σ 𝑧∈𝐹 𝑝 𝑓 𝑧 σ 𝑖 𝑤 𝑖 𝑥 𝑖 𝑧 𝑖

	Homophilic preferential attachment
	Solution by minimizing loss
	𝐿 𝑤 • Yes, one can learn from a snapshot
	= -Need 𝑂(𝜖 -2 𝑝 𝑚𝑖𝑛 2 ) examples ቆ𝐸 𝑥,𝑦 -
	𝑥∈𝐹	𝑦∈𝐹
	Can't reconstruct attachment examples directly
	-Probabilistic approach
	-Assume order of node arrivals is random

  Learning programs from input-output pairs is hard -But what if we can also get input-output pairs of programs obtained by deleting lines in the original program?

	• Program induction?

-