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Abstract

In this paper the quadrotor unmanned aerial vehicle (UAV) is studied. Aerodynamic forces and moments
are explained together with aerodynamic coefficients and a complete quadrotor model is illustrated. After that,
feedback control, trajectory generation and proportional integrative derivative (PID) control algorithms are
applied. Notions of controllability, observability and area of attraction are also introduced. It is always very
hard to conciliate aerodynamic science with control theory because of different hypothesis. Thus, the main
focus of this paper is to group them to create a basic guide that lets the reader to understand how quadrotors
work and how to build a first linear control effectively, covering aerodynamics and control background together.
Important remarks are done to the simplifications of aerodynamic coefficients and flight dynamic equations useful
for control theory. Two quadrotor Simulink models are provided together with the article. One is built using
the highly nonlinear aerodynamic coefficients, the other with some simplifying hypothesis. Both of them use
only blocks provided with basic Simulink environment to ensure a better compatibility with most of Simulink
versions, avoiding integrated matlab functions and any other auxiliary toolbox.
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1 Introduction

The presented work is based on quadrotors having the configuration as in Fig. 1. Quadrotors are underactuated
systems with 6 degrees of freedom and 4 controls.
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Figure 1: Quadrotor configuration and reference systems.

The paper outline is as follows. In Section 2 the inertial and body frames are introduced, the quadrotor flight
dynamics and the aerodynamic coefficients are derived. In Section 3 some admissible simplifications are allowed to
make the system easier to study, the control-oriented model is illustrated, notions of controllability, observability
and area of attraction are introduced, then linear feedback state control, PID control and trajectory generation are
explained for a quadrotor respecting its physical constraints. The Section 4 is dedicated to the explanation of the
Simulink quadrotor models, provided together with this paper. Appendices A, B, C conclude the paper.

2 Quadrotor model

2.1 Body and inertial reference systems

A quadrotor is a vehicle that can fly in the airspace. Hence to be properly studied, two different frames must be
considered. The body frame of the quadrotor, and an inertial frame which can be represented by the earth. Forces
acting on the quadrotor are computed in body frame, and than transposed in inertial frame (see Fig. 2) thanks to
the rotation matrix R.
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Figure 2: Quadrotor configuration and reference systems.

Then, 3 elemental rotations are introduced which rotate vectors by an angle ¢ around the = axes, by an angle
around the y axes, by an angle 1 aroundthe z axes, using the right hand rule. The elementary rotation matrices are
defined as



1 0 0 cosf 0 sind costy —siny 0
R,(¢)= |0 cos¢ —sing|, Ry(0)= 0 1 0|, R.(¥)=|sinyy cosyp O
0 sing cos¢ —sinf 0 cosf 0 0 1

R is the final rotational matrix defined as

CypCo  —SyCp + CypSeSy S¢Sy + CySeCe
R=R,(V)Ry(O)Ro(d) = [syco  CyCy + 54505 —CySp + S50Ce |
—Sp CQS¢ CQC¢

where ¢y, = cos(v), sy = sin(¢) and similarly. Then the passage from the earth inertial frame (R;) to the body
frame (R,) is
(X7, = [XT]r,R. (1)

2.2 Flight dynamics

For the Parrot AR Drone 2.0 or similar shape, the rotors gyroscopic effects and inertial counter torques can be
neglected since they are very small. Then the translation dynamics of the drone in the body frame yield

mi+mw X u = Faero + mRTg, (2)

where m is the mass of the UAV, u = [u v w]|? is its linear velocity expressed in body frame, @ = [p ¢ 7|7 is its
angular velocity in body frame, Faero = [Fxacro Fyacro F: Zaem]T is the vector of the external aerodynamic forces in
body frame, g = [0 0 g]T is the gravity acceleration in inertial frame, R is the rotational matrix. The rotational
dynamics of the drone with respect to inertial earth frame are

Ito = —w X Iw + Laero, (3)
where I is the inertia matrix defined as:
I= |1l Iy Iy,
Izw Izy Izz

the UAV, and Taero = [Lacro Maero Naem]T is the external aerodynamic moments in the body frame. The relation
between angular velocities and Euler angles

(ﬁ = p+tanf(gsin¢ + rcos @),
§ = qcos¢—rsing,
; gsin¢g + rcos ¢
=T sl 4
v cos ’ (4)

out the singularity at 6 # 7, which is never reached during flight (it is a reasonable assumption if we don’t want
to reach aggressive maneuvers). Hence the full model is given by the equations (2), (3), (4). The aerodynamic
forces Fxaero, Fyaeros FZaero, moments Lyero, Maero, Naero, and related coefficients are derived below using a
combination of momentum and blade element theory in helicopters.

Aerodynamic forces and moments for each rotor, where subscript j indicates the jt* rotor, are derived as

U; — U
Fx; = —pAR? J__Y Cr w2,
Y T (e T R
Vi — U
FY' = —pAR2 1 < CHW27
’ V0w = w2+ (v =02 0
Fz; = —pAR*Cr;w;,
U; — U
L, = —signw;pAR? J 2 Chrmiw?,
: Y Y L (T T R
vV; — U
M, = —signw;pAR® J el Crmiw?,
’ s VG — )+ (g — vz
N; = —sign wijRSC’ijjz-,



where p is the air density, A is the rotor area, R is the rotor radius, u,,, vy, W, are the wind velocities with respect
to the earth in body frame, Cy; is the hub force coefficient, Cr; is the rotor thrust coefficient, w; is the rotor
angular velocity, C’Qj is the rotor drag moment coefficient, Cgy,; is the rotor rolling moment coefficient. Total
aerodynamic forces are

4 4 4
FXaero:ZFXja FYaero:ZFYja FZaero:ZFZj- (5)
=1

j=1 j=1

Total aerodynamic moments are

|
,M”&

Lae'r‘o = (Lj+FZlej_hFYj)a
j=1
4
Maero == Z(Mj*FZlej+hFXj)a
=1
]4
Nyero = Z(Nj + Fy jlcj — Fx ls;), (6)
j=1

where h is the distance between rotors plane and the center of gravity of the UAV, [ is the arm length, and with

s s

cj:cos(2(j71)+e), sj:sin(Q(jfl)+e),

where in our UAV configuration we have e = 7. Thus, for vectors c¢; and s; we have cosines and sinus of the angles

[ %w, gw, %w]. Linear rotors speed in body frame are computed as a function of the state in body frame

U; P lc; u
v | = |q| x |lsj| + |v
w; r h w

2.3 Aerodynamic coefficients

The blade flapping is modeled as a fictitious hinge spring as in Fig. 3.

)

Figure 3: Fictious spring modeling the blade flapping

With the hypothesis that 3 is small, the equation is
I’I‘/B + w2 (Ir + MbladexgeRz) B =M, — kﬂﬂv

where, w is the rotor angular velocity, I, is the inertia of the blade, x4 R is the position of the CoG of the blade,
Mpiade is the mass of the blade, and M, is the aerodynamic momentum of each element of the blade. Then the
blade flapping equation can be rewritten as

2 1 4 1 4
Zlfg + 3L+ gusinw)ji " <(1 O+ grgucos vty Sinw)) g
1 8 . 2 i 2 4 i b 22 1 i
=-37 90(1+§,usmw+2,u sin ¢)—6tw(g+2usmw+§u sin ¢)—§A—2uA51n1/J )

where 1 is the azimuth angle of the blade. If the transition phase is stable and the blade movement is periodic in
the equation becomes

B = ag + a1 sin1 + by cos 1, (7)



with

6 8

MpladergeR?
1, ’
pacR*

=

2
5()1 = —Zuao - lal <1 + ,U> )

6:

where ¢ is the average length of the blade chord.
The advance ratio indicates the component of the UAV velocity parallel to the rotor disk with respect to the blade

tip speed:
V(W = w)? + (v — vy)?
R|wj| '
The inflow ratio is the ratio between the component of UAV velocity perpendicular to the rotor disk with respect to
the blade tip speed:

pj =

tw Aj
I+ 3u2)% — A+ D)% — 3wy —wy + gle; — pls;

2, /12 + A2 Rlw;]

where o is the rotor solidity ratio, a is the lift curve slope of the blade section, 6y is the angle of attack of the root
profile, 6y, is the twist angle of the blades.

The rolling moment of a propeller exists in forward flight when the advancing blade is producing more lift than the
retreating one and it is the integration over the entire rotor of the lift of each section acting at a given radius. Its
coefficient is:

2
H by M
Crmj = aa( 8J()\ — 90 + Opy) + 16( — ?j))
The thrust is the resultant of the vertical forces actmg on all the blade elements. Its coefficient is:
3 5. 60 Orw A
Cr; =oa((1+ 2%)3 —(1 ‘H@)? - ZJ)

The hub forces is the resultant of the horizontal forces acting on all the blade elements. Its coefficient is:

Cuj=Cup;+Cuij,

Cup: , ; 6,
% - %(ODO + Cpif2) + cDi(%(sefw 80001 + (3%()1 1205415 — 4by)
Qtw 2 :u2 /ij 2
—TG(M b1 4)\j,uj—2b1))+CD2(8a0a1—|—16( —b)+ )\bl)
Cui; 6 Ot
TJ: 4(Ajuj+ bl) 2 (A Ju]+b1)+§(a0+b2) )\ b1+ 2a0a1,

where Cpg is the drag coefficient of the blade section, Cp; is the induced drag coefficient of the blade section.
The drag moment about the rotor shaft is caused by the aerodynamic forces acting on the blade elements, the
horizontal forces acting on the rotor are multiplied by the moment arm and integrated over the rotor. Its coeflicient
is:

CQj = CQPj + CQij’

Cop: 1 1 p? 1wl
UP] = *(CDO +Cpiblg) (1 + 15) — CDi909tw(* FJ) +Cpib}, (5 + 1%) — Cbidj
0o _ Orw 1 ai  3bF. 1 5 o /\? Iz Ajh
X(g_T)—i_CDZ(S( +Z+T)+1—6(a1+b1)+z+gaoa1— 4 bl)
Cq, . 6 0 Nioopl a2 32 1 Nifii
iy _ oy Y0 Pt Ay o2 91 90Ty 2y _ K Wlad
. )\3(6 3 4) 8(% n + 4) 16( + b7) 6a0a1+ 1 b1,



2.4 Rotors dynamics

The rotors are driven by DC-motors, which binds electrical and mechanical quantities. Rotors can be represented as
in Fig. 4, and described by the dynamic system

9

La% =u— Ri— Kwp,
J —d‘;’t’" =Tm — Td
where u is the motor input, R is the motor inertial resistance, L is the motor inductance, K, is the motor constant

corresponding to the back EMF constant, 7, is the motor torque, w,, is the motor angular speed, 74 is the motor
load, J is the motor moment of inertia, ¢ is the current. Considering a small motor with a very low inductance

5"

Figure 4: Rotor model

the given system can be simplified and approximated, then linearized around an operating point wp, and further

identified as: )

G(s) =i

where the time constant b = 0.1 can be found considering Parrot Drones. Time constant slightly varies based on
the considered motor and thus on the considered UAV mass. Precisely, in the Parrot Drones, the time constant is
less than 0.1 for the increasing rotor angular velocities, and it is almost equal to 0.1 for decreasing rotor angular
velocities.

3 Trajectory and Control

3.1 Model simplification

The presented quadrotor model is highly nonlinear and thus it is not compatible to be studied in control theory. A
trade-off should be found between the aerodynamic science (which allows highly nonlinearities to better represent
the real quadrotor behaviour) and the control theory (which allows the system to be as much simple as possible).
Identification results thanks to indoor experiments on Parrot drone at low/moderate velocity, validates the previous
UAV model and allows some simplifications to be accepted:

L4 etw = Oa
e Cp; =0;

L4 >\j = >\stat - %K e Kza )\stat > O;

Z Rlw;|
b CTj = CTstat + Kz%, CTstat > Oa
such models of A\; and Cr; are rather precise in the climbing phase, but less accurate in descent phase, since
the model tends to slightly overestimate the propulsion in the descent phase;

e Cy;=Kpp;, Kp=>0
the UAV drag is modeled as pAR? Y C’ij?, corresponding to the rotors at low UAV speed, otherwise at
higher speed we need to add the body drag effect since it depends on square of velocity. However the constant
Kp is identified with tests considering the whole UAV body and rotors;

e Blade flapping is neglected.



3.2 Control-oriented model
The system can be rewritten in the state-space form
X = f(X, U, d) (8)
where f is expressed in (2), (3), (4) with the simplifying hypothesys. The state vector X is chosen as
L T
X=[x vy z ¢ 9 2 ¢ 0 ¢ p q v,

the control input is
U=U.Uy Uy Uyl

where its relation with the rotor velocities is defined by an invertible matrix

Uz Kf Kf Kf Kf UJ%

Ug o Kfle Kfle Kfle Kfle w% (9)
U¢ o 7KflSj 7KflSj 7KflSj 7KflSj w% ’

Uy Kn  —Kn K, -K,]| |}

with wimin < wj < Wmaw, where Ky = pAR?*Cr 4 and K, = pARB’(%S‘DO + )xsmtaa(%o — %)) In this work,

the control inputs are selected to be proportional to the terms with w?-. Thus, expanding (2) and (3), the other
terms dependent linearly on w; and wind velocities are considered as disturbances. Since we do not know in
advance the wind perturbations, then we cannot use these terms in controls. Such a decomposition of thrust (which
is proportional to w; and wJQ) and selection of disturbances are almost exact in the hover flight, where we have
(p, g, 1) = (9, 0, 9).

Linear rotors velocities in body frame are computed as a function of the state in body frame

U P le; U
v | = |q| x |lsj| + |v
w; r h w

We will call signals, whose influence is compensated by robust abilities of the control, as "disturbances", which
include external inputs (the wind velocities), state components and controls. We have the disturbance d =
[dy,dy,d,dg,dg,dy], where dg, dy, d. are expressed in body frame, explicited as

M=

de = —pARKp (uj — uw) |wjl,

1

<.
Il

S
<

[
(-

—pARKp (vj — vu) |wj,

1

<.
I

—pARK (w; — ww) |w;jl,

QU

83

I
(-

1

<.
Il

oa 0 Asta
(wip ARy — ) T (5 — 2t

IR

d¢: )+|wj|pAR(hKD (’Uj 7'Uw)flKZ (wj—ww)sj)

1

j
. 1
+ sign (w;) ipARKZ (uj — ww) (w; — ww))7

4
oa 0 Asta
dg = Z (wijR2 (vj — V) 7(30 - i by + |lw;|pAR( — hKp (u; — ww) + 1K, (wj — wy) ¢j)

j=1

. 1
+ sign (w;) §pARKZ (v; — vy) (wj — ww)),

4
26
dy :Z <wijR2KZ (w; — wy) (?0 — 2stat) — wj|plARK D ((v; — vw) ¢j — (uj — uy) s;)
j=1
. oCpo 2 2 4 o 2
— sign (wj)pAR( 5 ((uj — ww)” + (v; — vw)?) — EKZ (wj — W) ) :



In earth frame, using (1), the linear dynamics disturbances become

dze :C¢69dz + (61/,59545 — S¢C¢)dy —+ (S¢S¢ + CngC,z))dz
dye =syCody + (8yS9Sp + cyCy)dy + (SySecy — cyse)d.
dye = — 89dy + cospdy + coced,

Under the hypothesis of quasi-hover the system is explicited in compact form as

.j31 = X4

Fa4 = (8¢8y + c¢590¢)%(UZ — dye)
$2 =I5

@5 = (5950Cp — €y 59) 7 (Uz — dye)
Ci?g = X¢

Te =g — (C¢Ce)%(UZ + dze) (10)
T7 = T10

; _ Lpp—1., 1

T10 = T11012 75— + K(Uqb +dy)
I8 = T11

a _ P 1

T11 = TioT12 + E(UG + dp)
Tg = T12

T12 = T10T11 qu;lyy + i(Uw +dy)

3.3 State controllability

The state controllability property of a generic system describes the ability of an external input, such as the control
signal, to move the state of the system from an initial point to a given final point in a finite time.
Let’s consider the LTI system:

X=AX+BU

Y=CX+DU

Then the system is state controllable if the controllability matrix
R=[B AB A?B...A"'B]

has rank n, where n is the dimension of the matrix A. In matlab, the function rank(ctrb(A,B)), gives the rank of
the controllability matrix, which should be equal to the dimension of the matrix A, in our case n = 12.

This concept is useful to be sure that the system can be fully controllable with the given control input. It means for
example that, to control properly the quadrotor system the full control vector must be considered, to control the
attitude sub-system only 3 elements of the control vector can be considered (Uy, Uy, Uy, ), and so on.

3.4 Observability

A system is observable if the behavior of the entire system can be determined from the output. It means that the
values of the state can be reconstructed using the output values generally in the sensors.
Let’s consider again the same system for the controllability, then if the row rank of the following observability matrix

O=[C cA cA*...cA T

is equal to n, then the system is observable.

This is a key concept in estimation algorithms. For example, if we want to estimate the wind velocity using the
quadrotor as wind sensor, the quadrotor must be observable in earth frame using cameras, since the wind estimation
algorithms use information related to the drone velocity with respect to the wind in earth frame. In matlab, the
function rank(obsv(A,C)), gives the rank of the observability matrix, which should be equal to the dimension of the
matrix A, in our case n = 12.



3.5 Area of Attraction

Another key concept in control algorithms, is the Area of Attraction (AoA). The AoA is the area of the state-space
where the state of the system, from any initial point, can reach a final point, called equilibrium point. Any point
initially placed on the unstable equilibrium point, inside this area, will reach the equillibrium point in finite-time
(stability notion) or in infinite time (asymptotical stability notion). The AoA concept is strictly correlated with the
control algorithms, because different controls have different AoAs. For example the linear control, such as PID, have
small AoA around the chosen equilibrium point. Many equilibrium points can be chosen in the state-space and each
of them has a different small local AoA. While the nonlinear controllers, has a larger domain of stability.

For complex controls and with high dimension systems, AoA can be found only empirically in simulations because
of the high computational complexity. However, the AoA of linear controls, such as feedback control in Section 3.7
for the system (8), can be found analytically following the steps (see code in Appendix A):

1. Given the wind dy, = (U, Vw, wy)T, find the equilibrium point (Xg, Up) such that f(Xg, Uy, dy) = 0.
2. Find the matrices A, B.

Given the matrices A, B, find the gain K such that A — B K is Hurwitz.

=~ W

Find P = PT > 0 such that (A — BK)TP + P(A—- BK) < 0.

ot

Find éx such that dV = 2627 Pf(Xq + éx, Uy — Kdz, d,,) < 0.

6. dx is the area in 12 dimensions of the state-space, inside this area the system is stable. We finally found the
Area of Attraction.

7. Repeat the entire process for another chosen wind d,,.

3.6 Physical constraints and trajectory generation

Since UAVs are physical objects, then they are subjected to physical constraints, which correspond to their maximal
linear and angular velocities and accelerations. Consequently, a smooth position trajectory is desired. In literature
many articles are presented to generate desired trajectories admissible to the system dynamics. One method is to
use a third order filter to obtain realistic velocity and acceleration trajectories

Eff: 1
gwp (1—|—7’S)37

where &, is the way-point step reference, & is the filtered signal, 7 is the arbitrary weight to create the desired
smooth trajectory. The reference signal is third order filtered as in Fig. 5, with G1 = 1/(TposTveiTace); G2 =
TposTvel + TaceTvel + TposTaces G3 = Tpos + Tvel + Tace Where Tpos, Tyel, Tace are the three weighted parameters for
position, velocity and acceleration respectively. This method allows to consider the limitations, inside the integrals.
Results are illustrated in Figures 6, 7, 8. Different gains allow to obtain different trajectories.
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Figure 5: Third order filter scheme for trajectory
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Figure 7: Quadrotor filtered velocity

The physical constraints are then chosen as

. . .  Tonin ot .  Toaw ot
Tmin Tmax Tmin = SN Omin Tmax = —p S Omaz
o . _ . . ] T . ] T . .
Umin = | Ymin | » Umaz = |Ymaz | 5 Umin = | Ymin = Tnm sin ¢mzn ) Umaz = | Ymaz = T,;m sin ¢ma:c I
s . . T . e
Zmin Zmax Zmin = T — g Zmax = Tt — 4

respectively for linear velocity and acceleration, where T}, 4, is 90% of the maximal thrust achievable by the UAV to
ensure that we still have some available thrust to proper control the drone in case of safe maneuvers; T;,;, is the
minimal thrust. The reference angles ¢ges, 04es are saturated in an admissible range of @i, Omin minimal values

and @maz, Omar maximal values, to avoid the singularities. Physical constraints for angles and torque controls are
imposed as

¢min (bmax Q:Smin d:)max
Apin = [Omin | v Amaz = |Omaz |5 Qmin = | Omin | 5 Qmaz = | Omaz | 3
"/}min ¢maz 1/.)min ¢ma:v
_ZPAchTstat Sin(ﬁ) (Wznax - ngn) lpAchTstat sin(e) (w?nax - w?nzn)
U 0.pmin = | ~IPAR?Cr 101 c08(€)(Whaw — Winin) |+ Usovmac = | LPAR*Crpar c08(€) (W00 — Winin)
_QpAR3CQ (wgnaz - w?nln) QpAR3CQ (wgnaz - w?nln)

3.7 Feedback state control

The first simplest control is the stabilization of the drone in different operating points (see Appendix B). To this
end, let’s consider the system:

X = f(X,U,d),

11
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Supposing the trim point is (X, Uy, do) (important remark is that the angles depend by the linear quadrotor velocity
and the wind, thus the effect of the wind should be considered while computing the trim point), let denote by 6.X,
0U and dd the deviations from that point of X, U and d, respectively, then:

X=Xo+0X, U=Uy+0U, d=dy+dd.

Expanding the model equations in a truncated Taylor series of first order the following is obtained

0 0 0
X = F(Xo, Uy o) + 55 (Xo, Vo, do)3X + 5L (Xo, U, do)dU + 2 (Xo, Uy, do)id
Denote constant matrices:
0 0 0
A= 8—)];(X0, Uy, dp)0X, B= %(Xo, Uo,do)0U, D = 82 (Xo,Uo,dp)dd, G = F(Xo,Uy,do),

then the linearized equations of the system around the point (Xo, Uy, dp) can be rewritten as follows
6X = ASX + BSU + Déd + G.
To stabilize the quadrotor around the chosen trim condition, a simple feedback state control can be applied
U=KyX+ Ky,

where K stabilizes the UAV against the gravity force. Thus, if the system is chosen to be stabilized around
stationary case (but any desired operating point can be chosen), the control gain can be computed as

Ki=[-%& 00 0,

where by = pAR?>Cpgq is the term proportional to the control U, = —mg in Z dynamics for the stationary flight.
To find Ky the closed-loop system must be analyzed

X = (A+BKy)X +BEK, +G
Y= X

It means to find Ky such that the eigenvalues are at the desired location in the roots graph. Hence, this linear system
is stable if and only if the eigenvalues of A + B K are either real and negative or else complex with non-positive
real part, and it is asymptotically stable if the complex eigenvalues of A + B Kj have strictly negative real part.
Since the system is fully controllable the gain can be tuned using the Matlab function place.

3.8 PID control

An enhanced version of the previous feedback state control is the PID. While the feedback state allows only the
proportional term, the PID can provide better stability using the integrative and the derivative terms too. The

12



proposed PID is valid for linearized system around hover flights, so under the following hypothesis:
Uz = —mg,
cosp =1, cosf =1, sing=¢, sinf =49,
¢=p, O0=gq, ¢=r
Pdes = Qdes = Tdes = 0.
Since the z, y cannot be directly controlled, then auxiliary controls U, U, are added, which will be used to find the
controlled angles. Position controller is structured as
U, :KPx(xdes - LE) + Kig /(Ides - 93) + KDm(ides - .CC) + ides»
Uy :KPy(ydcs - y) + Kly /(ydes - y) + KDy(ydes - y) + ydes»
Uz =g — KPZ(Zdes - Z) + KIZ /(Zdes - Z) + KDZ('édes - Z) + 2(1857

where Kp;, Ky;, Kp; for i = x, y, z are the tuning parameters for proportional, integrative and derivative terms.
Attitude controller is structured as

Up =Ips (KP¢>(¢C —¢)+ Krg /(¢c —¢) — KD¢p) ;
UG :Iyy (KPG(QC - 9) + KIG /(65 - 6) - KD@q) )
Ud; :Izz <KPw(1l)des - 7/}) + KIz/; /(wdes - 1/)) - KDwT) )

where Kp;, Kr;, Kp; for i = ¢, 6, ¢ are the tuning parameters. The controlled angles ¢., 6. are derived from
Uz, Uy, and using the desired value of ¢4e

e

1
- 5 (U’I' sin wdes - Uy COS 7/’des> 5

Oc

1
- 5 (UT COS wdes + Uy sin 7/}des) .

The generic scheme of hierarchical control algorithm presented above is given in Fig. 9. The attitude control loop
usually works 10 times faster than the position control loop.

INPUT: system state

»POSITION
control

Ux,)¢

INPUT: x,y,z,¥ des >Trajectory Angles OUTPUT: Uz,0,6¥
filtrage desired

®, 0 dei

—PATTITUDE
control

Y filtered des

Figure 9: Hierachical control
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4 Simulink models

Two quadrotor models are implemented:
e A nonlinear model which includes all the nonlinear aerodynamic coefficients (called complex);
e A nonlinear model which includes the identification in Section 3.1 (called simple).

The best strategy to work with these models is to use at first the simple one, which is more suitable to be studied
for control and estimation techniques, then validate the algorithms with the complex model, checking the differences
due to the neglected nonlinear terms. Their peculiarities are that:

e Only basic simulink blocks are used, avoid the necessity of interpreted or external matlab functions, allowing
better compatibility with most of simulink versions. In particular the used blocks are: Constant, Mux, Demux,
Gain, Integrator, In, Out, Product, Terminator, Switch, Compare To Constant, Relational Operator, Logical
Operator, Abs, Add, Divide, Math Function, Product of Elements, Sqrt, Subtract, Sum of Elements, Unary
Minus, Unit Delay (it is only used in the complex model), Trigonometric Function, Subsystem, While Iterator
Subsystem (it is only used in the complex model), From, Goto, Stop Simulation, To Workspace, Cross vector.

e Auxiliary matlab/simulink toolbox, such as the purchasable Aerospace toolbox provided by Simulink, is not
needed except of the basic simulink package;

e They are based on a detailed model ensuring a good quality simulator close to the reality;

e They are fully configurable changing the parameter values, allowing to study any kind of quadrotor having the
shape similar to the commercial Parrot AR 2.0 Drone;

e The complex model can recognize the vortex ring state and stop the simulation accordingly. When the variable
"test", in matlab workspace, is equal to 1.

Input and Output of the model are defined as (see Figures 12, 13):

e Input
— Rotors velocity: One vector of angular velocities expressed in rad/s, where the 4 rotors are indicated
with their signs according to the velocity direction, ex: +, —, + —;
— Wind: One vector of the wind velocity expressed in earth frame of the 3 components in z, y, z axes in
m/s.
e QOutput

— State: One vector of 12 components of the state of the system. In order: 3 linear velocities in earth frame
expressed in m/s, 3 angular velocities expressed in rad/s, 3 angles expressed in rad, 3 position expressed
in m.

Aerodynamic coefficients, forces, moments and flight dynamics are illustrated in the schemes in Figures 14, 15.
The following parameter values can be changed to simulate quadrotors with different shapes and in different
environment conditions using the higly nonlinear coefficients (see Fig. 16):

e Environment:

— Gravity acceleration;

— Air density.

e Quadrotor body:

Mass of the drone;

Moment of Inertia on x axes;

Moment of Inertia on y axes;

Moment of Inertia on x-z axes;

— Angle € (see Fig. 1);
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— Arm length;

— Distance between the center of gravity of the drone and the rotors plane.
e Rotors:

— Angle of attack of the blade at the root profile;
— Twist of the blade;

— Rotor radius;

— Lift curve slope of the blade section;

— Blades number;

— main chord length of the blades;

— Drag coefficient of the blade section;

— Induced drag coeflicient of the blade section.

e Blade flapping equation (see (7)):

Position of the spring (e);

Center of gravity of the blade;
Mass of the blade;
Inertia of the blade.

e Auxiliary parameter to solve the A equation:

— Maximum number of allowed iterations to solve the nonlinear A\ equation, after that the system is in
unstable position and automatically blocks the simulation: It means we are in vortex ring state.

e UAYV initial conditions:

Initial linear velocity in earth frame;

Initial position in earth frame;

Initial angular velocity;

Initial angles.

The following parameter values can be changed to simulate quadrotors with different shapes and in different
environment conditions using the simplifying hypothesis based on identification in Section 3.1 (see Fig. 17):

e Environment:

— Gravity acceleration;

— Air density.

e Quadrotor body:

Mass of the drone;

Moment of Inertia on x axes;

Moment of Inertia on y axes;

Angle € (see Fig. 1);

Arm length;

— Distance between the center of gravity of the drone and the rotors plane.
e Rotors:

— Angle of attack of the blade at the root profile;
— Rotor radius;

— Lift curve slope of the blade section;
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Blades number;

— Main chord length of the blades;
— Rotors drag coefficient (Kp);

— Rotors thrust coefficient (K,);

Rotors thrust coefficient in stationary phase (Crstat)-

e UAYV initial conditions:

Initial linear velocity in earth frame;

Initial position in earth frame;

— Initial angular velocity;

— Initial angles.
An auxiliary rotor model is also provided with a configurable mask, which allows to transform the control input
to the rotors velocity taking into account the rotor transfer function. Simulink blocks used are: Constant, Sqrt,

Product, Divide, Abs, Gain, Discrete-Time Integrator, In, Out, Sum. Input and Output of the model are defined as
(see Fig. 18):

e Input:
— control: vector of 4 components (U, Uy, Uy, Uy)
e QOutput:
— omega: vector of 4 components. Rotors angular velocity in rad/s.

The following parameter values can be changed to simulate rotors with different shapes and in different environment
conditions using the mixer matrix (9) (see Fig. 19):

e Rotor transfer function:

— Denominator;
— Numerator;

— Rotor angular velocity in hover phase.
e Mixer Matrix:

— Air density;

— Rotor radius;

— Rotor thrust coefficient in hover flight (Crsiar);

— Drag coefficient of the blade section;

— Angle of attack at the root profile of the blade section;
— Rotors position (e, see Fig. 1);

— Blades number;

— Main chord length of the blade section;

— Drone arm length.
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A Area of Attraction in matlab

%$Area of Attraction
syms omegal_2 omega2_2 omega3_2 omegad4_2 U v w p g r phi theta psi tl t2 t3 td4 t5 t6 ax

P = sdpvar(9,9);
matrix=-double (vpa (subs (de2bi (0:511),0,-1)))";

A = sdpvar(l);

%choose initial conditions

x0=[0;0;0;0;0;0;0;0;0]; %change only the first three components if we are in different operating point

wind=[1;2;3]; %change wind value to check the AoA of a wind range: 3 cycles for

uu=[t3; t4; t5; to];
xx=[x0(1); x0(2); x0(3); x0(4); x0(5); x0(6); tl; t2; x0(9)1;

%$System equations-——-------"---"-"-""""""""""""""""""""

u=uu;
X=XX;

mu=sqrt ((x (1) -wind (1)) "2+ (x(2)-wind(2))"2) ./ (R.*abs (sgrt (u)));
%scoeff drag

CH=Kd. »mu;

%coeff trust

CT=CTstat+K_CTx (x(3)-wind(3)) ./ (R.*abs (sgrt(u)));

%$inflow ratio

lambda=4. (-CT./ (sigma*a)+theta_0/6);

%coeff rolling moment
CRm=sigmax*a.* ((mu./8) .x (lambda-(4/3) xtheta_0));

%coeff torque

CQi=sigma.*a.*lambda.* (theta_0/6-lambda./4);

CQp=sigma./8.% (CD_0+CD_1ix*theta_0"2) .x (1l+mu.*mu)-CD_1i.* (lambda.*theta_0/3-lambda.x*lambda./4);

CQ=CQi+CQp;
%$sin and cos
seno=[sin(epsilon); sin(pi/2+epsilon); sin(pi+epsilon); sin(3xpi/2+epsilon)];
coseno=[cos (epsilon); cos(pi/2+epsilon); cos(pitepsilon); cos(3xpi/2+epsilon)];
%aerodynamic forces and momentum
%avoid singularity
if (x(1)-wind (1)) "2+ (x(2)-wind(2)) *2==0
Fxj=0.%[1;1;1;11;
Fyj=0.*[1;1;1;11;
Fzj=-rho.xA.xR"2.xu.xCT;
=0.x[1;1;1;1];
Mj=0.*[1;1;1;171;
Nj=[1;-1;1;-1].xrho.*A.*R"3.xCQ.*u;
else
FxJj=-rho.*A.*R"2.% ((x (1) -wind (1)) /sqgrt ((x(1)-wind (1)) "2+ (x(2)-wind(2))"2)) .*CH.~*u;
Fyj=-rho.*A.*R"2.x ((x(2)-wind(2)) /sgrt ((x(1)-wind (1)) "2+ (x(2)-wind (2))"2)) .*CH.x*u;
Fzj=-rho.xA.xR"2.xu.xCT;
Lj—[l'fl'l'fl].*rho.*A.*RA3.*((x(l)fwind(l))/sqrt((X(l)fwind(l))A2+(x(2)fwind(2))A2))
=[1 1;-11.xrho.*A.*R"3.% ((x(2)-wind(2)) /sqgrt ((x(2)-wind (2)) "2+ (x(2) -wind (2)) "2))
=[1 1 1;-1].*rho.*xA.xR"3.xCQ.*u;
end
%aeroynamics
F=[sum(Fx]J);sum(Fyj);sum(FzJj)];
J=[sum(Lj) -h*sum(Fyj)+lxsum(Fzj.*seno); ...
sum (Mj) +hxsum (Fxj) -1lxsum(Fzj.*coseno); ...
sum(Nj) +1lxsum(Fyj.*xcoseno) —l«sum(FxJj.*seno)];
%$dynamic equations
f1=F (1) /m—g*sin (x(8) )+ (x(3)*x(5)-x(6)*x(2));
f2=F (2) /m+cos (x(8)) *sin(x (7)) xg—(x(6) *x (1) -x(3)*x(4));
£3=F (3) /mtcos (x(8)) *cos (x (7)) *g— (x(3) *x (2) -x (5) *x (2) ) ;
£4=J(1) /Ixx-x(5)*x(6) *x (Izz-1yy) /Ixx;
£5=J(2) /Iyy—-x(4)*x(6)* (Ixx-Izz) /Iyy;
£6=3(3)/Izz-x(4)*x(5) » (Iyy-1Ixx)/Izz;
f7=x(4)+tan (x(8)) * (x(5) *sin(x(7))+x(6) xcos(x(7)));
£8=x(5) xcos (x (7)) -x(6)*sin(x(7));
f9=(x(5) *sin(x (7)) +x(6) xcos (x(7)))/cos(x(8));
FU=[f1l;f2;£f3;f4;£f5;f6;£f7;£8;£f9];

5
4
4
8
7
(
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69 %Swind effect
70 t0=[0 0 363.666%2 363.666"2 363.666"2 363.666"2];
71 t = fsolve(@(tt) fcn_change(tt,FU,tl,t2,t3,t4,t5,t6),t0);

75 $System equations————————— - —
76 u=[omegal_2;omega2_2;omegald_2;omegad_2];

77 x=[U,v,w,p,q,r,phi,theta,psi];

78 mu=sqrt ((x(1l)-wind (1)) "2+ (x(2)-wind(2))"2) ./ (R.*abs (sgrt (u)));

79 %Scoeff drag

80 CH=Kd.*mu;

81 %coeff trust

82 CT=CTstat+K_CTx (x(3)-wind(3)) ./ (R.*abs (sqgrt(u)));

83 %$inflow ratio

84 lambda=4.* (-CT./ (sigmax*a)+theta_0/6);

85 %$coeff rolling moment

86 CRm=sigmax*a.x ((mu./8) . (lambda-(4/3)+theta_0));

87 %coeff torque

88 CQi=sigma.=*a.*lambda.* (theta_0/6-lambda./4);

89 CQp=sigma./8.* (CD_O0+CD_ixtheta_072) . (l+mu.mu)~-CD_i.« (lambda.+theta_0/3-lambda.*lambda./4);
90 CQ=CQi+CQp;

91 %$sin and cos

92 seno=[sin(epsilon); sin(pi/2+epsilon); sin(pitepsilon); sin(3*pi/2+epsilon)];
93 coseno=[cos (epsilon); cos(pi/2+epsilon); cos(pi+epsilon); cos(3*pi/2+epsilon)];
94 %aerodynamic forces and momentum

95 %avoid singularity

96 Fxj=-rho.*A.*R"2.x ((x(1)-wind (1)) /sgrt ((x(1)-wind (1)) "2+ (x(2)-wind(2))"2)) .*CH.x*u;

97 Fyj=-rho.*A.*R"2.x ((x(2)-wind(2)) /sgrt ((x(1)-wind (1)) "2+ (x(2) -wind (2))"2)) .*CH.x*u;

98 Fzj=-rho.*A.*R"2.%u.xCT;

99 Lj=[1;-1;1;-1].*rho.*A.*R"3.*x ((x(1)-wind (1)) /sgrt ((x(1)-wind (1)) "2+ (x(2)-wind (2))"2)) .*CRm. xu;
100 Mj=[1;-1;1;-1].xrho.*A.*R"3.% ((x(2)-wind(2)) /sqgrt ((x(2)-wind(2)) "2+ (x(2)-wind(2))"2)) .*CRm. »u;
101 Nj=[1;-1;1;-1].xrho.*A.*R"3.%CQ.x*u;

102 %aeroynamics

103 F=[sum(FxJj);sum(Fyj);sum(Fzj)];

104 J=[sum(L]j)-h*sum(Fyj)+l+sum(Fzj.+xseno);...

105 sum (Mj) +hxsum (Fxj) -1lxsum(Fzj.*coseno); ...

106 sum(Nj)+1lxsum(FyJj.* coseno)-lxsum(Fx7j.*seno) ];

107 %dynamic equations

108 f1=F (1) /m-g*sin(x(8))+(x(3)*x(5)-x(6)*x(2));

100 f2=F (2) /m+cos (x(8))*sin(x(7))*g—(x(6)*x(1)-x(3)*x(4));
110 £3=F (3) /mt+cos (x(8))*cos (x(7))*g—(x(3)*x(2)-x(5)*x(2));
111 £4=J(1) /Ixx-x(5) *x(6) x (Izz-1yy)/Ixx;

112 £5=J(2) /Iyy—-x(4) »x (6) x (Ixx-Izz)/Iyy;

113 £6=J(3)/Izz-x(4)*x(5) x (Iyy-Ixx)/Izz;

114 f7=x(4)+tan(x(8))* (x(5)*sin(x(7))+x(6)*cos(x(7)));

(7
x(

)
)
)
))
115 £8=x(5) xcos (x(7))-x(6)*sin(x(7));
7))

116 f9=(x(5)*sin( +x(6) *cos (x(7)))/cos(x(8));
117 T T
118

119 %$linear system matrices

120 AM = jacobian([fl, £2, £3, f4, £5, £6, £7, £8, £9], [x(1), x(2), x(3), x(4), x(5), x(6), x(7),
x(8), x(9)1);

121 BM = jacobian([fl, f2, £3, f4, £5, fe6, £7, £8, £91, [u(l), u(2), u(3), u(4)l);

123 %$to calculate jacobian
124 U=x0(1);v=x0(2);w=x0(3);p=x0(4);g=x0(5) ; r=x0(6) ; phi=t (1) ;theta=t (2) ;psi=x0(9);
125 omegal_2=t (3);omega2_2=t (4) ;omegal3_2=t (5);omegad_2=t (6);

127 BM=eval (BM) ;
128 AM=eval (AM) ;

130 %gain control
131 eigenvalues=[-1, -2, -3, -4, -5, -6, -7, -8, -9];
132 K=place (AM, BM, eigenvalues) ;

133
134 %$find P and optimize Linear system

135 epsilon = le-3;

136 G = [P > epsilonxeye(9) , (AM-BMxK) '%xP+P* (AM-BM«*K)< -epsilonxeye(9)];

137 optimize (G, [], sdpsettings ('solver', 'sdpt3'));
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139 %$find A and optimize NonLinear system
140 for 1i=1:512

141 Aax=matrix (:,1ii) .*a;
142 %$NonLinear System F (x0+ax,u0-Kax,d)

143 SSystem equations—————— oo
144 u=[t(3);t(4);t(5);t(6)]-Krxax;

145 x=[x0(1);x0(2);x0(3);x0(4);x0(5);x0(6);t(1l);t(2);x0(9)]+ax;

146 mu=sqrt ((x (1) -wind (1)) "2+ (x(2)-wind(2))"2)./(R.*xabs (sqgrt(u)));

147 Scoeff drag

148 CH=Kd.*mu;

149 %coeff trust

150 CT=CTstat+K_CTx* (x(3)-wind(3)) ./ (R.*abs(sqgrt (u)));

151 %inflow ratio

152 lambda=4.x (-CT./ (sigmaxa)+theta_0/6);

153 %coeff rolling moment

154 CRm=sigmaxa.x ((mu./8) . (lambda-(4/3)*theta_0)

155 %coeff torque

156 CQi=sigma.=*a.xlambda.* (theta_0/6-lambda./4)

157 CQp=sigma./8.x (CD_0+CD_ixtheta_072) .* (1+mu.+*mu)-CD_1i.* (lambda.+theta_0/3-lambda.xlambda./4);
158 CQ=CQi+CQp;

159 %$sin and cos

160 seno=[sin(epsilon); sin(pi/2+epsilon); sin(pi+epsilon); sin(3*pi/2+epsilon)];
161 coseno=[cos (epsilon); cos (pi/2+epsilon); cos(pi+epsilon); cos(3*pi/2+epsilon)];
162 %aerodynamic forces and momentum

163 %avoid singularity

164 Fxj=-rho.*A.*R"2.x ((x(1)-wind (1)) /sgrt ((x(1)-wind (1)) "2+ (x(2)-wind(2))"2)) .*CH.x*u;

165 Fyj=-rho.*A.*R"2.x ((x(2)-wind (2)) /sqgrt ((x (1) -wind (1)) "2+ (x(2)-wind(2))"2)) .*CH.~*u;

166 Fzj=-rho.*A.*R"2.%u.xCT;

167 Lj=[1;-1;1;-1].* rho.*A.*R*"3.x ((x(1)-wind (1)) /sqgrt ((x(1)-wind (1)) "2+ (x(2)-wind(2))"2)) .*CRm. *u;
168 Mj=[1;-1;1;-1].xrho.*A.*R"3.% ((x(2)-wind(2)) /sgrt ((x(2)-wind (2)) "2+ (x(2)-wind (2))"2)) .*CRm. xu;
169 Nj=[1;-1;1;-1].xrho.*A.*R"3.%CQ.x*u;

170 %aeroynamics

171 F=[sum(FxJj);sum(Fyj);sum(Fzj)];

172 J=[sum(Lj)-h*sum(Fyj)+1l+«sum(Fzj.*seno); ...

173 sum (Mj) +hxsum (Fxj) -1lxsum(Fzj.*coseno); ...

174 sum(Nj)+1lxsum(Fyj.*coseno)-lxsum(Fxj.*seno) ];

175 S$dynamic equations

176 £1=F (1) /m—-g*sin (x(8) )+ (x(3)*x(5)-x(6)*x(2));

177 £2=F (2) /m+cos (x(8) ) *sin(x (7)) *g—(x(6) *x (1) -x(3)*x(4));
178 £3=F (3) /m+cos (x(8) ) *cos (x (7)) *xg—(x(3) *x(2)-x(5)*x(2));
179 £4=J(1) /Ixx-x(5)*x(6)* (Izz-Iyy)/Ixx;

180 £5=J(2) /Iyy—-x(4)*x(6)* (Ixx-Izz)/Iyy;

181 £6=J(3)/Izz-x(4)*x(5) x (Iyy-Ixx)/Izz;

182 f7=x(4)+tan(x(8))* (x(5)*sin(x(7))+x(6)*cos(x(7)));

183 £8=x(5)*xcos (x(7))-x(6)*sin(x(7));

184 f9=(x(5)*sin(x(7))+x(6)*cos(x(7)))/cos(x(8));

185 F=[fl;f2;£3;f4;£5;f6;£7;£8;£9];

186 T
187 L = [ax>epsilon*ones(9,1), 2.xax'*PxF<-epsilonxones(9,1)];

188 optimize (L, [],sdpsettings ('solver', "sdpt3'));

189

190 %A value for each iteration: first element of each column

191 A_value (ii)=abs (ax (1)) ;

192 end

193

194 S%$radius of the AoA: minimum of a vector which has 512 elements
195 AOA_radius=min (a_value);

B Feedback control in simulink/matlab

function [K_u_x] = fun_wind_effect (vector)
syms omegal_2 omega2_2 omegal3_2 omega4_2 U0 vO0 wO pO0 g0 r0 phi0 thetalO psi0O tl t2 t3 t4 t5 t6

%aerodynamic coefficient values
chord=0.0175;

bladesnumber=2;

CTstat=0.0223;

h=-0.0250;
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Figure 10: Overall simulink scheme of the feedback control
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9 Ixx=3.56e-3;

10 Iyy=4.02e-3;

11 Izz=7.12e-3;

12 m=0.4720;

13 rho=1.2500;

14 R=0.1;

15 A=3.1416%R"2;

16 sigma=(bladesnumber*chord)/ (3.1416%R);
17 theta_0=23.9;

18 1=0.185;

19 a=4.6542;

20 epsilon=-3.1416/2;
21 Kd=0.06;

22 CD_0=2.15;

23 CD_1i=0;

24 g=9.81;
25 K_CT=0.09;
26

27 wind=vector (1:3);

28 x0=vector(4:12);

29

30 uu=[t3; t4; t5; te];

31 xx=[x0(1); x0(2); x0(3); x0(4); x0(5); x0(6); t1l; t2; x0(9)1;

32

33 %System equations—————————— oo
34 u=uu;

35 X=XX;

36 1f not (isempty(find(—u, 1))) || (x(1)-wind(1l))"2+(x(2)-wind(2))"2==
37 mu = 0.x[1;1;1;1];

38 else

39 mu=sqgrt ((x (1) -wind (1)) "2+ (x(2)-wind(2))"2) ./ (R.*abs (sgrt (u)));
40 end

41 S%coeff drag
42 CH=Kd.»*mu;
43 S%coeff trust

4a 1if not (isempty(find(—u, 1))) || x(3)-wind(3)==0

45 CT=0.%[1;1;1;1];

46 else

a7 CT=CTstat+K_CT* (x(3)-wind(3)) ./ (R.*abs (sqgrt (u)));
48 end
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%$inflow ratio

lambda=4.* (-CT./ (sigmax*a)+theta_0/6);

%coeff rolling moment

CRm=sigma*a.x* ((mu./8) .x (lambda-(4/3) xtheta_0));

%$coeff torque

CQi=sigma.~*a.*lambda.* (theta_0/6-lambda./4)

CQp=sigma./8.* (CD_0+CD_ixtheta_0"2) .x

CQ=CQi+CQp;
%$sin and cos

seno=[sin(epsilon); sin(pi/2+epsilon);

coseno=[cos (epsilon); cos(pi/2+epsilon);
%aerodynamic forces and momentum

%$avoid singularity

if (x(1)-wind (1)) "2+ (x(2)-wind(2))"2==

Fxj=0.%[1;1;1;11;
Fyj=0.x[1;1;1;11;

Fzj=-rho.*A.*R"2.%u.xCT;

=0.%[1;1;1;1];
Mj=0.x[1;1;1;1];

Nj=[1;-1;1;-1].+rho.*A.*R"3.xCQ.xu;

else if x(1)-wind(1l)==
Fxj=0.%[1;1;1;11;
Fyj=-rho.*A.*R"2.% ((x(2)
Fzj=-rho.*A.*R"2.%u.xCT;
Lj=0.%[1;1;1;1]1;

Mi=[1;-1;1;-1].*rho.*A.*R"3.% ((x(2)-wind(2)) /sqrt ((x

Nj=[1;-1;1;-1].xrho.*A.*R"3.%CQ.x*u;

else if x(2)-wind(2)==
Fxj=-rho.*A.*R"2.%(
Fyj=0.x[1;1;1;11;

(x(

1) -wind (1)) /sqgrt ((x(1)-wind (1)) "2+ (x

Fzj=-rho.*A.*R"2.%u.xCT;
Lij=[1;-1;1;-1].+rho.*A.*R"3.x ((x

Mi=0.x[1;1;1;1];

(1+mu.*mu)

sin(pit+epsilon);

cos (pit+epsilon);

(1)-wind (1)) /sqrt ((x (1) -wind (1

Nj=[1;-1;1;-1].+xrho.*A.*R"3.xCQ.*u;

else

Fxj=-rho.*A.*R"2.* ((x(1)-wind (1 ))/Sqrt((x(l) —wind (1)) "2+ (x
Fyj=-rho.*A.*R"2.% ((x(2)-wind ( ) /sqrt ((x(1)-wind (1)) "2+ (x
Fzj=-rho.*A.*R"2.%u.xCT;
Lj=[1;-1;1;-1].*rho.*A.*R"3.* ((x(1)-wind (1)) /sqgrt ((x(1)-wind (1
Mj=[1;-1;1;-1] .xrho.*xA.*R"3.* ((x
Nj=[1;-1;1;-1].+xrho.*A.*R"3.xCQ.*u;

end
end
end
%aeroynamics

F=[sum(Fx7j);sum(Fyj);sum(Fzj)];
J=[sum(Lj)-h*sum(Fyj)+lxsum(Fzj.*seno); ...
sum (Mj) +hxsum (Fxj) -1l+«sum(Fzj.*coseno) ;

sum(Nj)+lxsum(Fyj.*coseno)

%$dynamic equations

f1=F (1) /m-g*sin (x(8) )+ (x(3) *x

f2=F (2) /m+cos (x(8) ) xsin (x (7
£3=F (3) /m+cos (x (8) ) xcos (x (7
f4=J(1) /Ixx-x (5
£5=J(2) /Iyy-x (4
£6=J(3)/Izz-x (4
f7=x(4)+tan (x (8
£8=x(5) xcos (x (7
(

)

)

)

)) * (x(5) *sin

)
£9=(x(5)*sin(x (7

))+x(6) *xcos

) =X (6)*sin (x

(x (7

(
)) *
)) *

(x(7
(7

(2)

sin(3xpi/2+epsilon)];

cos (3xpi/2+epsilon)];

-wind (2)) /sgrt ((x(1)-wind (1)) "2+ (x(2) -wind (2

-wind (2)) "2+ (x(2)-wind (2

—wind(2)) "2

)) "2+ (x(2)

-—wind(2)) "2
-wind (2)) "2

)) "2+ (x(2)

(2) -wind (2)) /sqrt ((x(2) -wind (2)) "2+ (x(2)

—lxsum(Fxj.*seno)];

5)-x(6)*x(2));

g—(x(6) *x (
g—(x(3) *x(

*x (6)* (Izz—1yy)/Ixx;
*x(6) * (Ixx-Izz)/1yy;
*x (5)* (Iyy—Ixx)/Izz;

1) -x(3) *x(4));
2)=x(5)*x(2));

))+x(6) *cos (x(7)));

)) i

FU=[fl;£2;£3;f4;£5;£6;£7;£8;£9];

$wind effect

))) /cos (x

(8));

t0=[0 0 363.666"2 363.666"2 363.666"2 363.666"2];
t = fsolve(@(tt) fcn_change(tt,FU,tl,t2,t3,t4,t5,t6),t0);

—CD_i.* (lambda.*theta_0/3-lambda.*lambda./4);

))"2)) .*«CH.*u;

)) .xCH.*u;

-wind(2))"2))

)) .xCH.*u;
)) .xCH.xu;

-wind(2))"2))
-wind(2))"2))

))"2)) .*CRm.

. *CRm. xu;

. *CRm. ~u;
.*CRm. xu;

%$System equations———————"——————-——
u=[omegal_2;omega2_2;omegal3_2;omegad_2];
=[U0,v0,w0,p0,g0,r0,phi0,thetal,psil];

mu=sqgrt ((x (1) -wind (1)) "2+ (x

(2)

-wind (2)) "2
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%coeff drag
CH=Kd. *mu;
%coeff trust
%$avoid singularity
CT=CTstat+K_CTx (x(3)-wind(3)) ./ (R.*abs (sgrt (u)));
%$inflow ratio
lambda=4.* (-CT./ (sigmax*a)+theta_0/6);
%coeff rolling moment
CRm=sigmax*a.x* ((mu./8) . (lambda-(4/3) xtheta_0));
%coeff torque
CQi=sigma.+*a.*lambda.* (theta_0/6-lambda./4);
CQp=sigma./8.* (CD_0+CD_ixtheta_072) .* (1+mu.*mu)-CD_1i.* (lambda.*theta_0/3-lambda.xlambda./4);
CQ=CQi+CQp;
%$sin and cos
seno=[sin(epsilon); sin(pi/2+epsilon); sin(pi+epsilon); sin(3*pi/2+epsilon)];
coseno=[cos (epsilon); cos(pi/2+epsilon); cos(pitepsilon); cos(3xpi/2+epsilon)];
%aerodynamic forces and momentum
%$avoid singularity

Fxj=-rho.*A.*R"2.x ((x(1)-wind (1)) /sgrt ((x(1)-wind (1)) "2+ (x(2)-wind(2))"2)) .*CH.x*u;
Fyj=-rho.*A.*R"2.x ((x(2)-wind (2)) /sqgrt ((x (1) -wind (1)) "2+ (x(2)-wind(2))"2)) .*CH.~*u;
Fzj=-rho.*A.*R"2.%u.xCT;
Lij=[1;-1;1;-1].xrho.*A.*R"3.* ((x(1)-wind (1)) /sqgrt ((x(1)-wind (1)) "2+ (x(2)-wind(2))"2)) .*CRm.
Mj=[1;-1;1;-1].xrho.*A.*R"3.% ((x(2)-wind(2)) /sgrt ((x(2)-wind (2)) "2+ (x(2)-wind(2))"2)) .*CRm.
Nj=[1;-1;1;-1].xrho.*A.*R"3.%CQ.x*u;
%aeroynamics
F=[sum(FxJj);sum(FyJj);sum(FzJj)];
J=[sum(Lj) ~h*sum(Fyj)+l+«sum(Fzj.*xseno);...
sum (Mj) +hxsum (Fxj) -lxsum(Fzj.*coseno); ...
sum(Nj)+1lxsum(Fyj.*coseno)-lxsum(Fx7j.*seno) ];
%$dynamic equations
f1=F (1) /m—g*sin(x(8) )+ (x(3)*x(5)-x(6)*x(2));
f2=F (2) /m+cos (x(8)) *sin(x (7)) *g—(x(6) *x (1) -x(3) *x(4));
£3=F (3) /mtcos (x(8)) *cos (x (7)) *g— (x(3) *x (2) =x(5) *x (2) ) ;
£4=J(1) /Ixx-x(5)*x(6) *x (Izz-1yy)/Ixx;
£5=0(2) /Iyy—-x(4)*x(6)* (Ixx—Izz) /Iyy;
£6=J(3)/Izz-x(4)*»x(5) x (Iyy-Ixx)/Izz;
(8)
(7)
x (7

f7=x(4)+tan (x ) * (X (5) *sin(x (7)) +x(6)*xcos(x(7)));
£8=x(5) xcos (x )—=x(6)*sin(x(7));
f9 (x(5) xsin( )) +x(6) *xcos (x(7)))/cos(x(8));

%$linear system matrices

AM = jacobian([fl, f2, £3, f4, f5, fe6, f£7, £8, £91, [x(1l), x(2), x(3), x(4), x(5), x(6), x(7),
x(8), x(9)1);

BM = jacobian([fl, f2, £3, f4, £f5, fe, £7, £8, £9], [u(l), u(2), u(3), u4)l);

%$variables to evaluate Jjacobian
U0=x0 (1) ;v0=x0 (2) ;w0=x0(3) ;p0=x0(4) ; g0=x0(5) ; r0=x0 (6) ; phiO=t (1) ; thetalO=t (2) ; psi0=x0(9);
omegal_2=t (3) ;omega2_2=t (4);omega3_2=t (5);omegad_2=t (6);

BM=eval (BM) ;
AM=eval (AM) ;

%gain control
eigenvalues=[-1, -2, -3, -4, -5, -6, -7, -8, -9]; %TODO: optimize the choise of the eigenvalues
K=place (AM, BM, eigenvalues) ;

K u_x=[ K(:) ; t(3);t(4);t(5);t(6);x0(1);x0(2);x0(3);x0(4);x0(5);x0(6);t(1);t(2);x0(9)1;
end

function F = fcn_change (tt,F1,tl,t2,t3,t4,t5,t6)
F=double (vpa (subs (F1, [tl,t2,t3,t4,t5,t6], [tt(l),tt(2),tt(3),tt(4),tt(5),tt(6)]1)));
end
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C Quadrotor models in simulink

) rotors velocity

) wind

state [)

quadrotor

Figure 12: Simulink quadrotor model

rot matrix

state earth  p,q,r,V_drone j—’ RotMatrix
(2)————p{windearn p,qrV_drone  FxFyFz Fx,Fy,Fz xy z dot
wind wind influence
from earth to body frame p.a,r
:1 et LMN LMN theta,phi,psi state
rotors velocity xyz
AetrJO((ijynfamics Flight dynamics
In body frame in earth frame
Figure 13: Simulink submodels inside the quadrotor model
cr »cT
1 » p.q.rV_drone cH »lcH FxFyFz
p.q,,V_drone omegs proj x * proj x FxFyFz
projy P projy o
»{ sen vector CRm »{ omegaj’2 P FyiFz
ca
omega cosen vector forces
> -sgn omega
coefficients
W2
d oomega’2
Math i Fyj Fzj
] ] ' Fun:ﬁon < Z:(rlte:;:gjz]
180. psilon)] proj x
projy >
sen vector ggm F
-sgn omegaj LMN
cosen vector moments

Figure 14: Aerodynamic coefficients, forces and moments. The "coefficient" submodel is different in complex and

simple models.
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1 »| Fx Fy Fz xy z dot »{ 2
Fx,Fy,Fz Xy z dot
P rot_matrix xyz >®
xyz
translational dynamics earth
2 LMN par »( 3
LMN par
rotational dynamics
par
theta,phi,psi >®
theta phi psi theta,phi,psi

euleur angles

P theta phipsi  matrix

»(1)

RotMatrix

rot matrix

Figure

Description
Complete quadrotor model.
Body and inertial z axes are facing down.

INPUT. Rotors: vector with 4 components (rotors speed in rad/s);
Wind: vector with 3 components (x, y, z wind velocity components
in earth frame in m/s).

OUTPUT. State: vector with 12 components (xdot, ydot, zdot, p, g, r,
theta, phi, psi, X, y, 2).

Environment parameters

gravity acceleration (m/sA2)
9.81

air density
1.25
Quadrotor body parameters

uav mass (Kg)
0.472

Inertia x axes
3.56e-3

Inertia y axes
4.02e-3

Inertia z axes
7.12e-3

Inertia xz axes
0

rotors position
-45

arm length
0.185

distance between rotors plane and center of gravity
-0.025

15: "Flight dynamics" simulink submodel

Rotors parameters

angle of attack of the blade root profile
23.9

twist of the blade
0

rotor radius
0.10

lift curve slope of blade section
4.6542

blades number
2

main chord length of the blades
0.0175

drag coefficient of the blade section
2.15

induced drag cofficient of the blade section
0
Blade Flapping Equation: beta = a0 + al*sin(varpsi) + b1*cos(varpsi)

Position of the spring (e)
0

Center of gravity of the blade
0

Mass of the blade
0

Moment of inertia of the blade
0

Equation solving parameters

number of iterations of lambda equation
50
Initial conditions

uav linear velocity in earth frame
[0;0;0

uav position in earth frame
[0;0;0

uav angular velocity

[0,0,0]

uav angles
[0,0,0]

Figure 16: Fully configurable mask of the implemented complex simulink model. (Values are an example).
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Description
Quadrotor model with simplified equations.
Body and inertial z axes are facing down.

INPUT. Rotors: vector with 4 components (rotors speed
in rad/s); Wind: vector with 3 components (x, y, z wind
velocity components in earth frame).

OUTPUT. State: vector with 12 components (xdot, ydot,
zdot, p, q, 1, theta, phi, psi, x, y, 2).

Environment parameters

gravity acceleration

9.81

air density Rotors parameters

1.25

angle of attack of the blade root profile

Quadrotor body parameters 23.9

uav mass rotor radius

0.472 0.10

Inertia x axes lift curve slope of blade section

3.56e-3 4.6542

Inertia y axes blades number

4.02e-3 2 Initial conditions

Inertia z axes main chord length of the blades uav linear velocity in earth frame
7.12e-3 0.0175 [0;0;0]

rotors position rotors drag coefficient (Kd) uav position in earth frame
_45 0.06 [0;0;0]

arms length rotors thrust coefficient (Kz) uav angular velocity

0.185 0.09 [0,0,0]

distance between rotors plane and center of gravity rotors thrust coefficient in stationary mode (C_Tstat) uav angles

-0.025 0.0223 [0,0,0]

Figure 17: Fully configurable mask of the implemented simple simulink model. (Values are an example).

) control omega [y

Rotors model

Figure 18: From control to rotors.

Mixer Matrix

Air density
1.25

Rotor radius
0.10

rotors thrust coefficient in hover flight
0.0223

drag coefficient of the blade section

2.15
Description

. lift curve slope of the blade section
From controls to rotors angular velocity

4.6542
Input: Control: vector of 4 components (Uz, Uphi,
Utheta, Upsi). angle of attack of the blade section
Output: Rotor angular velocity: vector of 4 components 23.9
in rad/s. .
rotors position
Rotor transfer function -45

Denominator blades number

[0.11] 2

Numerator main chord length of the blade section
1 0.0175

Rotors angular velocity in hover phase (rad/s) arm length

363.2 0.185

Figure 19: Fully configurable mask of the model from control to rotors angular velocity. (Values are an example).
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