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Abstract. The TLS protocol is the standard for secure Internet com-
munication between two parties. Unfortunately, there have been recently
successful attacks like DROWN or BREACH that indicate the necessity
for thoroughly testing TLS implementations. In our research work, we
focus on automated test case generation and execution for the TLS secu-
rity protocol, where the aim is to make use of combinatorial methods for
providing test cases that ideally also reveal previously unknown attacks.
This is made feasible by creating appropriate input parameter models
for different messages that can appear in a TLS message sequence. In
this paper, we present the resulting test case generation and execution
framework together with the corresponding testing oracle. Furthermore,
we discuss first empirical results obtained using different TLS implemen-
tations and their releases.

Keywords: combinatorial testing, security testing, security protocols,
TLS.

1 Introduction

Software implementations of the Transport Layer Security (TLS) protocol spec-
ification are a critical component for the security of the Internet communica-
tions and beyond. Software bugs and attacks, such as Heartbleed, DROWN,
BREACH and POODLE, still surface in implementations of the TLS protocol,
despite many years of analysis (at least for open-source implementations). This
can be attributed to the complexity of the protocol and its very high number of
interactions.

In this paper, we describe a security testing technique for the TLS protocol.
Since the TLS handshake protocol is one of the most important components of
TLS, our approach focuses on this part of the protocol in order to test TLS
implementations for potential security leaks. After providing some basic defini-
tions, we describe the input model for combinatorial test case generation. Note
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that this is the first time where combinatorial testing is applied to the testing of
the TLS protocol.

For this approach, three different input models are constructed, each for one
client-side TLS event, respectively. Every of these events encompasses a specific
set of possible parameters and values. In addition to the modelling part, the
practical part deals with the implementation of a test execution framework. This
has the possibility to communicate, and thus, to attack TLS implementations in
an automated manner. The framework comprehends all TLS events according
to the TLS standard and can execute a handshake for this purpose.

In particular, the paper is structured as follows: Section 2 describes related
work while Section 3 defines preliminary concepts for the methodology devel-
oped in this paper. In Section 4 we depict a combinatorial approach for testing
TLS which was made feasible by developing the necessary input models and
give examples of the generated test sets. Moreover, Section 5 describes the test
execution framework we have developed for TLS together with a test oracle.
Finally, Section 6 presents the results of the executions followed by a detailed
evaluation and Section 7 concludes the paper.

2 Related Work

New activities in security testing were sparked by [11], in which the authors
found several critical vulnerabilities in commonly used TLS implementations.
The identified bugs were classified as state machine bugs and this put the internal
state machines of TLS implementations into the focus, next to and on the same
level of criticality as the implementation of pure cryptographic functionality. The
systematic testing of TLS implementations based on the principles of these kind
of state machine bugs with a tool was presented in [32] and offers the user the
possibility to create custom TLS message flows and arbitrarily modify message
contents. The strategy for testing of TLS implementations via the exchange of
modified messages or injection attacks was also followed in [28] and [12].

The works [30][11] follow a model-based approach for testing TLS implemen-
tations, using [29] to extract the respective state machines.

The certificate validation logic in SSL/TLS implementations was tested in
[16], and a cross-protocol attack was presented in [26]. Attacks on authentication
were presented in [13] and [14]. A plaintext recovery attack was given in [9]. The
usage of invalid curves can lead to practical attacks as shown in [21], and new
Bleichenbacher side channels and attacks were presented in [27]. A systematic
analysis of the security of TLS can be found in [22].

Testing of the newly proposed TLS 1.3 [7] was discussed in [18]. Finally, care
has to be taken to compare in detail the security properties that TLS provides
and the requirements of any application using it [10].



Testing TLS Using Combinatorial Methods and Execution Framework 3

3 Preliminaries

In this section we detail some preliminary concepts needed for the work car-
ried out in this paper. In particular, we link expressions from the domain of
software testing to expressions from the domain of protocol specification. Re-
garding terminology for protocol specification, we use and refer to RFC 5246,
“The Transport Layer Security (TLS) Protocol, Version 1.2” [4].

In their union collectively simply referred to as the TLS protocol 1.2, its
specification [4] actually defines multiple protocols, some of which operate on
top of each other. In this paper, we focus on the Handshake Protocol, a member
of the TLS Handshaking Protocols. The semantics encapsulated in the Handshake
Protocol are coded in the exchange of messages between a client and a server. If a
client initially connects to a server and wants to establish a secure connection, it
will follow the Handshake Protocol and start by sending a ClientHello message.
According to the specification, the protocol semantics translate into an ordered
sequence of Handshake messages that allow a client and server to establish a
secure connection and start exchanging application data.

The software testing view on the Handshake protocol is that it regards these
messages as abstract events, which appear as ordered sequences in practice.
Handshake messages appear in practice with all of their values instantiated dur-
ing the execution of the Handshake protocol. We only consider protocol com-
pliant sequences of abstract messages. To be able to execute derived test cases
from these abstract events, it is necessary to define an input model for these
abstract events corresponding to Handshake messages. We aim to develop such
input models using combinatorial methods for each of these abstract events (see
Section 4.2), which will be used to instantiate concrete Handshake messages.

We model each abstract event independently and also want to test them indi-
vidually,but nevertheless we are interested in always continuing the Handshake
protocol as long as possible, trying to do a complete Handshake. To that end, we
define a standard instantiated Handshake message for each considered client-side
Handshake message. These intentionally “harmless” Handshake messages will be
used create as complete as possible concrete sequences of Handshake messages.
In other words, during our testing it is necessary to distinguish between Hand-
shake messages populated with values chosen for testing one specific Handshake
message (whose purpose is to disrupt the normal execution work flow via their
values) and template Handshake messages (whose single purpose is to move the
current status of Handshake during protocol execution to a particular state).
Please note that in any sequence there appears exactly one message, which is
derived from the abstract model, while all other messages are template messages
(see also Section 6). To sum up, we are only actively sending non-standard client
messages, and as a result we are testing the server side of the two communicating
parties.
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4 Combinatorial Testing

Combinatorial Testing (CT) is a widely applicable methodology and technology
for software testing. In a combinatorial test plan, all interactions between pa-
rameters up to a certain level are covered. For example, in pairwise testing, for
every pair of parameters, every pair of values will appear at least once. Further-
more, a CT strategy, called t-way testing, requires every combination of values
of any t parameters to be covered by at least one test, where t is referred to as
the strength of coverage and usually takes a small value (1 to 6) [24]. Each com-
bination of values of a set of parameters is considered to represent one possible
interaction among these parameters.

4.1 Application to Testing of TLS

Even though combinatorial testing is a proven methodology for security testing
[31], this is the first time where such a combinatorial approach is being used to
test the TLS protocol.

When applying CT to testing TLS, we focus on the possible interactions
among parameters of TLS messages. An interaction may accur among those pa-
rameters in the same TLS message, or among parameters in different TLS mes-
sages. Given a sequence of TLS messages, to capture these interactions among
its parameters, we first considered a naive approach: flat CT. It means all pa-
rameters of these messages are listed in one model flatly, and every combination
of values of any t parameters will be covered. This approach is simple, however,
when TLS event sequence is changed, it requires to modify the whole model of
flat CT and redo test case generation.

In order to make CT more flexible for multiple TLS event sequences, here
we choose another approach: hierarchical CT. That is to say, there are two
levels for CT test case generation: intra-message level (lower level) and inter-
message level (upper level). On intra-message level, CT will generate t-way test
cases for parameters of a single message (client-side). For each type of message,
an intra-message t-way test set will be generated from its model separately.
On inter-message level, each type of message is expressed as a parameter, and
its intra-message t-way test cases are expressed as parameter values. Given a
sequence of TLS messages, its messages as parameters and their intra-message
t-way test cases as parameter values will then be used to generate inter-message
t’ -way test cases. Note that, t’ can be different from t, e.g., by now, we use 1-way
on inter-message level which means CT only be applied on single message.

4.2 Input Parameter Modeling

Since CT creates test cases by selecting values for input parameters and by
combining these values, Input Parameter Modeling (IPM) is required to cap-
ture the input test space for real-life applicability of CT. IPM mainly works on
identifying the parameters, values, and the relations of parameters. According
to [17] [20], a list of TLS messages can be cataloged, and IPM based on their
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data structures can be made. In TLS protocol, each message is constructed from
two layers: TLS Record Layer (bottom layer), and Protocol Message Layer (top
layer, as shown in Table 1, note that Message Body only exists for Handshake
Protocol Messages). Since other attributes in these two layers will be determined
by values in Message Body, we only need to do IPM on attributes in Message
Body for handshake protocol messages.

Table 1. Protocol Message Layer (Handshake Protocol)

Handshake Protocol Message

Message Type (1byte, 0x00-0xFF) Length of message body (3bytes, uint24) Message Body

hello request(0) 0 empty
client hello(1) the length of message body in bytes ClientHello
server hello(2) the length of message body in bytes ServerHello
certificate(11) the length of message body in bytes Certificate
server key exchange(12) the length of message body in bytes ServerKeyExchange
certificate request(13) the length of message body in bytes CertificateRequest
server hello done(14) 0 empty
certificate verify(15) the length of message body in bytes CertificateVerify
client key exchange(16) the length of message body in bytes ClientKeyExchange
finished(20) the length of message body in bytes Finished
(255)

In this paper, since we only test TLS implementation from client side, IPM
is only applied on client-side handshake messages. For example, we do IPM on
ClientHello message, but not on ServerHello message. Here, we list general
TLS messages as Table 2, which are used for handshake procedure in Figure 1.
And among all nine messages, only M1, M5, M6 and M7 are client-side messages.
Note that M6 is CCS protocol message, not Handshake. According to that, we
only have to do IPM on the parameters of M1, M5 and M7.

Table 2. General TLS messages

M1 ClientHello
M2 ServerHello
M3 ServerCertificate
M4 ServerHelloDone
M5 ClientKeyExchange
M6 ClientChangeCipherSpec
M7 ClientFinished
M8 ServerChangeCipherSpec
M9 ServerFinished

Based on the TLS protocol specification, we can derive parameters and pos-
sible values for M1, M5 and M7. In practical terms, parameter values may be ab-
stracted and limited in domain size, while some parameters should be subdivided
into meta-parameters. For example, in M1, a ClientUnixTime meta-parameter is
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extracted from “client random” parameter, and assigned RealT ime± x as part
of its abstract values, for detecting potential vulnerability on time processing
mechanism of TLS implementations.

A challange is that TLS involves a lot of cipher/compression/Hash/PRF
functions. When a handshake message includes a collection (list) of these options,
some parameters cannot enumerate all their possible values but only give some
representative values. For example, cipher suites of ClientHello message can be
any list of the cryptographic options supported by the client. In order to avoid
unnecessarily huge domain size for the cipher suites parameter, here we only use
single cipher suites as its values, but not non-singular lists of suites. Note that,
this shortcut may miss some potential interactions since parameter values are
limited.

As mentioned earlier, for any TLS standard sequence containing client-side
messages: M1, M5 and M7, we first conduct an IPM on these messages, and then
create input model for a system under test into the ACTS tool [33]. ACTS is a
widely-used tool for generating CT test cases which supports multi-way coverage
[25], constraints [34] [23], and is well optimized [19].

The input model of M1 can be listed as follows:

Protocol Version: TLS10 ,TLS11 ,TLS12 ,DTLS10 ,DTLS12

Client Unix Time: RealTime ,RealTime -x,RealTime+x

Client Random: 28-byteRand

Session ID: NULL ,32- byteID

Supported Cipher Suites: TLS_FALLBACK_SCSV ,

TLS_NULL_WITH_NULL_NULL ,TLS_RSA_WITH_NULL_SHA256 ,

TLS_RSA_WITH_AES_128_CBC_SHA256 ,

TLS_DHE_RSA_WITH_CAMELLIA_128_CBC_SHA

Supported Compression Methods: NULL ,DEFLATE ,LZS

Similarly, the input model of M5 can be listed as follows:

KeyExchangeAlgorithm: rsa ,dhe_dss ,dhe_rsa ,dh_dss ,dh_rsa

,dh_anon

ClientProtocolVersion: TLS10 ,TLS11 ,TLS12 ,DTLS10 ,DTLS12

ClientRandom: 46-byteRand

PublicValueEncoding: implicit ,explicit

Yc: empty ,ClientDiffie -HellmanPublicValue

Note that, if KeyExchangeAlgorithm is rsa, an EncryptedPreMasterSecret
key will be concreted by ClientProtocolVersion and ClientRandom; otherwise, a
ClientDiffieHellmanPublic value will be concreted when PublicValueEncoding is
explicit.

Also, the input model of M7 can be listed as follows:

master_secret: empty ,half ,default ,changebyte ,multiply

finished_label: client finished

Hash: empty ,half ,default ,changebyte ,multiply
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Both master secret and Hash meta-parameters have the same values. These
abstract values represent operations to be performed on already dynamically
calculated values (from the previous message flow), which are required for con-
creting a real value for “verify data“ parameter. More details are mentioned in
next section.

4.3 Pairwise Test Suites for TLS Testing

With input models for M1, M5 and M7, ACTS can easily generate intra-message
test cases for each message, e.g., pairwise (2-way) test cases of M1 are shown
in Table 3. For brevity, we only show 10 tests in table, while there are total
25 pairwise tests for input model of M1. By using ACTS, we also generate 30
pairwise tests for M5 and 25 pairwise tests for M7. Note that, pairwise test set
may not be able to trigger all possible failures during message processing, but it
is a good starting point for applying CT on TLS.

Table 3. Pairwise Test Cases of M1

Protocol Version Client Unix Time Client Random Session ID Supported Cipher Suites Supported Compression Methods

TLS10 RealTime-x 28-byteRand 32-byteID TLS FALLBACK SCSV DEFLATE
TLS10 RealTime+x 28-byteRand NULL TLS NULL WITH NULL NULL LZS
TLS10 RealTime 28-byteRand 32-byteID TLS RSA WITH NULL SHA256 NULL
TLS10 RealTime-x 28-byteRand NULL TLS RSA WITH AES 128 CBC SHA256 LZS
TLS10 RealTime+x 28-byteRand 32-byteID TLS DHE RSA WITH CAMELLIA 128 CBC SHA NULL
TLS11 RealTime 28-byteRand NULL TLS FALLBACK SCSV LZS
TLS11 RealTime-x 28-byteRand 32-byteID TLS NULL WITH NULL NULL NULL
TLS11 RealTime+x 28-byteRand NULL TLS RSA WITH NULL SHA256 DEFLATE
TLS11 RealTime 28-byteRand 32-byteID TLS RSA WITH AES 128 CBC SHA256 DEFLATE
TLS11 RealTime-x 28-byteRand NULL TLS DHE RSA WITH CAMELLIA 128 CBC SHA LZS
... ... ... ... ... ...

5 Execution Framework

In this section we give an overview about the execution framework for security
testing of TLS implementations. In order to execute the test cases, we developed
a framework that reads the generated test sets and executes them against any
implementation of TLS. The result is an execution method that offers the ability
to configure and execute test cases in an automated manner.

The framework itself builds upon TLS-Attacker [6], an implementation for
analyzing TLS libraries. The initial implementation encompasses the possibil-
ity to establish a TLS handshake and to specify individual parameters for this
purpose. However, in our case we adapted the framework in order to test TLS
implementations according to concrete values coming from combinatorial testing.

Figure 1 depicts one handshake procedure of the TLS protocol. It encom-
passes a set of client and server side messages that are exchanged between the
peers. Each messages is called a TLS event. During the translation process from
abstract to concrete test cases, several values are generated dynamically, whereas
other values is prespecified. If no “unexpected” behavior is encountered during
the handshake, a hopefully secure connection is established.
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Fig. 1. TLS handshake and tested messages.

However, since the intention in our approach lies on detecting abnormal be-
havior of TLS implementations, two different approaches can be taken. First,
the order of TLS events can be manipulated, thus deviating from the default
sequence. This approach was demonstrated in a simple example in [15]. Another
option would be to check the default sequence by manipulating the concrete
parameter values of some of the individual TLS events. In this way, we might
provoke a reaction from the server, which could lead to different behavior of the
tested SUTs.

In this paper, parameter values of client-side TLS events are changed dynam-
ically. An abstract overview of the functionality of the implementation is given
in Figure 2. First, the generated concrete values are read by the test execution
framework (TEF). Actually, we execute the TLS handshake as one test case. In
addition to the message flow, one specific type of client-side message is tested
per test case. For example, first we test whether manipulating the ClientHello

message, but keeping the default dynamically generated values of the other mes-
sages will result on a termination of the handshake procedure. Then, values for
ClientKeyExchange are manipulated while all other TLS events are processed
via standard messages (see Section 3). Finally, client’s Finished message reads
the generated values from the combinatorial test sets.

5.1 Test Oracle

Constructing the test oracle for security testing of protocols has been realized
in the following way. Specifying an expected output value on the concrete level
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Fig. 2. The test execution framework and its environment.

is hard to define because of the complexity of the TLS protocol in general.
Moreover, every TLS implementation has its own mechanisms and could react
in a different way to the same input values. Because of this, our approach defines
the oracle on an abstract level. Since the message flow of the TLS handshake
is known, we define the oracle based on the flow of TLS events of a reference
implementation. For this cause we have selected as reference implementation
the miTLS, where some security properties have been proven correct. Every
test set is executed against miTLS, where all sent and received messages are
recorded. Afterwards, the same test set is used on the individual SUTs, thereby
recording their corresponding replies. In the aftermath, as depicted in Figure 2,
we compare execution traces from both the reference implementation and the
individual SUT.

5.2 Testing Procedure

In order to give a demonstration, let’s discuss a test case where we test ClientHello.
As mentioned, the concrete values can be read in their current form or they rep-
resent an operation that needs to be processed on a parameter. The first test
case from the pairwise test set for M1 (see Table 3) reads as follows:

TLS10,RealTime-x,28-byteRand,32-byteID,TLS_FALLBACK_SCSV,DEFLATE

The values indicate that the client offers TLS 1.0 as its supported protocol,
whereas TLS FALLBACK SCSV and DEFLATE are picked as the cipher suite and



10 D. Simos et al.

compression method, respectively. On the other hand, the value for Unix time
indicates an operation on a value. Here the current real-time is subtracted by
the value x, i.e. an amount of 10, which stands for years. Additionally, the values
28-byteRand and 32-byteID instruct not to make any changes but to use the
agreed values for the random number and session ID. Finally, the framework
generates the following message according to the values:

Protocol Version: TLS10

Client Unix Time: Sat Jun 09 04:33:32 CEST 2007

Client Random: 01 4B ...

Session ID:

Supported Cipher Suites: 56 00

Supported Compression Methods: 01

In our execution framework, each of the parameters is dealt with individu-
ally. This means that the program can distinguish between assigned values and
operations. As depicted above, the cipher suite and compression methods are
defined in their unique hexadecimal form of their byte representations.

The functionality of ClientKeyExchange is different from M1 in the sense
that more of their values are generated in run-time. Take an example from the
first row in M5:

rsa,TLS10,46-byteRand,explicit,ClientDiffie-HellmanPublicValue

This IPM differs from the others with regard to the fact that it does not
encompass one fixed type of message. According to the chosen key exchange
algorithm either a RSA-encrypted premaster secret message or Diffie-Hellman
public value. Both message types have specific parameters. Whereas the first cov-
ers the client protocol version and random value for the pre-master secret, the
second encompasses the public value Yc. In case that the client has already sent
the public value in the certificate, the public value encoding is implicit. Oth-
erwise, explicit instructs to send Yc inside the new message. A RSA-encrypted
message with the previous value for KeyExchangeAlgorithm might have the fol-
lowing looks:

KeyExchangeAlgorithm: rsa

ClientProtocolVersion: TLS10

ClientRandom: C5 FE ...

In contrast to both examples above, Finished is fully generated according
to run-time values. By reading the values from the M7’s IPM we get:

half,client finished,changebyte

Usually the master secret represents a 48-byte value that is calculated during
the handshake. The Hash is calculated on-the-fly as well by taking into consid-
eration previous TLS events, thus producing a 32-byte value. The finished label
will always remain the same. In order to give an example, let’s assume that the
obtained master secret looks the following way:
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59 7A E7 37 A6 C9 18 90 C9 C7 99 44 57 FE 06 BC

CF 20 A3 DE 12 56 3B DE 12 AE 10 B4 2E CB 06 61

8C DC 96 FE 77 07 37 B7 E9 73 D5 93 32 E6 9E 9D

The 32-byte value of Hash looks like:

C5 11 5E C7 56 7A 9A E2 2A 1F 9B F3 38 5D FB 08

38 D0 31 B5 D3 B7 35 42 13 F2 64 58 12 26 92 A9

The concrete values indicate that the first byte array has to be cut in half, i.e.
using only half of its value further. On the other hand, changebyte will perform
an operation where the first byte of the calculated hash will be exchanged by
the byte 0xFF. Finally, the resulting message will have the following values:

master_secret:

59 7A E7 37 A6 C9 18 90 C9 C7 99 44 57 FE 06 BC

CF 20 A3 DE 12 56 3B DE

finished_label: client finished

Hash:

FF 11 5E C7 56 7A 9A E2 2A 1F 9B F3 38 5D FB 08

38 D0 31 B5 D3 B7 35 42 13 F2 64 58 12 26 92 A9

By changing these two values we intend to surprise the system by submitting
similar but malformed expected values. In such way, the SUT might be tricked
into unexpected behaviour.

6 Evaluation

Since the execution framework is meant for testing of TLS implementations, five
different programs have been installed for this purpose. As already mentioned,
the reference implementation is miTLS ver. 0.9 [2], whereas the other tested
SUTs are OpenSSL ver. 1.0.1e [3], wolfSSL ver. 3.10.2 [8], mbed TLS ver 2.4.2
[5] and GnuTLS ver 3.5.9 [1]. As noted before, three client-side messages have
been tested with 25, 30 and 25 inputs, respectively. The obtained results are
depicted in Table 4. The results show the results from three different SUT,
which are categorized according to three types of outputs. The first column
depicts how many times a complete handshake (comp) could be established
between the framework and the SUT. Additionally, we can see how many times
the attempt was fully rejected (reject), i.e. by getting no or only one response (for
example an alert message) from the server. Finally, the number of incomplete
handshakes (incomp) depicts the situation where no handshake was established
but the attempt was not initially rejected either.

The goal of the framework is to offer an automated linkage between com-
binatorial testing and protocol testing, i.e. it should be able to test any TLS
implementation by requiring only minor tester interaction. Usually only the port
is changed in order to access another SUT. As explained before, the default TLS



12 D. Simos et al.

Table 4. Evaluation Results

SUT
miTLS OpenSSL mbed TLS

comp reject incomp comp reject incomp comp reject incomp

M1 0 25 0 1 24 0 1 17 7

M5 0 30 0 0 0 30 0 0 30

M7 0 25 0 1 0 24 1 0 24

handshake is executed by manipulating values of the emphasized client-side mes-
sages. No additional preferences are set. We want to examine whether for the
same inputs, different output traces will be achieved.

The testing proceeds in the following way. As mentioned earlier, there are
three test scenarios and in each of them we want to execute the entire TLS
handshake. When testing M1, the values from its IPM will be used, whereas
M5 and M7 will have standard on-the-fly generated values. Also, when testing
M5, we use standard messages for M1 and M7. Finally, for M7 the framework
does not make use of the IPM for M1 and M5 since it uses similarly standard
messages for M1 and M5. This means that we are testing the whole handshake in
each scenario but change values only for one TLS event. In such way, we want to
see how the manipulation of one single TLS event affects the overall handshake.

When testing M1, OpenSSL does not continue with the handshake procedure
for any of the submitted values by throwing a decode error. This may happen
because of protocol version or cipher suite negotiation. However, mbed TLS does
return more results, even succeeding in establishing a handshake between both
peers. In other cases, a BAD RECORD MAC is thrown after the client’s Finished

message. This leads to the conclusion that because of specific concrete values for
M1 a different behavior from the recorded one for miTLS is triggered after a few
messages. Investigating these values might be of interest for the tester. In other
cases, the execution terminates after the ServerHelloDone message. The rest of
the results usually indicates cipher suite negotiation failures and terminates the
execution. This is as well the case with wolfSSL, where the handshake usually
breaks up with a SSL accept failed error. This is the same case with miTLS and
GnuTLS, which fail because of diverse HANDSHAKE FAILUREs or message MAC
verification failures. In general, it seems that miTLS resists handshake attempts
by far more than all other applications, as we expected it should.

For M5, OpenSSL as well as mbed TLS an error is thrown after server’s hello
done message. Also, wolfSSL cannot match any cipher suite, whereas GnuTLS
throws HANDSHAKE FAILUREs. The reasons for the results from the first tested
SUTs are problems with the specific key exchange messages. In some cases,
errors are triggered because the SUT expects a RSA-encrypted message. This
usually leads to the termination of the handshake procedure. In summary, testing
for M5 seems to produce most difficulties for all SUTs.

Finally, the test results for M7 are as follows. OpenSSL usually reaches a state
where client’s Finished message is received, after which an alert terminates
the execution. The operations done on the dynamically generated values for
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master secret and Hash are detected by the SUT, which causes the breakup.
However, in one case a handshake was finalized successfully. Similar results are
obtained for mbed TLS. On the contrary, miTLS and wolfSSL do not conclude
any handshake, which is the case with GnuTLS as well.

In general, some of the obtained results are similar. For example, two different
SUTs behave similar when rejecting the same input. Whereas miTLS rejects any
further communication with an exception, OpenSSL sends an additional alert
message. Although the behavior is not quite the same, it can be concluded that
both applications react slightly different when making the same decision.

7 Conclusion

In this paper we generated combinatorial test sets which include dynamically
assigned values of individual TLS events. During execution, several abstract
messages are generated on-the-fly and populated with concrete data using com-
binatorial (testing) strategies. During the testing process, the framework tests
different SUTs by focusing separately on three of the TLS handshake messages.
Every of these events is tested as part of the standard handshake procedure
but with manipulated values according to the combinatorial input model. Then,
we compared the resulting execution traces to the submitted input and to the
results of other SUTs.

The framework was able to test TLS implementations in an automated man-
ner. Also, different test results have been achieved with regards to concrete input
values. The analysis of these results and the causes for misbehavior represents an
issue for the tester in order to track whether a vulnerability could be detected.
In general, we were able to identify test cases that led to non-uniform behavior
of TLS implementations. Generating more of such test cases would represent a
promising task for the future.

We draw the conclusion that the developed framework and oracle is strong
enough to distinguish different behavior among TLS implementations. The ob-
tained results require more investigation in order to track the cause of this be-
havior and examine whether security leaks have occurred.

However, in order to reach more fine-grained testing results, more effort has
to be put in the strengthening the test oracle and generating test cases according
to a higher combinatorial strength. In this case, more diverse test cases would
be generated that could lead to more thorough testing and make another step
towards security testing of TLS. As future work, we plan the framework to be
extended further to ease the usability for a tester and provide feedback on the
internal processing during execution.
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