Keywords: 

Integrity

• data and decisions are not influenced by intruders.

Availability

• software and services are there when I need them.

Security ≠ Safety 

Security properties

• secrecy ("no state where attacker has the secret")

• authentication, re-play, …

• specific properties ("key may not be used on stored content", "vote has been counted")

01/06/2017 Thomas Jensen -Formal methods for software security Implementations of cryptographic primitives are prone to side channel attacks:

• leaking secrets via timing or energy consumption,

• a challenge for implementors Implementations of entire protocols are prone to programming errors:

  will not disclose my secrets … at least not more than I'm willing to accept.

  by an attacker model, stating the threats we are up against. Specify the attackers • observational power (output, network messages, time,…) • actions (code insertion, message injection,…) • access to machine (physical, through network,…) 01/06/2017 Thomas Jensen -Formal methods for software security Enforcement mechanisms Certification of applications • Common Criteria, • Formal methods for reaching upper levels. Security-enhancing software development • secure programming guidelines, • secure compilation.Static code analysis• eg, Java's byte code verifier, information flow analysis.Reference monitors and run-time analysis. re-send messages,• encrypt and decrypt messages (with available keys). 01/06/2017 Thomas Jensen -Formal methods for software security Verification Model • state = current message + state of A,B, and attacker • rewriting rules defining protocol and attacker ({msg} key ,…, key,.. ) → ( msg, {msg} key ,…, key,… )

ToolsA

  variety of mature tools • AVISPA, Tamarin, ProVerif, APTE, … based on solid theory • term and multi-set rewriting, Horn clauses, π-calculus, … Interfaces for writing and animating protocols • eg as Message Sequence Charts (SPAN). 01/06/2017 Thomas Jensen -Formal methods for software security Computational models A model closer to reality:• Messages: bit strings,• Crypto primitives: functions on bit strings,• Attacker : any probabilistic poly-time Turing machine.Properties proved for all traces, except for a set of traces of negligible probability.Secrecy: attacker can distinguish secret from random number with only infinitesimal probability.Proofs by refinement of models.See eg. the cryptoverif tool 01/06/2017 Thomas Jensen -Formal methods for software securityImplementations of crypto protocolsSecurity concerns with implementations of protocols and basic operations of cryptography.

  

  

  

  

  

  

  

  

  

  

  

  

  

  

  

  

  

  

  

  

  

  

  

  

  

• see the Verified TLS project for building a formally verified implementation of TLS.

Formal verification of Liedtke's L4 micro-kernel.

• small code base (9 K Loc),

• threads, memory management, IPC, interrupts, capabilitybased access control,

• running on ARM,

• verified using the Isabelle/HOL theorem prover.

Prove:

• Functional correctness (and a lot of safety properties) Prove & Run has developed a formally verified microkernel ProvenCore

• refinement proof method,

• isolation properties.

using their SMART development framework:

• functional, executable specification,

• closer to programmer's intuition,

• equipped with a dedicated prover.

01/06/2017 Thomas Jensen -Formal methods for software security Certification of Java Card applications 01/06/2017 Thomas Jensen -Formal methods for software security Java Card certification Java Card

• reduced dialect of Java for bank cards and SIM,

• no dynamic loading, reflection, floating points, threads,…

• "resource-constrained" programming practice.

Industrial context:

• Applications developed by third-parties and put on an app store.

• Must be certified according to industry norms (eg, AFSCM * norms for NFC applications).

• Need "light-weight" certification techniques. 

Avoid exceptions due to

• null pointers, array indexing, class casts,

• illegal applet interaction through the firewall.
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The Java Card analyser A combination of numeric and points-to analysis

• tailored to the application domain,

• take advantage of imposed restrictions,

• precise (flow-sensitive, inter-proc, trace partitioning).

Major challenge: modelling the Java Card API.

Outcome: an abstract model of execution states • what and when to declassify?

• how much to declassify (passwd, statistics) ?

Information leaks due to other channels • analysis of (obfuscated) binaries.

Access control

• formal models and enforcement.

Attack trees.

Web security

• secure web programming with JavaScript et al.

Privacy

• differential privacy (theory vs. practice),

• software in coherence with legislation (EU GDPR).

Thank you
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• Formal methods can improve the security of software.

• Come with solid foundations and mature tools.

• More and more industrial applications.

• Technology is becoming main-stream.

Thank you