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Figure 1: Interactive tearing of pieces of paper. The path of a tear follows a geometrical curve but also presents stochastic details.

Introduction

Almost everyone has already had occasions to bend, crumple, and tear up a sheet of paper. This very common material, which starting from an initially flat geometry, can undergo a complex geometric deformation when manipulated by hand. Indeed, a sheet of paper exhibits strong mathematical and physical properties, such as a non-smooth developable geometry or its microscopical fiber structure. It may furthermore undergo irreversible damages upon deformation ending up in crumpled and/or torn form. Modeling and animating efficiently such a shape in the virtual world is thus challenging mainly because of the following characteristics of paper: First, a sheet of paper can be represented as a developable surface, which can be flattened onto a plane without distortion, i.e. without stretch nor compression. It is said to be locally isometric to its 2D pattern. This strong geometric property translates into non-linear constraints of length preservation which imply the use of costly algorithms. Second, as mentioned above, at macroscopic scale this surface may not be smooth, exhibiting sharp creases and singularities appearing dynamically when being crumpled. These sharp features are noticeably hard to model using standard triangle meshes as a too coarse sampling or badly oriented connectivity are likely to be seen as visual artifacts. As a consequence, very dense meshes or adaptive remeshing are usually required, increasing even more the computational cost.

Proposing an interactive tool enabling to handle deformation behaviors as different as bending, crumpling and tearing could be highly valuable for both digital artists who need to model and animate the virtual paper, or for digital environment appli-cations such as virtual and augmented reality, or video games, where the user being immersed into the scene can manipulate the virtual material. While interactive paper bending and crumpling acting under compressive forces have already been studied [BW07, KZC09, HY14, SRH * 15], interactive tearing behavior of paper under stretching forces has not yet been addressed.

In this work, we propose a new method to efficiently model paper tearing in the context of an interactive modeling session. The method takes as input a flat sheet of paper. Users can then dynamically distort it and tear it up, the deformation being controlled by the compression or tension forces resulting from the movement of their finger tips applied to the sheet. Note that when you tear the actual paper with your hands, you can naturally control the direction of the tear. One of our objectives is to allow the same kind of intuitive control over our virtual tear. Our approach is associated with bending and crumpling of the paper and thus enables to model common real life scenarios of paper manipulation. While other previous approaches usually require either a fine meshing along the tear in order to reduce dependence from the mesh connectivity [START_REF] Pfaff | Adaptive tearing and cracking of thin sheets[END_REF], or require to embed the mesh into a low resolution proxy [KMB * 09], our approach, instead, can efficiently compute the tear in an arbitrary direction on the surface mesh. By assuming the specific scenario where a sheet of paper is manipulated by the user's hands, we derive our geometry-based algorithm to compute the propagation of a tear from observations made in material sciences and fracture mechanics. By using a dedicated coarse, yet accurate, representation of the developable surface of paper we finally achieve our goal of realistic looking tears of paper at interactive time rates. Our contributions further include a geometricallybased criteria to select a small subset of candidate vertices where to start a tear, an efficient computation of the tearing direction, and a texture-based appearance of fine details along the tear.

Related works

Thin sheet tearing, and more generally, thin sheet fracture have been studied in the Computer Graphics field using two main approaches: the physically-based methods in order to simulate the fracture of different material, and the procedural approaches to generate plausible fracture behaviors and geometries.

Physically-based fracture simulation

The early work of Terzopoulos and Fleischer [START_REF] Terzopoulos | Modeling inelastic deformation: Viscolelasticity, plasticity, fracture[END_REF] is the first to propose a tearing model for thin sheets computed using a breakable mass-spring model. While the approach is conceptually simple, the fracture orientation heavily depends on the mesh connectivity. O'Brien and Hodgins [OH99] propose a continuous tetrahedron based finite element model handling explicitly this fracture orientation for brittle objects. It has been extended later to ductile material [START_REF] Bargteil | Graphical modeling and animation of ductile fracture[END_REF]. Solid object fracture has been subject to specific studies such as efficient formulation for FEM meshes [BHTF07], integral formulation [ZBG15], or adapted to point set data [START_REF] Glondu | Real-Time Simulation of Brittle Fracture using Modal Analysis[END_REF]. [START_REF] Hegemann | A level set method for ductile fracture[END_REF] proposes to solve ductile fracture using the so called Griffith's energy with a level set method. However, such optimizations are restricted to non deformable models. Interactive time rates have recently been achieved using modal analysis [START_REF] Glondu | Real-Time Simulation of Brittle Fracture using Modal Analysis[END_REF]. Gingold et al. [GSH * 04] propose a fracture for-mulation dedicated to discrete deformable triangle meshes, which is thus adapted to thin sheets fracture. Pfaff et al. [START_REF] Pfaff | Adaptive tearing and cracking of thin sheets[END_REF] developed a thin sheet fracture model based on a local stress analysis on top of a local mesh adaptation algorithm [NSO12]. It achieves highly detailed results which can be applied to paper tearing as well, but its computational cost prevents the applications within an interactive scenario.

Procedural fracture model Some previous works use procedural methods for fracturing volumetric objects. For example, fracture patterns can be computed using a fast procedural method, although the kinematics are still usually computed using a physical model. A popular method for cheap fracture computing, dedicated to explosion modeling, is to use prefractured objects that break along a pre-defined pattern [MCK13]. The fracture may also be spread from an initial location using a procedural algorithm [START_REF] Neff | A visual model for blast waves and fracture[END_REF]. This kind of approaches enables fast fracture simulation but cannot be applied to paper as the path of the tear explicitly depends on the motion of the hands tearing the paper. Lejemble et al. [LFD * 15] proposed an entire procedural method to compute the tearing of paper in a very specific scenario where only four fingers with fixed positions on the sheet or paper are able to tear it.

Fracture details

Different approaches have been proposed to create realistic details at the edges of a tear. Metaaphanon et al. [START_REF] Metaaphanon | Simulation of tearing cloth with frayed edges[END_REF] model frayed edges of woven fabrics being torn by representing the two layers of interwoven yarn of the cloth. Although paper may be seen as a structure of interwoven fibers, the small size and stochastic position and orientation of the fibers make this kind of approach hardly efficient for tearing paper. Busaryev et al. [BDW13] simulate multilayered thin material by superposing several thin shells. A mixed approach, proposed by Chen et al. [CYFW14], is to refine a 3D fracture animation, computed for example with a coarse physical simulation, by adding procedural details based on a 3D texture representing the strength field of the material (i.e. its ability to resist to fracture). Highly detailed fracture of inhomogeneous material can thus be computed at low cost. Physical accuracy is limited by the coarse initial simulation, and the collision handling of the refined parts may prove to be problematic. Yet this concept seems to be well-adapted to represent small details of the torn fibrous structure. This method inspired the generation of additional 2D details for the procedural method by [LFD * 15]. We use a similar approach to generate detailed tearing paths, but improve it by efficiently employing textures.

Method overview

The main idea of this work is grounded in several observations from studies made in material sciences and fracture mechanics. First, by reviewing a set of experimental and theoretical studies of tearing paths for different set-ups, such as a cylinder being pushed though a sheet [START_REF] Audoly | Cracks in thin sheets: When geometry rules the fracture path[END_REF] or two points pulling on a tear [START_REF] Okeefe R | Modeling the tearing of paper[END_REF], Roman [START_REF] Roman | Fracture path in brittle thin sheets: a unifying review on tearing[END_REF] shows that a tearing path on the 2D pattern of inextensible thin plates is remarkably explained by geometrical criteria. Therefore material properties and history of elastic deformation may have only few impact on the resulting fracture path. Secondly, as explained in [START_REF] Freund | Dynamic fracture mechanics[END_REF][START_REF] Germain | Mécanique de la rupture fragile et ductile[END_REF], the tear propagation is mainly influ-enced by the stress field surrounding the tip of the tear. This leads to the general idea of our method based on describing the tear propagation path through local geometrical criteria around the tip of the tear in order to derive an efficient algorithm.

The Griffith criterion, derived from [Gri21] is used in numerous former and recent works about fracture mechanics, e.g. [SP74, AL85, CFM09] for predicting the propagation of a tear or fracture. Let us suppose a sheet of paper with constant thickness e, this criterion relates the propagation of tears to two quantities: the energy release rate Er (J m -2 ) expressing the amount of energy released by a infinitesimal fracture propagation and divided by e and the crack resistance force, also called fracture energy E f (J m -2 ) expressing the magnitude of the force divided by e required to generate a fracture, and can be seen as expressing the intrinsic resistance of the material to tearing.

Griffith criterion states that a tear is created when

Er ≥ E f .
(1)

Note that the associated computation of these quantities in our scenario will be described in Section 4 and Section 5. Some works propose to compute the direction of propagation as the direction that maximizes the energy released rate Er [BFM08], i.e. the direction which first satisfies the Griffith criterion when forces applied gradually increase.

We derive our geometric propagation criterion from Griffith's work and a specific case studied theoretically and experimentally by O'Keefe [START_REF] Okeefe R | Modeling the tearing of paper[END_REF] and Roman [START_REF] Roman | Fracture path in brittle thin sheets: a unifying review on tearing[END_REF], where a sheet of paper is torn apart when pulled by two fingers on both sides of the tear, see Figure 2(left). O'Keefe notes that the propagation of the tear can be fully described by the positions of the two fingers, Ā and B, and the crack tip p on the 2D pattern of the sheet of paper. More precisely, in the case of isotropic paper, the direction of propagation that maximizes the energy release rate Er is given by the bisector between the two line segments linking the fingers' positions to the tip p of the tear as seen in Figure 2(right). The trajectories are thus hyperbola with Ā and B as focal points. The maximized energy release rate Er can then be formulated as

Er = F 2 cos θ 2 /e, (2) 
where F is the amplitude of the force applied on the pulling points, θ ∈ [0, 2π] is the angle between the two segments linking the finger positions to the tip of the tear, and e is the paper thickness, which is supposed to be a constant defined by the user in our implementation.

Our method aims at applying these ideas to a more general scenario, where tearing may be initiated and propagated using more than only two positional constraints, while still seeking to describe the tearing propagation direction within the 2D pattern domain for efficiency reasons. Our insight is to analyze the distribution of forces acting locally on the tip of the tear to extract two main, approximately equivalent opposite forces. These two opposite forces, seen as generated by two virtual fingers, will be used to define the tearing direction following [START_REF] Okeefe R | Modeling the tearing of paper[END_REF] as the bisector of their directions expressed on the 2D pattern. Note that our assumption of locally equivalent forces is restricted to the cases where multiple positional constraints are pulling apart the sheet of paper which is coherent with our interactive tearing scenario, but may no longer be suitable for other scenarios such as volumetric projectiles passing through the sheet of paper, or when a part of the sheet of paper is stuck on an underlying surface.

In order to apply this tearing method for interactive purposes, we need to base our computations on an efficient deformable model of paper material. Our method can be seen as an extension of the interactive model developed by Schreck et al. [SRH * 15]. This model describes the isometric, and thus developable, non-smooth surface of a deformed sheet of paper as a set of generalized cones and planar surface parts. Each generalized cone is defined as a set of rulings having a single point, the so-called apex, in common. This model can handle both smoothly bent and crumpled papers as response to compressive forces. A smooth shape is defined by piecewise generalized cones with the apex outside the surface, see Figure 3. A crumpled shape includes also conical pieces whose apices are inside the surface. Those apices represent so-called interior singular points -the surface is not smooth (C 2 ) anymore-caused by damage done to the fibrous structure while crumpling. This paper model also includes so-called junction points, which designate the junction between curved and planar regions on the boundary of the sheet of paper, see Figure 3. They represent the singular points on the boundary of the surface. The model is constantly updated at each time step using adapted geometrical remeshing ensuring developability of the shape interleaved with a physically based elastic FEM simulation [ARC] guiding the main deformations on top of the coarse mesh.

Our tearing method can be seen as an additional feature of this existing pipe-line, which thus offers now a complete framework for interactive virtual paper manipulation. The deformation developed in [SRH * 15] (both physical simulation step and geometric remeshing step) is used here to compute the interactive deformation of the surface without tearing consideration. Our method then computes the response of paper to extension forces by applying the following four steps, see also Figure 4:

(1) Selection of potential tearing points and fracture energy computation (Section 4) A list of candidates to extend or start the tears propagation called (2) Hybrid model to compute tearing propagation (Section 5) The local forces and the direction of the tear are efficiently computed based on the previously described assumptions. The release energy rate Er is computed with respect to the applied physical forces, and the tear is then potentially propagated on the surface which is remeshed.

(3) Modeling the details along the tear trajectory (Section 6) A high resolution path along the tear is computed using a texture based approach enabling to efficiently mimic detailed tearing appearance on top of a coarse geometrical mesh.

(4) A physical simulation step is finally applied on the mesh after each propagation of a tear, in order to dissipate the energy released by the propagation and let the lips of the tear move apart before treating the next potential tearing point. This is the same physical step than used in [SRH * 15].

Potential tearing points and fracture energy

Finding the location of the starting position of a tear is a problem which has not been explicitly studied in Computer Graphics so far. Existing approaches consider either a predefined position which does not fit to an interactive model [KMB * 09], or consider all vertices of the mesh as potential starting points for the tear leading to high computational cost [START_REF] Pfaff | Adaptive tearing and cracking of thin sheets[END_REF]. We propose instead to extract a limited subset of points where tearing may take place, and sort them with respect to a procedural criteria.

Selecting potential tearing points

Material sciences studies showed that inextensible thin sheets, including paper material, have a very low resistance to torque [START_REF] Roman | Fracture path in brittle thin sheets: a unifying review on tearing[END_REF]. At the opposite, they have a much higher resistance to in-plane stress. For instance, tearing a rectangular sheet of paper in-plane while keeping the sheet flat on a table is much more difficult compared to tearing a piece of paper by twisting one of its borders in two different directions as shown in Figure 5.

Taking into account the low resistance to torque and the fact that inextensible thin sheets concentrate stress in very localized singular regions [START_REF] Freund | Dynamic fracture mechanics[END_REF] we propose to consider the potential tearing points as being the vertices of the boundaries which may be able to concentrate the stress in our tearing scenarios. We identified three types of points -The finger positions (red points in Figure 4 and Figure 5), where the hard positional constraints are enforced on the surface, therefore potentially accumulate large stress.

-The so-called junction points (yellow points in Figure 4) separating two curved regions (see Figure 3 and Figure 5), or a curved and a flat region on the boundary. These points are singular, and therefore concentrate the stress.

-The points exhibiting an inward angle on the boundary (sky blue points in Figure 4). Under deformation, these points separate different conical or planar surface parts and become therefore junction points. The tips of already existing tears fall in this category as well.

Note that following the underlying geometric model, which well approximates deformed paper sheets, all other points on the boundary are necessarily regular surface points belonging to smooth cones or planar regions, and therefore do not accumulate stress. We are therefore able to limit the number of potential tearing points which have to be checked at each time step to this small set of points, usually around 10 points in our examples.

Computing the fracture energy

Remember that the fracture energy E f (1) represents the threshold above which the energy release rate Er is sufficient to generate or propagate a tear. It is therefore related to the intrinsic resistance of the fiber network constituting the sheet of paper and needs to be estimated for each potential tearing point. We thus propose to model the resistance of the fibers by a 2D texture T f ibers over the surface. We use a Perlin noise as fibers' texture. Note that it would be possible to replace the Perlin noise by a more physically accurate representation of the distribution of the fibers as a future work.

In order to take into account the plastic damage occurring at the tip of a tear that creates microcracks propagating ahead of the tear tip, and thus weaken the structure in its neighborhood, We associate a damage parameter dp to each potential tearing point p = (u, v) (u and v being the coordinates of the point in the 2D pattern) which facilitates the propagation of an already existing tear. If p is a tip of a tear, we set dp = D, where D ∈ [0, 1] is a constant value chosen by the user to define how easy the tear can be propagated. For all other points, we set dp = 1. As shown in the accompanying video, the use of the damage parameter helps to ensure a continuous tear propagation in correspondence to the motion of the hands. The fracture energy of p is then defined as

E f (p) = c T f iber (u, v) dp, (3) 
where T f ibers (u, v) ∈ [0, 1] is the value of the fibers texture at the position (u, v) and c is a material constant modeling the general resistance of the paper. Combined with the parameter D, c controls how easily a tear will be created and how easily it will propagate.

We use c = 0.005 in our examples.

Hybrid model to compute tearing propagation

Given a potential tearing point p and its fracture energy E f (p) (3) this section now describes how to compute the energy release rate Er(p) enabling to decide whether or not the tear path propagates at p and how to compute the direction of the path of the tear.

We call our approach hybrid (geometric and physical) because on one hand the underlying deformation model (crumpling model) [SRH * 15] is hybrid and on the other hand we also interleave geometric and physical considerations for the tear path computations. The crumpling model has indeed two layers. The physical layer provides us with the forces derived from a standard elastic physicalbased simulation step. The geometric layer consists in the developable surface of the sheet of paper defined by pieces of generalized cones through their set of rulings and planar surface pieces, see Figure 3. The geometric layer includes the tear path computations and is used to create an optimized mesh for the simulation step. This mesh is very coarse but has all the necessary degrees of freedom. Both the physical layer and the geometric layer of the deformation model are updated at each frame. See the overview Figure 4 to remember the big picture of the algorithm.

Our approach aims at integrating efficiently the geometrical and physical considerations noted by material sciences studies, in order to obtain the controllable, smooth paths specific to paper tearing. Despite the fact that the forces act on the tear in the 3D space, the tear trajectory seems to follow geometric rules on the 2D pattern. This is why, instead of choosing a 3D criterion as proposed in [OH99, PNdJO14] or a 2D energy based criterion as used by Gingold et. al. [GSH * 04], we derive a criterion based both on the 3D forces and on 2D geometric rules. In addition, we can thus perform the tear path propagation and the mesh update in the 2D pattern, which simplifies considerably the computations in the geometric layer.

Tearing forces

Let us consider a potential tearing point p and the forces applied on it. These forces ∈ IR 3 are computed from the standard FEM used by the physical simulation step. Note that due to the very low bending forces of paper material, we consider only in-plane stretching forces during the tear propagation step which are the forces related to the deformation of the triangles of the mesh. If p, a vertex of the mesh, has N adjacent triangles, a set of N forces (f k ) k∈[0,N-1] is applied on it, each one corresponding to an adjacent triangle. As stated previously in Section 3, we aim at efficiently approximate this local distribution of stretching forces by two equivalent (nearly) opposite forces called F le f t and F right , that we consider as generated by two imaginary pulling points, so that we can apply the formula (2) derived by O'Keefe [START_REF] Okeefe R | Modeling the tearing of paper[END_REF]. Herein the direction of tearing is determined in the 2D pattern as the bisector of the pre-image of these two forces.

Our first goal is therefore to divide the forces (f k ) k∈[0,N-1] into two clusters based on the similarity of their directions. For this, we look for a plane separating the forces defined by the normal vector n at position p and a "bisecting" vector b. F le f t and F right are then defined by:

F le f t = ∑ f k •(b×n)>0 f k and F right = ∑ f k •(b×n)<0 f k . ( 4 
)
Our computation of b relies on an iterative clustering algorithm. First, we initiate b 0 as the bisector of two tangent vectors on each side of p on the surface boundary, see Figure 6 (top). Note that these (generally not parallel) tangent vectors may correspond either to the initial surface boundary when a new tear is created, or the lips of an already existing tear. F 0 le f t and F 0 right are computed using Eq. (4). We then iterate over i > 0 by defining b i as the bisector of F i-1 le f t and F i-1 right and pursue the computation of the forces F i le f t and F i right still using Eq. (4). Finally, we stop the algorithm when b ib i-1 < ε, which usually takes no more than 10 iterations. 

Energy release rate and tearing direction

Once we have obtained the two clusters of 3D forces (represented by F le f t and F right ), we use them to compute the energy release rate and the direction of propagation as described before in Section 3.

The forces (f k ) composing the clusters are in-plane forces, so we can map each f f f k into f f f k in the 2D pattern. We then compute Fle f t and Fright -the counterparts in the 2D pattern of F le f t and F rightas the sum of mapped forces of each cluster:

F F F le f t = ∑ f k •(b×n)>0 f f f k and F F F right = ∑ f k •(b×n)<0 f f f k . ( 5 
)
We consider Fle f t and Fright as the projections of forces on the pattern applied by the two imaginary pulling points. The direction t t t (shown in Figure 7) in which the tear should propagate to release the maximum of energy is then the bisector of Fle f t and Fright and the corresponding energy release rate (derived from (2)) is given by

Er = ( F le f t + F right ) cos θ 2 /e, ( 6 
)
where θ is the angle ∈ [0, 2π] between Fle f t and Fright .

If the energy release rate Er is greater than the fracture energy E f at the point p (1), then the tear propagates and a new tip of the tear is created in the direction t t t. We adjust the speed of propagation according to the energy released by the propagation:

pnext = p + c Er t t t,
where c is a constant parameter enabling the user to tune the speed of propagation of the tear. Finally, the 3D position of the new tear tip is computed by mapping pnext back onto the 3D surface. 

Surface remeshing

Once the new tearing tip pnext has been found, the crumpling model, in particular the geometric layer, needs to be updated. As p is a point belonging to the boundary of the torn paper, pnext has to be integrated into the boundary of the surface. We distinguish two cases. When the tear direction in the 2D pattern changes at vertex p (i.e. the angle formed by the tear at p is greater than a threshold that we set at 0.1rad), we split p into two vertices, each belonging to one side of the tear lips, see Fig. 8(left). Otherwise, when the tear goes straight, we remove p from the boundary of the surface, see Fig. 8(right). This enable us to keep the mesh coarse in order to be as computational efficient as possible.

Finally, the coherence of the geometric layer has to be ensured: the generalized cones and flat regions crossed by the new tear between p and pnext have to be updated to integrate the tear. More technical details are given in Appendix A. Let us however notice, that one of two newly created vertices after splitting, p 1 or p 2 , has necessarily an inward angle on the boundary, which means that it becomes a potential tearing point. The tear could thus even branch at this point in the next iterations of the tearing algorithm.

The physical layer is computed from the geometric layer and then automatically integrates the tear. The physical simulation is considered as static, so we put a zero velocity to every point created while remeshing.

Modeling the details along the tear trajectory

The previous section explained how we compute the next tip of a tear when it propagates during a small time step. This enables to obtain at a large scale a piecewise smoothly curved tearing path, such as the hyperbola-generated trajectories from [START_REF] Okeefe R | Modeling the tearing of paper[END_REF]. At a fine scale however, the border of a paper along a tear exhibits small stochastic details, as the ones that can observed on the real torn paper in Figure 9. In order to obtain realistic looking results with our method, these small stochastic details, need to be added. In this section, we explain how compute a detailed path between two successive tips and how to visualize it with a texture.

Figure 9: Torn border of a real paper. The path of a paper tear presents small stochastic details that would be too expensive to precisely represent with the same mesh used for the modeling of deformation.

Stochastic computation of the detailed path

To compute the fine scale geometry of the tear path between two successive tear tips i and i + 1, we adapt the method from Lejemble et al. [LFD * 15] by defining a 2D scalar mapping, which combines a stochastic distribution T f iber representing the resistance of the fibers to break and a fracture-centered Gaussian stress field G i :

T (x, y) = (1 -ω) T f iber (x, y) + ω G i (x, y). ( 7 
)
The size of the details are controlled by the standard deviation σ of the stress field G i . T f iber has already been introduced in formula (3) and causes the stochastic appearance of the resulting path. We model T by a 2D texture, which represents the breaking coefficient at each pixel (intuitively it can be seen as the probability of the path to go though a pixel). A low energy path between the positions of the two tips is then computed by iteratively choosing among the neighbor pixels that are closer to the next tip the one with the greatest breaking coefficient.

Representation of the detail path as textures

The detailed path between the two successive tips is described as a path inside a texture mapping the surface. Our objective is to efficiently render the fine detailed tear segments between successive tips following the global tear trajectory. A naive way to proceed would be to compute the position on the 2D pattern corresponding to each pixel of the path and then triangulate them and map them on the 3D surface. But this would require a very fine meshing near the tear path with an large number of triangles. Our idea is to keep the mesh coarse, and rather "cut" the path on the texture of the paper that we use when rendering our results.

Let us call the initial texture used to render the piece of paper Tpaper. To effectively represent a detailed tearing path we modify this texture. When a new tear is created, we compute two textures from Tpaper, T right and T le f t , that are respectively transparent on each side of the detailed path of tear (see Figure 10). The triangles that are adjacent to the tear are textured by either T right or T le f t according to which side of the tear they belong to. When a tear is propagated, the textures T right and T le f t are updated in order to include the new path. When a tear is branching, two new textures are created for the new branch of the tear from the texture corresponding to the parent tear.

The detailed path between two successive tear tips is shared by two triangles. To have all the details of the path represented for both of them, we extend those triangles by a small textured rectangle as shown in Figure 11. 

Results

We present here some of our results using simple and easily reproducible scenarios. The animations corresponding to the examples presented in this section can be found in the accompanying video.

Validation of the starting points

To validate our method for computing the tearing starting point we performed an experimental evaluation. We compared the position of the starting point of the tear obtained by our virtual paper with the position for real paper in three cases: (a) the tear begins at a finger position, (b) the tear starts at a junction point and (c) at an inward angle of the boundary. These cases represent our three different types of potential tearing points on the boundary of the paper described in Section 4.1.

Figure 12: A tear is created on virtual paper by flattening of the border of the bent surface. The deformation is generated by two hands represented each by two red points (modeling two fingers) linked by a red line. The tear appears at a junction point between the curved region and one of the flat regions on both, on our virtual sheet paper (top) as well as on the real one (bottom).

Figure 12 shows a virtual piece of paper bent into a locally cylindrical shape by using two hands placed onto the sheet of paper. Each hand is represented on the figure by two red points linked by a red line. Then the two hands perform a rotation in order to flatten one border of the cylinder until creating a tear. The same experiment is realized with a real piece of paper. We can see that with both virtual and real paper the tear appears near one of the fingers on the border between the curved region and one of the parts maintained flat by a hand. Indeed, we assumed that fingers, modeled as hard positional constraint, can potentially accumulate large stress, leading easily to tears. Figure 13 shows an example of a tear created by twisting the border of a piece of paper. Two corners of the paper are hold and rotated in opposite directions until two curved regions are obtained, curved in opposite directions. In both cases, for the virtual and the real paper, we make the same observations. First a singularity appears at the junction between the two curved regions. In our virtual model, this is identified as a junction point (represented in the virtual model as a yellow point in Figure 5). Then a tear starts at this point and continues to propagate inside the paper.

Figure 13: A tear is created by bending two corners of the sheet of paper in two different directions,i.e. by twisting the border. On both our virtual paper (top) and real paper (bottom), the tear appears at the junction between the two cones created by each bending.

In the third scenario, cut out a triangular piece of paper and therefore create an inward angle at the boundary, see Figure 14 and Figure 15. We then tear the paper at this concave border by placing the fingers at the top and by pulling the extremities in opposite directions. In this situation the point at the inward angle easily becomes a junction point and so easily becomes the starting point of a tear. We reproduce this case in Figure 14 and Figure 15.

It is possible the check the validity of our potential tearing points be reproducing the scenarios presented above.

These results suggest that the three types of particular points on the geometric model (finger positions, junction points and concave points), which we have selected with physical and geometric arguments do work well as potential starting tearing points. We note, that real paper can also be torn starting from the inside of the surface when forcing an object though it. However, this kind of scenario is out of scope of the present paper, as we aimed at reproducing controllable tears when manipulating a piece of paper with our fingers. The tears caused by this particular case are difficult to create solely by hand and appear abruptly without being controllable.

Validation of the tear trajectory

As explained in Section 3, and in more details in [START_REF] Roman | Fracture path in brittle thin sheets: a unifying review on tearing[END_REF] and [START_REF] Okeefe R | Modeling the tearing of paper[END_REF], when the propagation of the tear is only caused by two points being pulled apart, the path drawn by the tear on the 2D pattern follows a very particular geometric curve. Locally, at each tear tip p, the path follows the tangent of a hyperbolic curve whose focal points are the fingers positions (see Figure 2) which is the bisector of the two line segments linking the two pulling points to p. In the next example, we have reproduced the experiment reported in [START_REF] Okeefe R | Modeling the tearing of paper[END_REF] in order to validate our more general model, which has been derived from these results. Figure 14 shows the paper being torn by pulling two points (red dots) located at equal distances of the starting point of the tear. To prepare the sheet of paper, we cut out a triangular piece.This enable us to predict exactly where the tear will start and to place the imaginary fingers at equal distance to the tear's starting point. Following the theory [START_REF] Okeefe R | Modeling the tearing of paper[END_REF][START_REF] Roman | Fracture path in brittle thin sheets: a unifying review on tearing[END_REF], the energy release rate is maximized in the direction of the bisector of the 2 line segments. As we artificially created a symmetric situation, it is expected that the tear trajectory goes straight. Indeed, the tear shown in Figure 14 follows the mediator of the line segments between the two pulling points describing therefore the expected straight tear trajectory. 

Other examples

In the next example, our intention was to reproduce an asymmetric case leading to a curved path. Figure 15 shows the tear obtained by pulling two points located at different distances from the starting points. The mapping of the tear correspond closely to the expected hyperbolic trajectory and can be observed in the video. By rotating them successively we obtain the same zigzagging curve for the real paper (left) as well as on our virtual paper (middle).

User control was one of our main goals when developing our algorithm. It turns out that the user can indeed intuitively control the path of the tear by choosing the positions for pulling fingers as shown in Figure 16(top). This enables us to create complex tearing paths, such as the zigzag shown in Figure 16(bottom). The zigzag was obtained by putting the thumb and the forefinger of each hand onto the paper and rotating then successively one hand after the other. We can also obtain a tear with several branches as shown in Figure 17, when using a more general scenario where fingers change positions through the deformation. We thus demonstrate, that a fine and direct user control over the tearing path is possible and that our model behaves as expected in these scenarios. Figure 19 gives a closer view on stochastic details and shows that we can obtain small details without requiring a dense mesh. Varying the size of the resolution and the standard deviation of the Gaussian field G i in (7) enables to modify the appearance of the tear.

For instance, with a texture resolution of 2048×1476 corresponding to a dinA4 sheet of paper (21×29.7 cm), and a standard deviation σ = 0.1mm (see Figure 19 (bottom-middle), we can obtain details that are of the same scale than the real paper shown in Figure 9. Figure 20 shows a close view on the details of real and virtual paper, along 2 cm of torn border.

Comparison with the approach of Pfaff et al. [PNdJO14]

Figure 21: Comparison between a tear obtained with our method (left) and one obtained with the method presented in [START_REF] Pfaff | Adaptive tearing and cracking of thin sheets[END_REF] (right). The tear is created from a notch with two fingers at equal distance of the end of the notch (yellow dot).

Although the method presented by Pfaff et. al. [START_REF] Pfaff | Adaptive tearing and cracking of thin sheets[END_REF] shows convincing results for many cases of tearing thin shells, it is not well-adapted for the specific case of paper tearing and in particular for interactive manipulations. It not only requires a dense mesh at the tip of the tear -making it computationally rather expensivebut also it cannot reproduce the predictable, smooth-looking aspect of tears in paper. Figure 21 shows an example of this effect: a tear is created by pulling apart two points placed at equal distance of a notch. The tear obtained with the method from [START_REF] Pfaff | Adaptive tearing and cracking of thin sheets[END_REF] follows a oscillating slightly curved path that is not controlled by the position of the fingers. On the opposite, our method enables to obtain the expected straight smooth tear trajectory, to which details of various aspects may then be added and parameterized.

Performance

The Table 1 shows the computation times obtained on a laptop with 8 cores (2.70GHz). The average and maximal times per frame are computed for the animations presented in our results. We obtain an animation rate between 10 and 3 frames per second, which enables interactive applications. The bottleneck of the computational time is still the physical simulation used to compute the underlying elastic deformation [ARC]. Notably, we use a small time step of simulation (in the order of 1/10 th of the visual time frame) in order to simulate rigid behaviors. Still, we managed with our tearing method to keep the mesh, which is also used in the simulation, very coarse (in the order of a hundred triangles), so that the computational cost of the physical simulation stays reasonable for interactivity. 

Discussion and conclusion

We presented a method to interactively model a piece of paper being torn. By separating the generation of details and the global trajectory of the tear, we are able to obtain tears whose general path follows a smooth and predictable tear, and which at the same time presents small, refined details. The geometrical-based tearing paths are consistent with respect to behaviors described in the physics and fracture mechanics literature and validated with experiments on real paper.

In this work, we focused on efficient computation and intuitively controllable scenarios on inextensible thin sheet material, our method has then several limitations in the range of applicability that may be addressed in future works.

We based our algorithm on assumptions that are very specific to paper-like material, notably the ones from O'Keefe's work used for the propagation of the tear. Such behavior may not be directly applicable to elastic material such as cloth for instance. Also the described approach has been designed to handle tears caused by a torque imposed on a boundary of the surface, which are the tears that occur most often while tearing paper in real life. This assumption prohibits our model to start a tear inside the surface, such as caused by a projectile. Initializing a tear by using two perfectly colinear forces is also out of the scope of the possible scenarios. Note that in these cases, the sheet of paper would get brutally torn and the tear would hardly be controllable. Still, once initiated, our general idea for computing the tearing path in clustering forces and computing direction within the 2D pattern may be used to pursue the tearing process.

As visible in the videos, some sudden geometrical changes may occur during animation. They are related to the remeshing of a very coarse mesh structure and could be limited by using dedicated smoothing such as, for instance, the post-remeshing projection proposed by Narain et al. [NSO12].

In the near future, we plan to improve the details appearance, e.g. by generating damages in the fibers' texture around singular regions. It would thus be possible to control where the fibrous structure of the paper is weaker, in order to simulate the effect of broken fibers. In order to model plastic deformation effects such as an existing fold line, we also plan either to modify the fiber texture along the fold to influence the detailed path, or to influence the general path by introducing a bias in the choice of the direction of propagation described in Section 5.2. Another idea would be to use several fiber textures to represent multiple layers of fibers. In this way, the same tear would be associated to several detailed paths and then be represented by layered semi-transparent textures in order to improve realism.

Figure 2 :

 2 Figure 2: (left) Two points on a flat sheet are pulled away from each other. The tip of the tear p propagates when the sheet is pulled by points A and B. (right) On the 2D pattern, the direction of propagation is the bisector of the lines ( Ā, p) and ( B, p). The trajectory is then a hyperbola (in red), with focal points in Ā and B.

Figure 3 :

 3 Figure 3: Crumpled paper model from [SRH * 15]: the geometric layer (left) is composed of curved regions (in purple) and flat regions (in green). Interior singular points (in red) represent damages in the fibrous structure. Singular points on the boundary, called junction points (in yellow), represent the junction between two region. The mesh used by the physical layer (right) is then obtained from the geometric layer to fit the folds

Figure 4 :

 4 Figure 4: Overview of our tearing method in three steps on top on existing bending and crumpling animation model.

Figure 5 :

 5 Figure 5: Junction points (yellow point) in this real case scenario are specific points on the papers boundary from which a tearing path is supposed to start.

Figure 6 :

 6 Figure 6: Top: Initialization of tearing forces clustering algorithm. b b b 0 is initiated as the bisector of the boundary tangents at p. Bottom: An iteration of the clustering algorithm. (left) F F F i+1 le f t is computed as the sum of the forces (in red) of the left side of the plane defined by b b b i and the normal to the surface at p and analogous for the forces on the right side (in blue). (right) b b b i+1 is then computed as the bisector of F F F i+1 le f t and F F F i+1 right .

Figure 7 :

 7 Figure 7: The direction of propagation of a tear depends on the 2D angle θ between Fle f t and Fright . If propagated, the next tip is found in the direction t t t, the bisector of Fle f t and Fright .

Figure 8 :

 8 Figure 8: Depending on the angle made by the tear at p, we either (left) split or (right) remove the vertex p

Figure 10 :

 10 Figure 10: The two textures T le f t (middle) and T right (right) used to render the fine details along the tear path as defined (in red) in the initial texture (left).

Figure 11 :

 11 Figure 11: A support rectangle is used to represent the details outside a triangle bordering a tear.

Figure 14 :

 14 Figure 14: Two pulling points at equal distance of the starting point of the tear create a straight tear. (top) Evolution of the 3D surface as the tear propagates. (bottom) 2D pattern, the tear path is the mediator of the two pulling points.

Figure 15 :

 15 Figure 15: Two pulling points at different distances of the starting point of the tear create a curved tear. (left) The 3D surface of the torn paper. (right) 2D pattern, at each point, the tangent to the path approximately cuts the angle between the directions toward each pulling points into two equal part.

Figure 16 :

 16 Figure 16: Top: By choosing the position of two pulling points, we can control the direction of the tear. Bottom: We use the thumb and forefinger, represented as red dots on the virtual paper and the corresponding 2D pattern (right) of each hand to tear the paper.By rotating them successively we obtain the same zigzagging curve for the real paper (left) as well as on our virtual paper (middle).

Figure 17 :

 17 Figure 17: A branching tear is obtained by tearing the paper successively into different directions using the fingers represented by red dots.

Figure 18

 18 Figure18shows an example of a more complex deformation involving crumpling and tearing. A sheet of paper is bent in a cylindrical shape by two hands (one of each side of the curved part) (left). A border is then pinched by one of the hands (middle-left). The hands move apart of each other by a rotational motion, creating a singular point on the border and then a tear starting from this point (middle-right, right).

Figure 18 :

 18 Figure 18: A more complex example exhibiting crumpling and tearing. Red dots are finger points and black arrows indicate their motion.

Figure 20 :

 20 Figure 20: Close view on a torn border of real paper (left) and one of our virtual paper (right). Each image represents around 2cm of the torn border.

  

Table 1 :

 1 Time spent in each step (in ms per frame) Average and maximum computation times for the respective steps: physical simulation[ARC] (including both the physical step use in [SRH * 15] and the one after each propagation of a tear), geometric remeshing of the crumpling method [SRH * 15] and for the tearing step described in this article (steps 1, 2, and 3 from Fig4). The second column indicates the average number of triangles through all the frames.

			Physical	Geometrical	Tearing
		#∆	simulation	remeshing	computation
			avg max	avg	max	avg	max
	Fig. 12	99	248 301	7	11	2	12
	Fig. 13	70	119 206	4	14	2	15
	Fig. 14	68	170 244	4	5	3	7
	Fig. 16 102	254 303	8	17	6	17
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Appendix A: Geometry update after tear propagation

The geometric structure used by the crumpling model should be preserved. The geometry update can therefore be divided into three cases. For more details the reader is referred to [SRH * 15].

Case 1: pnext is inside a generalized cone (i.e. pnext is inside the 2D pattern of the cone) whose apex is p, in which case we modify the cone such that its apex becomes pnext (see Figure 22). Case 2: pnext is inside a curved region and p is not the apex of a generalized cone. We apply a remeshing scheme similar to the one used when creating a singular point inside a curved region (see Figure 23). Case 3: pnext is inside a flat region. We just update the coarse triangulation representing the flat region in the geometric structure (see Figure 24).

Note also that if p is the apex of a generalized cone, we updated the regions such that pnext becomes the apex of this cone.