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Abstract. Event-scheduling applications like Doodle have the problem
of privacy relevant information leakage. A simple idea to prevent this
would be to use an e-voting scheme instead.
However, this solution is not sufficient as we will show within this paper.
Additionally we come up with requirements and several research questions
related to privacy-enhanced event scheduling. These address privacy,
security as well as usability of privacy-enhanced event scheduling.
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1 Introduction

For years, technical event scheduling has been done with applications like Mi-
crosoft Exchange or a central iCal-server within some intranet. Since Web 2.0
applications became very popular, an application named Doodle [1] which assists
event scheduling in a very easy way became popular as well. In this solution, an
initiator configures an online poll where everybody votes on dates that are shown
to all visitors of the web page.

In contrast to the intranet solution, Doodle offers its event scheduling service
to everyone. However, both solutions – the intranet solution and Doodle – have
in common that everybody has to publish his so-called availability pattern. In
contrast to a solution running in a company, within the Doodle-solution, the
availability patterns are visible to the whole world.

An availability pattern contains at least two different types of information.
The direct inference from the pattern are information which one can extract
from the availability of certain dates (‘Will my husband vote for the date of
our wedding anniversary?’). Second, the indirect inference of a pattern reveals
information, when connecting more than one information source (‘The availability
pattern of user bunny23 looks suspiciously like the one of my employee John
Doe!’).

However, Doodle offers users some sort of privacy-enhancing feature. An
initiator has the possibility to create “hidden polls” where availability patterns
are visible only to him. Together with an SSL based connection, one may achieve
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confidentiality for external attackers. However, the Doodle server and the poll
initiator still learns the availability pattern.

Doodle also reacted to their users demand of security. In a normal poll,
everybody may change everybody’s vote. If one does not want to register to
preserve one’s unlinkability, Doodle offers the possibility to restrict changes to a
vote from the initiator only. However, trust in the poll initiator and the Doodle
server is needed in this case as well.

The outline of the paper is as following: We first raise requirements which
we claim to be necessary for privacy-enhanced event scheduling in Section 2.
Section 3 will give a short literature overview. Afterwards (Section 4) we discuss
which questions are not fulfilled yet and should be target of further research.

2 Requirements

This section describes requirements for privacy-enhanced event scheduling. Even
if there may be more general requirements applicable to privacy-enhanced event
scheduling, we want to concentrate on the most restrictive ones which still fit
the most use cases (but not all). Stating too general requirements might lead to
a scheme, which is unnecessarily bloated and inefficient.

An event scheduling application typically schedules an event in a group of a
few dozens of people. Even if there are use cases, where scheduling events in a
group of people who do not know each other are imaginable,1 the most common
use case of such an application is to schedule an event within a closed group
where most of the participants know each other.

A typical web-based event scheduling application can be divided into 3 phases:
poll initialization, vote casting and result publication. Figure 1 depicts these
3 phases. An initiator creates a poll in the poll initialization phase. There he
has to define a set of possible time slots when an event might take place. Every
user may specify his preferences in the vote casting phase. Finally, in the result
publication phase, a time slot is chosen, when the event should take place. We
call the rule, which chooses the time slot, the selection rule.

In a usable privacy-enhanced event scheduling application everything should
be the same as in a normal event scheduling application with the difference that
the availability pattern is confidential.

The following requirements should apply to a privacy-enhanced event schedul-
ing application:

Untrusted single entity As little trust as possible should be placed in any
single entity.

Verifiability Every participant should be able to verify that no other participant
has cheated (i. e., every other participant is authorized and behaves according
the protocol) and that his preferences has been taken into account.

1 e. g., one needs to schedule a lecture and wants to find out the most acceptable time
slot for the students
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Fig. 1. Phases of a typical web based event scheduling initiated by Carol

Privacy Nobody should learn more than absolutely necessary about the avail-
ability of other participants and thus should not be able to infer on their
identity, i. e., every participant should only learn that the one specific chosen
time slot fulfills some selection rule. The amount of information which is
leaked therefore depends on the selection rule. Note that this requirement
does not mean, that all participants are anonymous.

It is easy to conceive, that verifiability and privacy are contradicting require-
ments. In a Doodle-like scheme without privacy, verifiability is given through
the fact, that everybody can read the votes of the other participants. In a
privacy-enhanced scheme, other mechanisms are needed.

Additionally, verifiability and privacy require, that the set of participants is
fixed within the poll initialization phase and that the participants know each
other. Knowing the identity of the other participants gives the possibility to
make clear statements about the anonymity set and its size. Additionally one
may observe that no attacker is able to add votes for faked participants (only
authorized participants vote).

To gain a usable application, the following requirements have to be fulfilled:

Preliminary Steps An application should not require many preliminary steps
(e. g., installation, registration etc.).

Communicational Complexity An application should not require much more
user interaction than existing event schedulers and should allow the user to
be offline as it may be used in mobile scenarios. Therefore the scheme has
to have few message exchanges. In Figure 1 one can see that typically every
user has to interact 2 times with the application: in the vote casting phase
and in the result publication. Both interactions are initialized through an
email notification.



Computational Complexity As users do not want to wait long, an application
should be efficient for large scheduling problems with many possible event
dates.

3 Related Work

Privacy-enhanced event scheduling can be seen as a distributed constraint satis-
faction/optimization problem (DSCP/DCOP) or a an e-voting instantiation. We
will give a short literature overview of both and explain why they do not fit into
the problem. Specific literature is discussed afterwards.

3.1 DSCP/DCOP

A constraint optimization problem consists of a set of variables in finite domains
and a set of cost functions. The goal of the optimization is to find a binding for all
variables, for which the global cost, calculated from all cost functions is minimal.
A constraint satisfaction problem is a special case of the optimization problem
where the output of all cost functions is an element of {0, 1} and the global
cost is calculated with the multiplication of all cost functions. In a distributed
constraint optimization, every participant holds his own set of variables and cost
functions. The solution to the optimization problem is found through sending
messages between the participants with the assignment of variables and their
costs.

There exist many algorithms for DCSP [2–4] and DCOP [5–7] and measure-
ments of the information leakage were done by Franzin [8] and Greenstadt [9].
These algorithms may solve complex scheduling problems where different subsets
of the participants participate in different events. Each participant may have cost
functions about the place, travel time, and constraints between the events.

However, all DCOP algorithms share the problem that they are complex in
terms of message exchanges even for basic scenarios. To solve the problem of
message exchanges, agents are used which send and receive the messages. As
usual users do not want to setup such an agent at some server, they have to run
it locally and therefore have to be online at the same time.

Therefore the DCOP approach is too complex in terms of message exchanges
and contradicts the communicational complexity requirement. A simpler solution
for the simpler problem of scheduling a single meeting would be appropriate.

3.2 E-Voting

There is a lot of literature about electronic voting. It can be categorized into
approaches based on mixes [10–14], homomorphic encryption [15–18], and blind
signatures [19–23].

The difference between privacy-enhanced event scheduling and e-voting, and
why e-voting cannot be applied directly to event scheduling was already dis-
cussed [24]. One of the main design criteria of electronic voting schemes is to



have a computation and communication complexity, which is independent from
the number of participants (voters). While this is valid when organizing an
election for millions of citizens, this design criterion can be relaxed in the event
scheduling approach, as we deal with smaller closed groups of participants. A
design criterion for event scheduling should be that the computational complexity
of the scheme scales in the number of time slots. However, if one applies e-voting
schemes directly to event scheduling, they all have in common that the number
of asymmetric operations scales linear with the number of time slots, i. e., one
needs at minimum one asymmetric operation per time slot.

In the following, we will shortly discuss the three approaches separately and
estimate the computational complexity in terms of asymmetric operations. Let
|𝑇 | be the number of possible time slots an event may be scheduled at, and |𝑃 |
be the number of participants voting in a poll.

Mixes Chaum invented mixes as building blocks for anonymous communication
channels and he first proposed an election scheme based on them [10]. Many
extensions have followed thereafter [11–14]. The common idea is to build an
anonymous blackboard with mixes. In a first phase, every voter has to generate an
asymmetric key pair and publish the public key on that blackboard. In the voting
phase, every voter encrypts his or her vote with the secret key and publishes the
encrypted vote on the anonymous blackboard. Everybody can decrypt the votes
and count the result.

Assuming ℓ mixes, to cast a vote, every voter has to encrypt his or her key
and vote ℓ times asymmetrically. A naive adaption to event scheduling would
imply one poll per time slot. Every voter would have to do 2 · ℓ · |𝑇 | asymmetric
encryptions. Further, one must trust that the mixes do not collude to compromise
one’s privacy, and the mixes have to perform additional decryption operations,
which add to the overall complexity.

Homomorphic Encryption Voting schemes based on a homomorphic encryp-
tion function use the property that one can add all the votes and decrypt the
result without decrypting individual votes (i. e., one can find two operations
⊕ and ⊗ so that the encryption function E is homomorph to these operations
E(𝑥1) ⊕ E(𝑥2) = E(𝑥1 ⊗ 𝑥2)). A problem of plain homomorphic encryption is
that cheating voters stay undetected as their votes are not decrypted separately.
So practical schemes require extra effort to prevent this.

A voting scheme based on a homomorphic encryption function was first
described by Cohen and Fischer [15] and later extended by Benaloh and Yung [16].
The scheme consists of different parts where a central entity and the voters have
to commit to values and prove their correctness without revealing them. Proving
a “primary” ballot is done by committing to several “auxiliary” ones, decrypting
half of them and showing that the others are type-equivalent to the primary
ballot. This proof is done twice in the whole scheme.



A direct application of this method for event scheduling appears to be ineffi-
cient: considering only the vote encryptions, with a security parameter ℓ, every
voter would have to do ℓ · |𝑇 | asymmetric cryptographic operations.

Inspired by Benaloh, Sako and Kilian introduced a voting scheme that uses
partially compatible homomorphisms [17]. Baudron et al. enhanced this scheme
for multi-votes [18]. However, also in this scheme, a voter has to encrypt every
single vote multiple times. Baudron’s extension even targets multi-candidate
elections, but this is not equivalent to the event scheduling problem, where
repeated elections would be needed.

Blind Signatures Shortly after his mix-approach, Chaum came up with another
voting scheme [19] which uses blind signatures [25]. Fujioka et al. reduced the
complexity of Chaums idea to adapt it to large scale elections [20] and many
subsequent schemes were derived from the Fujioka–Okamoto–Ohta scheme [21–23].
Some of them led to implementations [26,27].

The main idea is to split the protocol into two independent phases: (1) ad-
ministration, which handles access control, and (2) counting of anonymously
casted votes. The vote is blindly signed during administration, unblinded by the
voter and then sent anonymously to the counter. As the casted votes contain no
personal information, they can be published afterwards.

If one applies this scheme to the event scheduling problem, a voter would
have to blind and unblind |𝑇 | messages and verify the administrator’s signature
of every message. The administrator would have to verify |𝑃 | signatures and has
to sign |𝑇 | messages. The counter would have to verify |𝑃 | · |𝑇 | signatures. The
overall effort is (|𝑃 | + 2) · |𝑇 | + |𝑃 | asymmetric cryptographic operations.

3.3 Specific Prior Work

There are two publications which specifically target the event-scheduling prob-
lem [24,28]. Herlea et al. [28], covers three different approaches to the problem.
One is a solution based on a trusted third party, which is efficient, but stands
in contrast to the requirement of limited trust in a single entity. The second is
a straight application of general secure distributed computing. Consequently, it
suffers from high computational and communication complexity. The third ap-
proach, a “custom-made negotiation protocol” is most interesting and promising.
It can be best described as a hybrid between the techniques reviewed in Section 3.
The protocol is designed to schedule single events through a combination of
homomorphic encryption with respect to the equality operation (in fact, addition
modulo two) to blind individual availability pattern, and an anonymous channel,
which is established by letting voters act as re-encrypting mixes. While the cryp-
tographic operations are comparably efficient, the scheme requires way too much
communication phases (|𝑃 | + 1 messages). (The authors acknowledge this and
discuss ways to trade off communication complexity against trust assumptions.)

Based on superposed sending and Diffie-Hellman key agreement [29, 30],
Kellermann and Böhme described a privacy-enhanced event scheduling solu-
tion [24, 31, 32]. Within this solution, every possible participant encrypts his



availability pattern with a homomorphic encryption. The availability pattern
itself contains a 1 for all available time slots and a 0 for time slots, the partici-
pant is unavailable. The homomorphism of the encryption is used afterwards to
calculate the number of all available participants at the certain time slots.

4 Open Research Questions

Offering a privacy-enhanced version of a web-based event scheduling system raises
several problems which are described in the following and should be target of
further research.

4.1 Security Definition and Formal Proof of Correctness

The whole process of multilateral secure voting has assumptions about privacy
and security. Security definitions of e-voting or DCOP can already be found
in the literature [33]. However, a good application to privacy-enhanced event
scheduling as well as a formal proof of correctness is still missing.

A good requirement formalization is still needed. With such a formalization,
a proof of correctness of a certain scheme could be done.

4.2 Predefined Complex Selection Rules

A problem a privacy-enhanced event scheduling solution has to deal with is when
not all people are available at a certain time slot. The most common selection
rule is to choose one of the time slots where most of the people are available.
However, it may be desirable to decide on other rules, than solely on the number
of available participants. E. g., it may be the case, that some people are more
important to be at a meeting than others. Another selection rule may depend
on sets of participants, e. g., one may schedule a meeting between a number of
organizations where it is necessary that one person of every organization attends
the meeting.

When scheduling an event with an existing privacy-invasive solution, one may
make such decisions, without the involvement of all possible participants. Even
if no common time slot is found where all participants may participate, one is
able to select a time slot on other criteria than initially defined. If the selection
rule came to no result in a privacy-enhanced scheme one has the problem, that
it is not possible to change it without the involvement of all participants. A
possible solution may be the specification of more than one selection rule before
scheduling an event. The additional selection rules are taken into account when
the first one came to no result.

Specifying complex selection rules can be expressed in functions in a DCOP
solution. However, e-voting solutions and the specific privacy-enhanced event
scheduling approaches suffer these functionality. Here, only the sum of all available
participants at the time slots can be taken into account.



A problem is that it is difficult to measure the privacy for an arbitrary
selection rule. Measurements which can be found in the DCOP literature may be
applied here as well. Furthermore, the amount of privacy has to be displayed to
the participants when they state their availabilities. Additionally it is unclear
which selection rules with their respecting implications are understandable for
average users.

4.3 Specifying Preferences

Within the vote casting phase, every participant has to specify a binary choice if
he is available at a certain time slot or not. Instead of sending this binary choice
it may be desirable to specify preferences for every time slot. This can already be
done in a Doodle poll. There one may create a so called “Yes-No-Ifneedbe”-poll
where one has the possibility to select one out of three states for every time slot.

Such a generalization is not necessarily possible in a privacy-enhanced event
scheduling solution. E. g., when using homomorphic encryption the votes cannot
be taken from an arbitrary domain. Consequently, one may not apply arbitrary
operations to the votes. This should be target of further research and one may
think of either giving the answers a meaning (like Doodle does) or let the user
specify a preference value.

4.4 Prevent “Legal-but-Selfish Votes”

A legal-but-selfish vote is a vote where a participant indicates his availability
only at his preferred time slot and not at all time slots he is available. Solutions
which only come to a solution if all participants are available at a common time
slot (e. g., DCSP) motivate users to anonymously send legal-but-selfish votes.

Within a scheduling solution where all participants can observe all indicated
availabilities, the motivation of being selfish would go along with reputation loss.
However, in a privacy-friendly solution selfish votes may be sent anonymously.

A possible prevention of selfish votes may let participants prove that they
signaled availability for more than a certain minimum number of time slots.
Knowing the fact that every voter must be available at a number time slots in
order to participate at the poll would of course decrease the privacy of the voters.

4.5 Automatic Poll Termination

It was already mentioned, that it is necessary to fix the set of participants in the
poll initialization phase. However, it might occur that a participant should be
removed after a poll has started.

Kellermann and Böhme already discussed how to kick-out users who should
not participate in the poll anymore. From a usability point of view, this seems to
be a valid requirement, as depending on the scheme, the selection rule might be
unable to calculate the result, if one of the participants does not vote. If one thinks
one step ahead, an open question is how to handle an automatic termination



of the poll, either after a specific amount of time, or after a specific number of
participants voted. Such an extension should not undermine the privacy of the
participants.

4.6 Dynamic Insertion and Deletion of Time Slots

Sometimes it may be necessary to dynamically insert or delete time slots, after
the poll has already started. This may occur after participants already casted
votes.

Dynamic insertion and deletion of time slots may not be obviously possible
in a privacy-enhanced event-scheduling scheme (e. g., it may influence the cost
functions of other time slots in a DCOP based solution). If one does, already
casted votes should be taken into account. The privacy of votes for all time slots
should not be affected, when the set of time slots is changed. Current schemes
do not target this issue.

4.7 Updating and Revoking Votes

A feature offered by event scheduling applications is that one has the possibility
to change or even delete one’s vote at any point of time. This is not necessarily
possible in an easy way within a privacy-enhanced solution.

Changing a vote within the vote casting phase might help an attacker to
undermine the privacy of participants (e. g., it may release release information
about the secret key in homomorphic schemes). Completely deleting votes might
make the selection process impossible as it may be the case that all votes are
needed for the selection rule.

5 Conclusion

We formulated requirements of privacy-enhanced event scheduling and gave a short
literature overview of existing solutions. Open research questions belonging to
privacy-enhanced event scheduling where raised. Some of the research questions
where already fulfilled in existing schemes (e. g., DCOP may solve complex
selection rules and specify preferences; there is no motivation of legal-but-selfish
votes when using e-voting schemes). However, to the best of our knowledge there
is neither a scheme which is designed to be usable nor an application which offers
usable privacy-enhanced event scheduling currently.
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