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Abstract. This paper deals with Service-Oriented Analysis and Design
(SOAD). SOAD comprises requirements elicitation, analysis of the re-
quirements to identify services and business processes and finally imple-
mentation of the services and processes. It is a heterogeneous approach
that combines a number of well-established practices. The key question in
SOAD is how to integrate the practices to model a true service-oriented
system with all its requirements. The approach presented in this paper
helps to bridge the semantic gap between business requirements and IT
architecture by using a method for transformation of business process
diagrams into service diagrams. The service diagrams describe how the
process is realized by using services. In details, the method transforms
diagrams denoted in Business Process Modeling Notation into a set of
UML diagrams. The principle of the method is demonstrated in an ex-
ample.

Keywords: Service-Oriented Architecture, Service-Oriented Analysis and
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1 Introduction

Service-Oriented Architecture (SOA) is a complex solution for analysis, design,
maintenance and integration of enterprise applications that are based on ser-
vices. Services are autonomous platform-independent entities that provide one
or more functional capabilities via their interfaces. In other words, SOA is an
architectural style for aligning business and IT architectures. If a new service is
considered it has to fulfill both business requirements and the fundamental SOA
properties such as loose coupling, service independence, stateless and reusability
[4]. It means that Service-Oriented Analysis and Design (SOAD) should focus
not only on services but also on business requirements.

This paper introduces an approach for integration between Business Process
Modeling and Service Modeling. The approach is based on a technique that
transforms business process models into models of service orchestration by using
control-flow patterns. Service orchestration represents realization of a business



process. To be more specific, business process diagrams are denoted in Business
Process Modeling Notation (BPMN) and service orchestrations are modeled by
means of UML.

The reminder of this paper is organized as follows. Section 2 containes an
overview of main approaches that are relevant to the subject. Section 3 intro-
duces the concept of primitive and composite services and presents the idea of
service specification. Next, in Section 4 the transformation rules are explained.
They are illustrated with an examplary business process in Section 5. Finally,
Section 6 discusses advantages and disadvantages of our approach compared
with the approaches presented in Section 2. Conclusions and future work are
contained in Section 7.

2 Related work

The work presented in this paper has been influenced by several different pro-
posals. First of all, we should mention UML profiles for SOA. [1] introduced a
simple UML profile that is intended to use for modeling of web services. [6] pro-
vided a well-defined profile for modeling of service-oriented solutions. In [11] it
is showed how services and their extra-functional properties can be modeled by
using UML. The ideas presented in these approaches are a good starting point to
model both the structural and the behavioral properties of services by means of
UML. However, Service Modeling needs to take into account some additional as-
pects. Primarily, we have to know the connection between business requirements
and functional capabilities of modeled services. [13] introduced 21 patterns that
describe the behavior of a business process. Next, [16] showed how these pat-
terns can be modeled by means of UML and BPMN. The author discussed the
readability and technical properties of each model. Furthermore, [17] analyzed
using of Control-flow, Data and Resource patterns in BPMN, UML and BPEL.
The relationship between BPMN and UML is also introduced in [2]. The BPMN
is defined in [9]. The author describes a high-level mapping of a business process
to UML 2.0 Business Service Model (BSM) that represents service specification
between business clients and information technology implementers. Lastly, [7]
addressed main problems of transformation between business process modeling
languages. Particularly, ADONIS Standard Modeling Language, BPMN, Event-
driven Process Chains and UML 2.0 Activity Diagrams were mentioned.

3 Service specification. Primitive and composite services

Within this paper, each service is modeled as a stereotype service that extends
the UML class Component [8]. This concept is introduced in [15]. Every ser-
vice interacts with its environment via interfaces. During an interaction, service
can play two different roles: service provider or service consumer. These two
roles are distinguished in the service model by means of a port. The provider
port (stereotyped as <<prov>>) of a service implements interfaces that specify
functional capabilities provided to possible consumers of the service, while the



consumer port (stereotyped as <<cons>>) requires interfaces of defined services
to consume their functionality.

In our approach, we prefer a flat model to a hierarchical model of the service-
oriented architecture. For this purpose we introduce two types of services: prim-
itive services and composite services. Primitive services are derived from service
invocation tasks, and are responsible for providing functional capabilities de-
fined by a task. A composite service is an access point to an orchestration of
other primitive or composite services. It means that a composite service does
not enclose its internal services participating in the orchestration and does not
delegate its interfaces to them. It only represents a controller of those services,
i.e. the composite service communicates with its neighboring services at the same
level of hierarchy in the producer-consumer relationship. The flat model provides
better reusability of services, because the context of a service is defined only by
its implemented (i.e. provided) and required interfaces, not by its position in the
hierarchy.

A specification of each service includes description of its architecture and in-
ternal behavior. The architecture is defined by interfaces that the service provides
and requires. Each service provides at least one interface at the consumer port.
Such an interface involves service operations that realize the functional capabil-
ity of the service. Parameters of these operations describe format of an incoming
message. The internal behavior describes which actions are executed when an
operation of the service is invoked. In the case of a composite service, the behav-
ior describes an orchestration that this service provides. It means which actions
have to be performed in order to execute the corresponding orchestration.

4 The transformation

As mentioned above, SOAD provides techniques required for identification, spec-
ification and realization of services and service flows. It is obvious that the initial
activity in the development of a new SOA-based system is the service identifi-
cation. It consists of a combination of top-down, bottom-up, and middle-out
techniques of domain decomposition of legacy systems, existing asset analysis,
and goal-service modeling. The result of the service identification is a set of
candidate services. In the context of this paper, the service identification is a
prerequisite for the transformation. Since this paper is mainly focused on the
transformation, the details about the service identification are omitted here.
More about service identification can be found in [5].

The transformation consists of two basic steps. The objective of the first step
is to identify which tasks from the Business Process Diagram (BPD) represent
service invocations and therefore will be transformed into services. This decision
takes into account such aspects as which service providers provide which services,
Quality of Service (QoS) requirements, security issues, etc. [3] and is closely
related with the results of the service identification. Such an analysis is beyond
the scope of this paper.



The second step, the transformation process itself, generates an orchestration
of the identified services. The orchestration represents realization of the given
business process. The transformation is based on transformation rules. Each
rule defines how to transform a control-flow pattern (eventually basic BPMN
element) into an UML service pattern. Each service pattern is described by its
structure and by a communication protocol. Due to the limitation of space in this
paper, only basic rules are introduced (see Table 1 to Table 3). Some rules include
context information that is needed to understand the using of the rule. For this
purpose, the actual transformation step is inserted into a red-line-bordered area.
To distinguish a primitive service from a composite one, the convention used in
this paper is to name a primitive service with a capital letter (e.g. serviceA) and
a composite service with a number (e.g. service1). Besides, some BPD elements
can by transformed in more than one way (see e.g. Table 2).

Table 1. Transformation rules for basic BPMN elements.

BP pattern Service pattern Communication protocol

None

None

None



Table 1 contains transformation rules for basic BPD elements. The first row
of the table depicts a rule for a pool. A pool represents a business entity in the
given process. Graphically, a pool is a container for the control flow between BPD
elements. Each pool in a BPD is mapped to a corresponding composite service
in a service diagram. The composite service is then responsible for the execution
of that part of a business process that is modeled within the pool. Hereafter, we
assume that all BPD elements belong to the processA pool, unless otherwise
indicated.

A pool can contain one or more lanes. Lanes model internal sub-partitions
(usually called roles) within a business entity. These roles encapsulate a given
part of the BP and ensure its execution. In the context of service diagrams,
this relationship is modeled by means of packages. Next, a message start event
is mapped to a message (implicitly asynchronous) and a message end event is
mapped to a replay.

The last row in Table 1 contains a transformation rule for a single service
invocation task. Generally, a task represents some unit of work performed in
a process that is not further modeled. A service task is a task that provides
some sort of service. Graphically, it is used to depict a service task with a small
sprocket-symbol in the upper right corner to distinguish a service task from a
task. A service task in a business process diagram is represented by a primitive
service in a service diagram. As mentioned above, Task1 (from Table 1) belongs
to processA. It means that Task1 is executed within the scope of processA.
As a result, a new service1 is created and connected to serviceA. This is
made by means of an assembly connector. The connector defines that service1
provides some capabilities that serviceA requires. In this case, it means that
service1 is controlled by serviceA. In the other words, serviceA is an access
point to service1. The corresponding sequence diagram describes details of the
communication between serviceA and service1. As we can see, the invocation
of Task1 is modeled by means of an incoming message to service1.

In Table 2, it is shown how to transform a sequence of two service invocation
tasks. The transformation can be done in three different ways. The first one is
to add a new primitive service to the existing service diagram and to specify
the communication protocol in the corresponding sequence diagram (see Table
1, the first row). The alternative way is to create a new primitive service and
a new composite service. These two services will be added to the service dia-
gram as follows (see Table 2, the second row): service2 is the primitive service
that represents Task2, and serviceB is the composite service that acts as a
gate to service2 and service1. Hence, service2 is connected to serviceB

and service1 has to be switched to serviceB if it was connected to another
service before this transformation step. Interactions among these services are de-
picted in the sequence diagram. Lastly, the sequence of two service tasks can be
transformed into a single primitive service. It is achieved through adding a new
interface to the provider port of the existing primitive service and connecting
this interface to the corresponding composite service. Hence, it follows that such
a service provides functional capabilities that correspond to both of the tasks.



When the service is invoked, the capability is chosen according to the message
that is sent to the service. See Table 2 (the third row) for details. Generally, the
first rule is usually used when we need to create a new standalone service. The
second rule is used when we need to control the primitive services for some rea-
son, i.e. because of QoS or security issues. If we want to use an existing service
with only some modifications, we can apply the third transformation rule.

Table 2. Transformation rules for the Sequence Pattern.

BP pattern Service pattern Communication protocol

Transformation rules for passing of data in a BPD are in Table 3. In this
case, a data object is sent from one task to another, via a sequence flow. The
first row describes the transformation of a general data passing. As we can see in
the sequence diagram, the composite service is responsible for forwarding data
from one primitive service to the another one. This rule can be used also for
tasks that are not adjacent to each other in a BPD.



Table 3. Transformation rules for the Data-Passing Pattern.

BP pattern Service pattern Communication protocol

None

The alternative rule (the second row) can be used only for two adjacent
service tasks. In this case, service1 just produces data that is needed to pass to
service2. For this purpose, service1 has to be switched directly to service2

if it has been connected to another service before this transformation step. The
sequence diagram then shows details of the communication among these services.
At first, serviceA invokes service2. After that, service2 calls service1 and
waits for the data. As soon as the data is passed, service2 can complete its
processing and send the result message back to serviceA.

5 Example

Figure 1 shows an exemplary “Purchase Order” business process model. This
example is adopted from [10]. As we can see, there are three roles, which are
responsible for realization of the “Purchase Order” process: “Invoicing”, “Ship-
ping” and “Scheduling”. Processing starts by receiving a purchase order message.
Afterwards, the “Invoicing” role calculates an initial price. This price is not yet
complete, because the total price depends on where the products are produced
and the amount of the shipping cost. In parallel, the “Shipping” role determines
when the products will be available and from what locations. At the same time,
the process requests shipping schedule from the “Scheduling” role. After the
shipping information is known, the complete price can be evaluated. Finally,
when the complete price and shipping schedule are available, the invoice can be
completed and sent to the customer.



In this example, we assume that following tasks (from Figure 1) were iden-
tified as service invocation tasks: “Initiate Price Calculation”, “Complete Price
Calculation”, “Request Shipping” and “Request Production Scheduling”. We
can generate a service orchestration (see Figure 2) from this BPD by using the
transformation rules mentioned in Section 4.

Fig. 1. BPMN model of the Purchase Order process.

The orchestration is composed from one composite and three primitive ser-
vices. The composite service – the PurchaseOrder service – represents the busi-
ness process itself. This service controles the rest of following primitive services.
The PriceCalculation service provides two interfaces (i.e. two functional ca-
pabilities) iInitialPrice and iTotalPrice according to the “Initiate Price
Calculation” and “Complete Price Calculation” tasks. Similarly, Production-
Scheduling and Shipping provide functional capabilities specified by “Request
Production Scheduling” and “Request Shipping”, respectively. Figure 3 depicts
the service topology, which belongs to the orchestration.

In Figure 2, we can also see that the PurchaseOrder service provides the
iAsyncReplay interface at its consumer port. Each service that enables asyn-
chronous communication has to implement this auxiliary interface. Consumed
services use this interface to send replies back to the consumer.

As a composite service, the PurchaseOrder service is responsible to keep its
subordinate services independent and stateless. This is done by controlling of
passing of data between its subordinate services. The principle can be shown
on the collaboration between PurchaseOrder and PriceCalculation (see Fig-
ure 4). In order to complete the invoice, the price has to be calculated. Con-
sequently, the PurchaseOrder service requests the PriceCalculation service.
PriceCalculation calculates the initial price and returns it to PurchaseOrder.
PriceCalculation does not store the calculated price for later use, i.e. it does



Fig. 2. The derived service or-
chestration.

Fig. 3. The service topology.

not hold any state information. When the service is invoked again (in order to
calculate the final price), its initial state has to be set by sending of the initial
price.

Because this paper deals mainly with the issue of generating models of service
orchestration from a BPD, it is payed less attention to specify single services.
The details about messages, which are being passed between services, and details
about architectures of every single one service mentioned in this example can be
found in [12].

6 Discussion

The transformation technique presented in this paper is motivated by several
approaches introduced in Section 2, especially by [16], [17] and [5]. Compared to
these approaches, the technique proposed in this paper is primarily focused on
realization of business processes rather than on modeling of business processes
by means of UML. [2] provides a method for integrating Business Process Mod-
eling and Object Modeling by treating each business process as a contract. The
contract is a mediator between business clients and IT implementers. It specifies
service providers playing roles in a collaboration fulfilling some business rules
in order to achieve some business goals. Our technique follows this method by
describing how to implement the business process by services in the context of
SOA.

[10] proposes a similar concept to our approach. However, that concept does
not provide any description of the relation between business process diagrams
and UML models. What is more, it contains a number of incorrectness. The most
significant one is that the stateless of services (the fundamental SOA principle) is



Fig. 4. The behavior of the PurchaseOrder service.

ignored. Services are designed in such a way that they store data affecting their
functionality between two single incoming requests. Our approach solves this
problem by using a composite service (see Section 3 and 5). Furthermore, in our
approach, services’ interfaces are restricted to provide only one functionality. Re-
gardless, it is possible to implement services with more interfaces (i.e. with more
functional capabilities), but the interfaces have to provide independent function-
ality. This allows to add, remove or alter any capability, which is provided by
the service, without large modifications in the service specification. This provide
better reusability and leads to easy extensibility of modeled services.



7 Conclusion

This paper concerns Service-Oriented Analysis and Design, especially integration
between Business Process Modeling and Service Modeling. We outlined a trans-
formation technique that defines how a business process should be transformed
into an orchestration of services and how the services should collaborate to fulfill
the business goals. The transformation is based on control-flow patterns and is
designed in conformity with fundamental SOA principles such as loose coupling,
service independence, stateless and reusability. Some of these features are novel
and have not been integrated into existing service-oriented modeling methods.

The presented ideas are a part of a greater project, which deals with model-
ing and formal specification of SOA and underlying component-based systems.
The approach, which is presented in this paper, is aimed at modeling of high-
level-abstract layers of the SOA hierarchy. The future work will focus on formal
description of the proposed transformation and on an integration with formal
component models. This allows formal verification of a whole modeled system
(e.g. tracing of changes in a business process model to the changes in com-
ponents’ structure). Furthermore, the formal description of the transformation
allows validation of the generated service orchestration. Besides, the ongoing
research includes design of additional transformation rules, especially rules for
business patterns based on gateways and events, and applying the transforma-
tion in a real-world case study.
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