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Virtually Indistinguishable:
Systems Engineering and PLM

Michael W. Grieves?

INASA Marshall Space Flight Center (MSFC), Huntsvilie, USA
ngri eves@neritech. net

%Florida Institute of Technology, Melbourne, FL USA

Abstract. This paper proposes that Systems Engineering esalit Lifecycle
Management are closely related. In fact, the cditters that one of the threads
that has led to the formation of Product Lifecy®anagement is Systems En-
gineering. Product Lifecycle Management extendsteé®ys Engineering and
uses many of its methodologies and processes. Hawthis connection be-
tween these two areas has not gotten the propetiatt from either industry or
academia. Cross-pollinating Product Lifecycle Mamaget and Systems Engi-
neering would benefit both disciplines.. The papdrased on the author’s ob-
servation and work at large organizations with ifigent Systems Engineering
disciplines, such as NASA, the United States’ Dapant of Defense, Boeing
Corporation, Lockheed Martin, and others. The dganey between Systems
Engineering claims of being involved in the enfireduct lifecycle versus the
reality of Systems Engineering ending its involveieith the product at re-
quirement verification informs the perspectiveld§tpaper.

Keywords: Product Lifecycle Management, PLM, Systems Enginge Mod-
el-based Engineering, MBSE, Product Development

1 Introduction

Systems Engineering (SE) and Product Lifecycle Menzent (PLM), as will be

argued in this paper, have a great deal in comMdrat serves to distinguish PLM
from SE is the utilization of virtual products amdtual environments. However,

System Engineering, as a concept, substantiallylap® (or in keeping to the themat-
ic thread of my recent book is “virtually indistimghable” from) PLM in a great

many ways. This paper is a preliminary effort tammect PLM with SE and to explore
what they have in common and where they differhBetM and SE should substan-
tially benefit from this connection.

" This paper is derived from a chapter of the saaraanin Grieves, M. (2011Yirtually Per-
fect : Driving innovative and lean products through Product Lifecycle Management. Cocoa
Beach, FL: Space Coast Press.
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Systems Engineering, as a discipline, has beeristeace for at least forty years,
with some dating its genesis back to World WaOihers date it to the advent of the
Space Program. However, Systems Engineering hascha stronger presence in in-
dustry than in academia. The most likely explamattothat Systems Engineering, by
its multi-discipline nature is not well suited teetnarrower, single-discipline orienta-
tion of academia. There are recent, although hasdfespread, appearances of Sys-
tems Engineering departments.

The literature has tended to be comprehensive eafitans of Systems Engineer-
ing, starting with Wymore [1] and continuing witbaent offerings [2-3]. The Interna-
tional Council on Systems Engineering (INCOSE) sizgported a Systems Engineer-
ing journal. Industry publications have tended &i the form of handbooks, with
NASA'’s Handbook of Systems Engineering [4], as@inent example.

While not originating until literally the Z1century, Product Lifecycle Manage-
ment has an even less body of work. One of thé fgimpers defining PLM as a new
paradigm was my 2005 paper [5]. The two seminalkbodefining and explaining
PLM are generally considered to be Stark [6] ant¥es [7]. The advances in PLM
have been primarily driven by PLM software provigland their industry users, with
the literature confined primarily to conference @ap Again, the lack of take-up in
the academic community can be attributed to PLMidtinlomain and multi-phase
orientation.

With the paucity of literature on both these difings, it is unsurprising that there
are few papers linking Systems Engineering with PbMt none proposing that PLM
and Systems Engineering are closely related.

2 PLM and Systems Engineering

From a review of the literature, Product Lifecyb@nagement is literally a 2icen-
tury concept. However, PLM did not burst on thenscéully formed. Instead, it had
its technological predecessors. | had proposedtieathreads that made up Product
Lifecycle Management were: Computer-Aided DesigrADJ, Engineering Data
Management (EDM), Product Data Management (PDM) @mputer Integrated
Manufacturing (CIM) [7, pgs. 45-54] In retrospektealize that this perspective was
one of an information systems perspective andtttatthere was a major conceptual
thread that | had ignored. That conceptual thre&&lystems Engineering (SE).

Having minored in Systems Engineering as an unddrgte, | have long felt that
there was commonality between Systems EngineenlyRroduct Lifecycle Man-
agement. My work with NASA, where the scale and plaxity of systems do not
come much bigger, allowed me to think through tbenections between SE and
PLM [8]. | suspect that Systems Engineering and Rkl get closer over time as
PLM begins to manage product information that wavipusly “managed” as docu-
ments. A major example of this is the requiremefita system whose management
consisted of engineers keeping in mind a serie€sudll” statements contained in a
systems requirements document.



At the risk of overreaching, | will, in this papenake a fairly good argument that
PLM extends Systems Engineering and that PLM n&edworporate Systems Engi-
neering as a major methodological component. PLNsaddimension of virtuality to
Systems Engineering in order to trade off informatior wasted physical resources.

Systems theory is mathematically based [9]. Systenggneering is a rich and ro-
bust concept, with mathematical underpinningsall heen crucial in organizing ma-
jor engineering projects. The description of itéharill be by necessity cursory, key-
ing in on elements that will be relevant to thecdssion of Product Lifecycle Man-
agement. Rather than getting buried in the detdilSystems Engineering, the pur-
pose here is to focus on the major aspects thahigihlight the linkages to Product
Lifecycle Management.

2.1 Defining Systems

The idea of systems is that they are not monolithicgs, but consist of compo-
nents that are connected together to produce sethdt the individual components
could not produce by themselves. This means tleaietts more than one component
within the system rectangle that operates on thatsnand that are linked together.
One such representation is shown in Figure 1.

—

Inputs

—

Output

Fig. 1. Systems Definition Model



There are numerous definitions of systems, botgitde and intangible. | would like
to propose the following definition of a system fbe purposes of this discussion on
Systems Engineering and PLM:

A system is two or more components that combine tether to produce one or
more results from one or more inputs.

Products such as airplanes, power plants, and alestienners fulfill this definition.
However, these are systems within a system. Aigdasre in themselves fantastic
systems, but they are also part of a larger sysbanconsists of airports, air traffic
control, refueling trucks, and other systems thakenup our air transport system.

PLM originally dealt with only the isolated produ@LM was concerned with the
makeup and changes in the product itself. The rheige of PLM was of a series of
the isolated product suspended in virtual spadkecteng the changes as the product
progressed throughout its life. However, as PLMdigpevolved, it began concerning
itself with simulating the product in its environmiePLM now can be said to involve
the interaction of the product and the environntkat the product operates in.

This makes PLM not only about the isolated proditctnakes PLM also about the
environment it finds itself in. PLM concerns itselith how inputs affect the product
and what effects the product has on its environmenbther words, PLM is about
product systems.

2.2  Defining Product Lifecycle Management and Systemsrigineering

My definition of Product Lifecycle Management is:

Product Lifecycle Management (PLM) is an integrated information-driven ap-
proach comprised of people, processes/practices,datechnology to all aspects of
a product's life and its environment, from its desyn through manufacture, de-
ployment and maintenance—culminating in the producs removal from service
and final disposal.

This definition, while slightly changed over timgoes back to 2003 and first ap-
peared in an early executive article on PLM [1@isTdefinition of PLM and deriva-
tions of it, both attributed and unattributed, aidely used. The definition emphasiz-
es a product-focused perspective throughout thduatdifecycle rather than a func-
tional area perspective, e.g., engineering, matwufiag, etc.

The NASA Systems Engineering Handbook [4] defingst&ns Engineering as "a
methodical, disciplined approach for the desigmlization, technical management,
operations, and retirement of the system.” Thisnitesn has a great deal in common
with the definition of Product Lifecycle Managemeitese two definitions move
even closer when | update my definition of Prodiifgcycle Management, as | did in
my recent book [11, pg. 28] that PLM is involved waly with the product but also
with its environment. A product and its environmean certainly classify as a sys-
tem.



The NASA handbook goes on to describe a system adlection of different ele-
ments that deliver functionality that could notdmgten from the individual elements
by themselves. Much like Product Lifecycle Managetn&ystems Engineering also
views that the system is not simply the physicaldpict or artifact, but that it is also
composed of the surrounding environmental aspecisding people, facilities, and
processes that produce the functionality that yiséesn intends to deliver.

Systems Engineering looks at the parts of a systeanholistic, integrative way as
opposed to looking at each of the parts individuallystems Engineering primarily
concerns itself with two major elements. First, t8gss Engineering concerns itself
with the system that needs to be created to proazidesired functionality. Second,
Systems Engineering concerns itself with the dgualkent lifecycle phases that ena-
ble the creation of this system. While Systems Bagjing professes to be concerned
with the entire lifecycle of the system, the raali that it primarily focuses on the
development phase of the system.

Systems Engineering starts with a view that a sysieeds to produce certain func-
tionality. As shown in Figure 1, the view of a @ystis that of having inputs (arrows

from the left), actions (rectangles), and an oufpatow on the right). The output is

the functionality of the system, and it is definesl the requirement that the system
must meet. The task of Systems Engineering is tierohéne what inputs are available

and what types of devices it can create that veél those inputs in order to produce
the actions that will create the required output.

For example, if we want to move an airframe throtlghair, we have earth’s atmos-
phere as an input. Therefore, we can drive thiglaxie with either a propeller that
creates the action of pulling the airplane throtlghair or a jet engine that creates the
action of pushing the airplane through the air. ideer, if we want to travel in outer
space, we no longer have air as an input, so threrefie have to create a different
kind of mechanism, a rocket, in order to createsitt®n that we need.

The premise behind Systems Engineering is thas&sycan be decomposed into its
components and that these components have to dhietardependently in order to

produce the requirements that we desire. Systergmégring decompose the overall
system into smaller and smaller units until it geténdividual items called parts that

then must come together in order to produce thetksequirements results.

Systems Engineering therefore is about breakingndeygtems such as a pacemaker,
automobile, or space shuttle into more and morerelis levels, and at each of these
levels duplicating the system of inputs, actionsd autputs. In addition to simply
cascading these system diagrams as the system nentpaget more granular, Sys-
tems Engineering has created a number of differeptesentations to reflect this
drilling down of system behavior.

The twofold problem that Systems Engineering wesstlith is that in order to obtain
specific individual requirements the system hasdalecomposed into finer and finer
components. At the same time these components toale coordinated with each



other in order to produce the overall system bairathiat the Systems Engineering
people desire.

2.3 Requirements to Verification and Validation

Systems Engineering begins with a list of requiretsghat the system must meet.
These requirements are generally expressed ases sdr'shall” statements, as in
“the system shall exhibit this particular behaviovatching up to these “shall”
statements are validations and verifications [b2} sufficiently demonstrate that the
designed system meets these requirements.

This issue always is that the only way to be cotepfecomfortable that the require-
ments of the system are really met is to obserwve the system performs throughout
its entire life. That, obviously, is not feasibkn preparing validations and verifica-
tions that will test for the behaviors that are thécome of our requirements is our
proxy for observing the system over its life.

In order to adequately define and perform thes@laiabn and verification tests, the
requirements must be defined with enough spegifitt judge whether or not the
system met its requirements. Requirements thautombile be safe or an airplane
be fuel efficient is inadequate. There must be mmedde specificity to requirements.

There are a number of common issues that arisenjer issue is that the verifica-

tions and validations are either not appropriateatr exhaustive enough to demon-
strate that the actual system will meet its requéets in use. That has been a flaw in
classical Systems Engineering. While Systems Emrging brought a much more

systematic approach to design and engineeringdtoement-based nature of SE
meant that verification and validation was oftemfated to the usual suspects and
siloed within sub-systems. As discussed below, Riavl make this richer and much
more robust through simulation.

In addition, the lessons learned from the perforreanf the system in actual use were
not fed back into the requirements and/or validatiand verifications. As a result,
system engineers made preventable errors ovenardagain, wrongly believing that
their requirements translated into actual perforrean

As a final note, there are constraints on requirgmthat must be taken into consider-
ation. It is rare that system engineers have a tatelp blank sheet of paper on which
they can start to set out their requirements. 8ysémgineers are generally con-
strained in the design phase by the technologysystem, or platform they select or
are required to use. The manufacturing systemshkathave available may constrain
what they can actually build. The support networkyrmonstrain how the product can
be sustained. This is not necessarily bad in tiektis a history that the requirements
can be met with the corresponding verification aalilation tests.



3 Models, System Engineering, and PLM

The term model has at least two meanings thatraptaly with Systems Engineering
and PLM. A model is an abstract representationtiblds us visualize and understand
something that we cannot directly observe, such g®cess for doing product design
or something we want to distill down to key aspgstech as a product’s behavior.
These are two types of logical, abstract modelswiegawill look at: things that we do
to realize products, process models, and thingspitwalucts do, behavior models. A
model can also mean a mathematical representafianphysical object, such as a
CAD model. This type of model is a spatial modsist8ms Engineering uses models
in the first way, while PLM uses the word in botleanings.

Given the era that Systems Engineering was developét did not require a reliance
on computing technology in order to enable it. TH&gstems Engineering models are
of the atom-based, two-dimensional, static kindrélmformally, Systems Engineer-
ing models consist of documents, blueprints, aod ftharts. When Systems Engi-
neering requires three-dimensional, dynamic modeleglies on building physical
prototypes.

3.1 Process Models

Figure 2 shows the different representations, whiehreferred to as a Waterfall rep-
resentation, Vee representation, and a Spiral septation. These representations are
all reflective about the idea that the system isodstructed into ever more discreet
components until it reaches the most basic comgonbich is then designed. These
basic components are then assembled up the higrargh they become the entire
system.



Waterfall Model Spiral Model

Fig. 2. Systems Definition Model

There are both similarities and differences betwdenSystems Engineering model
and the Product Lifecycle Management models. Orsiimilarity side, the Waterfall
model of Systems Engineering does deal with théreemtroduct lifecycle, even
though the Vee model and the Spiral model do ndtilé\the PLM model, as shown
in Figure 3, does deal with the product developnmase, the Vee model and the
Spiral model deal more extensively with productelegment, as illustrated by the
activities their models describe.
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Fig. 3. PLM Model — Source NASA MSFC

The primary differences in models are that the &yst Engineering models are se-
guential models. Even though this is not what Uguzppens in Systems Engineer-
ing, the conceptual premise of the models is thaigs happen in sequence during
Systems Engineering. In the Spiral model the setiplamature of the model still ex-
ists, but with an iterative nature to it.

The PLM model is an integrated model. The functiaraas are arrayed around an
inner core of information about the product that tlinctional areas either populate or
consume. There is also a natural sequence to #agecrbuild, support, and dispose
nature of the product lifecycle. However, also iitiplin the circular arrangement is

the idea that functions can occur concurrently wei#ich other as the information be-
comes available. Manufacturing, for example, cagirb& design its build processes
as the design of the product takes shape.

Systems Engineering, in spite of what might beadtial messy practices, has a logi-
cal, sequential flow about it models. Product Lyide Management, on the other
hand, has a concurrency in terms of activities thied place surrounding the product.



3.2  Behavior and Spatial Models

I have elected to cover the behavioral and spattalels together. The reason for this
is that the function and form of the product amsely interrelated. As the old adage
goes, "form follows function."

Figure 4 divides spatial form information into twategories two-dimensional and
three-dimensional. It also divides behavioral infation into two aspects, static and
dynamic. If we lay these out in a matrix, we cae adere both Systems Engineering
and Product Lifecycle Management fall in dealinghwboth form and functional
product information.

PLM PLM

Dynamic

Behavior

PLM

Static

PLM
Systems Engineering

2D 3D
Spatial

Fig. 4. Systems Information Behavior and Representation

If we look at the quadrant for two-dimensional prodinformation and static behav-
ioral analysis, we see that both Systems Engingeaimd PLM deal with this infor-
mation. This information is primarily document bds&wo-dimensional spatial in-
formation is realized as drawings. Static behaviof@rmation can be thought of as
documents that deal with the results of analydie Behavioral aspects of the product
in static mode would be set out in requirementohulas, analyses, and test results
as captured in documents.

The line between static and dynamic behavior caa ligle fuzzy. The analysis of a
change in material deformation versus pressureie@ppler time would be dynamic
in the sense that it would show changes over tihosvever, the Systems Engineering



has typically dealt with this analysis as a sesfesomputed points. PLM extends this
with a continuous simulation that could stop andmeke any point in time or any
interval. Systems Engineering’s analysis would lassified as static, while PLM’s

analysis is dynamic. Systems Engineering can begthioof dealing with a series of
snapshots, while PLM deals with both snapshotsfiimd

Some in Systems Engineering will argue that they rmow dealing with dynamic
simulations. | would agree that this is the caseesihe advent of computers. Howev-
er, Systems Engineering has a methodology that tloedepend on it being enabled
by technology. Because of that, | categorize SystEngineering as being concerned
with static analysis and PLM as being concernedh wiith static and dynamic anal-
yses.

When it comes to dealing with three-dimensionatigbanformation, Product Lifecy-
cle Management concerns itself with spatial modelsle Systems Engineering does
not. Again this may be a matter of definitionaluiss, in that System Engineering
techniques and methodology may be applied to etinfu¢hree-dimensional models.
However, if we think of Product Lifecycle Managermas extending Systems Engi-
neering, then the Systems Engineering methodologgommes Product Lifecycle
Management methodology.

The final quadrant, three-dimensional spatial me@eld dynamic behavioral models,
are clearly the area of Product Lifecycle Managemas has been discussed exten-
sively in my recent work, the use of simulation amtual models in dynamic settings

sets Product Lifecycle Management apart from ieslpcessors. It is in this quadrant
that virtual products operate in independent virspace.

Not only can the spatial elements of the produgplaee the use of expensive physical
prototypes for visual purposes, virtual products ba put through extensive testing
and simulation in order to determine what charésties that the physical product
will have. Again Product Lifecycle Management ist something entirely new. It
takes the methodology of System Engineering in rotdeextend static, document-
based information and analysis into three-dimeradidiynamic virtual simulation of
products.

3.3 Model-Based Systems Engineering

This focus on the system as an abstract, logicalefstom a behavioral perspective
developed into a sub-branch of Systems Engineesaligd Model-based Systems
Engineering (MBSE) [13]. MBSE has as its premisat th system that meets its de-
fined requirements can be mathematically modeldils & done by breaking down

the system into its logical components and defithgbehavior of these components
and their relationship to other components.

Modeling languages were then created to do just @ae such modeling languages,
called SysML [14], was developed in order to prevalstandard for the system mod-
eling that Systems Engineering concerns itself willodeling languages for MBSE



are not simply languages like computer languagetsthey also incorporate diagrams
to show the flow of the system.

The system modeling language is basically a muctersophisticated version of the
system models shown in Figure 1. The intent of thigleling language is to model
inputs, actions, and outputs of the discrete el¢snehthe system and link these dis-
crete elements together in order to have an aagua#lieit abstract, view of the sys-
tem.

While subsequently, computer tools have been dpeelan order to automate this
systems method, it still remains an abstract varsibthe system. While this is the
useful representation of the system, there geneisath major leap between this ab-
stract version of the system and the three-dimeasioarts and components that need
to be created in order to produce the system betsavin assumption with Systems
Engineering was that physical prototypes would nele built in order to provide
the rich detail that would be needed in order twaty test out the system assump-
tions.

3.4 PLM Models

Product Lifecycle Management, on the other hand,rhach richer system represen-
tations. Given the technology that enables it, Pidd only models abstract systems
behavior and characteristics, but it can also mtuehctual geometric representation
that will provide these characteristics and behavidbhe Systems Engineering model
might show a box that represents the wing contrdase. This control surface has as
its inputs its current angle and the pilot's comthémchange that angle. The output is
a number that represents the new angle of thecgurfa

Product Lifecycle Management’'s simulation showsepr@sentation of the actual
wing and control surface. It will simulate in a wéd fashion the actual movement of
the surface as a pilot issues his commands. Iniaddthe simulation can incorporate
external variations such as horizontal and vert@dlows in order to show how the
wing surface will actually react in its natural @ewment. While Systems Engineer-
ing models are relatively static, Product Lifecy®lanagement models are dynamic.

Systems Engineering does not deal with spatial tep@xcept as two-dimensional
documents, i.e., drawings. Product Lifecycle Mamaget does deal with spatial
models. It is these two different uses of the témadels” that is often confusing.
Systems Engineering in MBSE uses “models” as atradis logical representation.
Product Lifecycle Management uses it to represeatial models that incorporate the
behavioral characteristics.

Systems Engineering produces numerical or logieptesentations as its reflection
of systems performance. Product Lifecycle Managemesduces those same numer-
ical or logical representations, but then trans®them into spatial representation of
systems performance. However, because computinglemné, PLM produces its

representation of systems performance in a mudlemrienore granular fashion. Using



the example above, Systems Engineering might digeahgle of the control surface
as a specific number. A PLM simulation can show ¢hére length of the control
surface and show that some areas of the surfackt haye a different angle than
other areas because of material deformation, welightbution, or other factors.

Figure 4 illustrates how Systems Engineering anodéet Lifecycle Management
would map out in a quadrant with spatial models baldavioral models. As illustrat-
ed here, Systems Engineering provides some contylekibehavioral models and
little or no complexity of spatial models. Produdfecycle Management, on the other
hand, provides fairly high levels of both visuabdmehavioral models. This is not to
say that Product Lifecycle Management replaceseBystEngineering, but is to say
that Systems Engineering is the methodology theates the complex models that
Product Lifecycle Management maintains and uses.

4 Product Information Feedback Loops

While technically systems can operate perfectlyl Wgltaking required inputs, per-

forming routines and operations on them, and detigean output, most systems
operate with what is called a feedback loop. Thegllimck loop is the idea that the
output is looked at with respect to a desired gaadi then the inputs and/or routines
are modified in order to change the output to ctbsegap between what the output is
producing and what is desired. Sometimes the feddloap is internal to the system,

such as the governor on a motor. At other times,féedback mechanism will be

external to the system, like a driver who look¢hatspeed that the automobile is trav-
eling at and adjusts his pressure on the gas pedabke. In either case the output is
compared against the desired output and adjustraeatsiade to either the inputs or
the routines that the system is running.

While this idea of feedback is usually implicit $iystems that Systems Engineering
deals with, it is also an aspect of the Systemsrieeging process itself. A set of re-
quirements is set out for the system. An evaluabiotest is defined to see if the sys-
tem being designed meets those requirementsdtfas, then the design is approved.
If it doesn't, either the system design is modifiedhe requirements are modified.

The issue with Systems Engineering is that therapan is made that once the sys-
tem passes these evaluation or test, then thensysilé actually perform in its usage

so as to meet those requirements. Often timesg®@gsEngineering feels that they
have done their job if the system passes theitesspective of whether the product
can be actually manufactured, or if the productfquers to those requirements in
actual usage.

Figure 5 illustrates the difference between thet&ys Engineering feedback loop
and the PLM feedback loop. On left hand side, I®ktems Engineering and PLM
are in agreement that products are designed that raquirements. Those designed
products undergo verification and validation pr@essto insure that the designs in-
deed meet the desired requirements.



— | Create @ Build @i Service

Fig. 5.PLM Feedback Loops

However, PLM goes on to do the same sort of feddlfacthe manufacturing and
usage phases. In the manufacturing phase, the graelahecked to see whether or
not its physical form can meet the requirementsosetfor it. If it cannot, then that
information is sent back to engineering in orderetther adjust the requirements
and/or develop a new methodology or manufacturirggess in order to produce a
product that meets those requirements.

In the support phase, the issue of meeting reqeinésrgoes from evaluations or tests
that are a proxy for those requirements in the ldgwveent phase to looking at the

performance of the product and actual use in detémmwhether or not the product

indeed met its design requirements. Again, if thedpct does not meet its design
requirements in actual usage or if actual usagiaes additional requirements, that
information is then sent back to engineering. Adtthoint in time, it may be too late

to do much with the current product, but this sbobke fed back into a base of
knowledge so that engineering can understand thégaveen the requirements they
thought could be fulfilled and what actually ocadr They then can adjust the re-
quirements for future versions of the product.



5 Comparing Systems Engineering and PLM

There are currently some differences between Systemgineering and PLM. Those
differences are:

« Systems Engineering is product realization focuskile PLM is product lifecycle
focused;

« Systems Engineering is functionally based verswslit Lifecycle Management
which is lifecycle based;

e Systems Engineering concerns itself primarily vpttysical products where PLM
concern itself with both physical and virtual proth)

» Systems Engineering is document based, while PLdigital based,;

» Systems Engineering is a much deeper disciplinsugeiPLM, which is much
broader.

5.1 Product development focused versus product lifecyelfocused

Systems Engineering has primarily focused on tiweldpment phase of defining and
creating the system or product. It breaks downptteeluct development phase into a
number of divisions, such as: Concept Studies, €onand Technology Develop-

ment, Preliminary Design and Prototyping, Testiagd Final Design. It then often

lumps manufacturing, support, and disposal intaggregate category.

The implicit assumption is that the system engiimgework is pretty much done once
the system is designed and meets the testing sgeiits. The rest of the lifecycle is
simply an exercise in execution. System Engineehalieves is has done the hard
part of factoring the build, support, and dispo$ages into its system view. The
messy part of actually making those phases woskiiseone else’s responsibility.

Systems Engineering’s view of the product lifecyislenuch like the famous cartoon
in the New Yorker Magazine [15] that showed a ifledaview of Manhattan with the
farther away from Manhattan the view was, the senadind more insignificant the
world appeared to New Yorkers. With System’s Engiimgy, the create phase is the
dominant view, with the other lifecycle phases gesmall and insignificant.

Product Lifecycle Management takes a more balan@ad of the importance of the

lifecycle phases, with primacy given to the usapase. The ability of the system
design to pass the required tests is not its diefinof a product’s success. The ability
of the product to perform to the user’s expectationer the time the product is in
service determines whether a product is successfubt.

This is not to invalidate the System Engineeringspective. On the contrary, the
likelihood of the product to perform well in sergiés dependent on whether or not
rigorous system engineering methodology is emplojtmivever, the feedback loops
between manufacturing and engineering and suppatteagineering need to occur
for system engineering to have an accurate undeisig of how well their system
performed.



Systems Engineering is critical to getting the pidifecycle off to a strong start.

However, under PLM, it needs to have more connediiothe build, support, and

dispose phases. It needs to collaborate in thelaf@went process more with those
build and sustain phase experts in order to creatgstem that can actually be built
and supported. Systems Engineers need feedbacktffimsa phases in order to vali-
date that the system design actually performedpedations.

5.2  Functional based versus lifecycle based

Systems Engineering, as even its name implies,oi® rabout the engineering func-
tion than it is about the rest of the lifecycle. Ngrsystem engineering does profess to
concern itself with the rest of the product lifelgycthe build, sustain, and dispose
phases, the reality is that Systems Engineeringase about getting a product that
meets the defined requirements than it is aboubvidhg that product through its
lifecycle or to see if that it indeed fulfilled ifanctions in actual use.

In that respect Systems Engineering appears todiesioed. The systems engineer
finishes with a product that he or she deems hastimedefined requirements, and

then throws it over the wall to manufacturing. Véh8ystems Engineering professes
to concern itself with the support and sustainnpdratse, the reality is that the support
and sustainment people are generally on their olvanwit comes to maintaining the

product. If there is a major problem, the Systemgifeering staff gets dragged back
in, but as a general rule they are done with tlelget when they hand it over to

manufacturing.

Product Lifecycle Management on the other handstakieroader view of the product.
In fact, the product is not deemed to be successfldss it performs in the sustain-
ment phase to the user's expectations. In additilarmation from both the manufac-
turing and the sustainment phase are fed backeimgineering to close the loop be-
tween what was theoretically possible with the picichnd what it actually did.

5.3 Physical product versus physical and virtual produt

Systems Engineering generally concerns itself withfunctioning of the product. It
creates a set of requirements, and, if the proohgsits those requirements, the prod-
uct is deemed to be successful. Systems Engineddeg not concern itself with
operations manuals, marketing collateral, repaimumads, or repair diagnostics.

Product Lifecycle Management does concern itsetlfi whese things and views them
to be as important to the product as the actuadtioming of the product itself. If a
product can perform its requirements flawlesslyt, the user does not know how to
go about obtaining that functionality, then the quat is not a successful or useful
one.



5.4 Document-based versus Digital-based

At first glance, it might appear that the elemesft®LM are people, process/practice,
and technology, while Systems Engineering hassasléments only people and pro-
cesses/practices. However, paper, pencil, bindadsplueprints are also technology.

The difference is that Systems Engineering is dasurbased, while PLM is digital
based. However, the difference is not simply tHféedince between information be-
ing represented in atoms or bits. Moving to digtedhnology represents a quantum
jump in not only the representation of informatibnt in its handling.

Document-based technology is static, while digiéghnology is dynamic. If we wish
to have a different view of a paper-based drawtingn we have to make a new draw-
ing. If we wish a different view of a digital reentation, then all we have to do is
request it and the computer will rearrange thermgion.

Document-based technology requires that peoplevialhe steps laid out in a process
and methodology. If they choose not to follow theseps, only the active oversight
of other people enforces those steps. Digital teldgy can enforce following process
and methodology steps, both directly by requestiag people comply before allow-
ing them to proceed or indirectly by inspecting thigital information to see if it
complies with the process requirements. While peoph and often do try to circum-
vent digital enforcement, it adds a layer of diffty that simply ignoring documents
does not have. In addition, digital oversight does have to be active. The digital
technology can simply produce alerts when thera lack of compliance, allowing
humans to take the appropriate action.

The dynamic aspect of PLM also means that prodebttior can be simulated and
not simply analyzed as with document-based, sitafiicmation. Systems Engineering
requires that products go to prototypes much ealie at increased costs.

5.5 Deeper versus broader

Systems Engineering is more mature and has hatintieeto develop into a deeper

concept. Systems Engineering has well developededioes and methodologies

concerning how we should go about creating prod®&ystems Engineering method-

ologies have evolved over time and have been bpith as issues have arisen and
have been tackled.

Product Lifecycle Management is much broader askeas pointed out above. PLM

is not only about making the product but is alsowsustaining that product. PLM is

not only about providing a detailed prescriptiorhow to go about making the prod-

uct. It is about what information about that pradti@t needs to be captured, orga-
nized, and maintained.



6 Suggestions for future direction

I would like to close out this paper by making sosaggestions for future direction.
In addition to the obvious suggestion that theredseto be more collaboration be-
tween the people working on Systems Engineering Rmudiuct Lifecycle Manage-
ment, and that the intersection between the twoiglises needs further fleshing out
and investigation, | would like to make three sugigms as to the actions needed in
order to meld Product Lifecycle Management witht€ys Engineering. These pre-
scriptive suggestions are:

« Organizations should deal with Systems Engineeaimd) PLM together rather than
separately,

« Systems Engineering should be engaged across kietingcle,

« PLM should more rigorously adopt Systems Engingenirethodology.

6.1 Integrate dealings with Systems Engineering and Puouct Lifecycle
Management

Even though Product Lifecycle Management generstifiyts as a design and engi-
neering initiative, organizations deal with Produifecycle Management and Sys-
tems Engineering as two distinct disciplines. Syst&ngineering standards and PLM
processes are dealt with as two distinct thingmtey should be considered from
an integrated perspective. It is not uncommonnd firganizations have two distinct
policies and procedures for PLM and Systems Engimgeeven as they overlap.

Systems Engineering spends a great deal of timee#fiodt in developing "blue-
books". These bluebooks are the standards for ssidge engineering practices and
processes. Far too often, these bluebooks areapmeblat great expense, only to sit
on the shelf of the engineer’s cubicle. These Wo&b need to be made actionable, so
that they are not simply a standard procedureithatstatic, but are incorporated in
the PLM design and development tools. This is mg example of combining Sys-
tems Engineering and Product Lifecycle Management.

6.2 Engage Systems Engineering across the lifecycle

As noted above, Systems Engineering often simplggaut in the phases beyond the
product development phase. Part of that issue hatsslystems engineers have very
little visibility of the product once it has lefbeir siloed area in the engineering de-
partment. With Product Lifecycle Management, systeangineers can remain en-
gaged with the product throughout the product jiéde. As noted above, the feed-
back loops from manufacturing, support, and evespatial need to be enabled in
order to provide Systems Engineering with the neagsvisibility of further product
lifecycles.

Systems engineers need to follow the product througits life in order to ascertain
whether the work that they've done on the front mradly did produce a system that



performed as required and expected. Simply testiagequirements in the develop-
ment phase is no longer acceptable. If the systemimeer is to be truly involved
with the entire system, then they will have to sliogiting their engagement to the
design and development phase.

6.3 Adopt Systems Engineering methodology within PLM

In a number of organizations, the information systegroup provides the PLM pro-

cesses and procedures. While that may be acceftabbean information systems

standpoint, it often does not address the probldrat systems engineers actually
have. Information systems needs to be the enablisocapability, but the Systems
Engineering methodology should drive it.

As | noted above, making the engineering bluebdakdards actionable is an exam-
ple of incorporating Systems Engineering methodpl@gthin Product Lifecycle
Management. PLM has done an excellent job in caguand organizing product
information. It has also begun to develop the woskfissues. It will provide real
value when it can enable the Systems Engineerirthadelogy, which up until now
has been involved with more static information sastdocuments and reports.

There are going to be many other opportunitiesFiarduct Lifecycle Management
and Systems Engineering to integrate and providktiadal value to its users. The
above suggestions are but an initial list of sofeiaus areas where this should oc-
cur. This area has been under-investigated by Patiduct Lifecycle Management
and Systems Engineering researchers. | would Haievould change in the future.
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