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This paper presents an overview on how existing development methodologies and practices support the creation of trustworthy software. Trustworthy software is key for a successful and trusted usage of software, specifically in the Cloud. To better understand what trustworthy software applications actually mean, the concepts of trustworthiness and trust are defined and put in contrast to each other. Furthermore, we identify attributes of software applications that support trustworthiness. Based on this groundwork, some wellknown software development methodologies and best practices are analyzed with respect on how they support the systematic engineering of trustworthy software. Finally, the state of the art is discussed in a qualitative way, and an outlook on necessary research efforts and technological innovations is given.

Introduction

In the last years, many attempts have been made to overcome the issue of insecure and untrusted software. A number of terms have been used to catch the expectation on how "solid" a piece of software should be: secure, safe, dependable and trusted. Only in recent years literature related to (secure) software developments has seen the introduction of socio-technical systems (STS) (for more details, see [START_REF] Gol Mohammadi | An Analysis of Software Quality Attributes and Their Contribution to Trustworthiness[END_REF]). This concept allows to distinguish between the actual trust that users of software put into the functioning / delivery of the software in questions on the one side, and the trustworthiness of the software, i.e. properties (we call them attributes) that justify the trust that users put "into" the software. Whereas trust should primarily be the subject of the "maintenance" of the relationship between the user and the software in use ("in operations"), trustworthiness is primarily acquired during the development process of the software and can mostly only be "lost" later on. The software creation process, neither, has been addressed adequately both in theory and practice until recently regarding topics like trust, trustworthiness or similar, except either purely theoretical approaches (such as formal proofs or other forms of verification (e.g. [START_REF] Leveson | Safety analysis using Petri nets[END_REF]) or on a functional level only (using e.g. security patterns [START_REF] Schumacher | Security Patterns: Integrating Security and Systems Engineering[END_REF]). As such, an analysis of existing software development practices / methodologies with a specific view on trustworthiness is new to the field. This research has been carried out as part of the OPTET project, and the results will be presented in this paper in adequate detail. As an overview publication, it summarizes results of other very recent publications [START_REF] Gol Mohammadi | An Analysis of Software Quality Attributes and Their Contribution to Trustworthiness[END_REF].

This paper is structured as follows: in a first section, we define the notions of trust and trustworthiness and introduce the concept of trustworthiness attributes. The next section presents the analysis of the different development methodologies and practices in light of trustworthiness, followed by an analysis section on the state-of-the-art to summarize what is available today, and where there is more research needed to achieve the goal of trustworthy software. A last section summarize the research carried out and shortly indicates the future work planned in the OPTET project.

Fundamentals

In this section we introduce the two basic concepts "trust" and "trustworthiness" in order to be able to analyze how trustworthiness is addressed by different software development disciplines. Both concepts focus on the outcome of the STS but are different in the view of the trustor and trustee(s) perspective. In general, trust is the trustor's prior estimation that an STS will provide an appropriate outcome, while trustworthiness is the probability that the same STS will successfully meet all of the trustors' requirements. The balance between trust and trustworthiness is a core issue for software development because any imbalance (over-cautiousness or misplaced trust) could lead to serious negative impact, e.g. concerning the acceptance of the software by its (potential) users.

The notion "Trust"

We define trust in a system as a property of each individual trustor, expressed in terms of probabilities and reflecting the strength of their belief that engaging in the system for some purpose will produce an acceptable outcome. Thus, trust characterizes a state where the outcome is still unknown, based on each trustor's subjective perceptions and requirements. A stakeholder would decide to place trust on an STS if his trust criterion was successfully met; in other words, their perceptions exceed or meet its requirements. A trustor having engaged in a system for multiple transactions can (or will) update the current trust level of that STS by observing past outcomes. A presence of subjective factors in trust decisions means that two different trustors may have different levels of trust for the same STS to provide the same outcome in the future, even if they both have observed exactly the same system outcomes in the past. More specifically, subjective perceptions can depend on trustor attributes, which capture social factors such as age, gender, cultural background, level of experience with Internet-based applications, and view on laws. Subjective requirements, on the other hand, are represented by so-called trust attributes that quantify the anticipated utility gains or losses with respect to each anticipated outcome. Thus, relatively high levels of trust alone may not be adequate to determine a positive decision (e.g., if the minimum thresholds from requirements are even higher). Similarly, it is possible to engage in a system even if one's trust for an acceptable outcome is low (e.g., if the utility gains from this outcome are sufficiently high).

2.2

The notion "Trustworthiness"

We regard trustworthiness as an objective property of the STS, based on the existence (or nonexistence) of appropriate properties and countermeasures that reduce the likelihood of unacceptable outcomes. A stakeholder (e.g., the system designer, a party performing certification) shall decide to what extent a system is trustworthy based on trustworthiness criteria. These criteria are logical expressions in terms of systems attributes, referred to as quality attributes. For example, trustworthiness may be evaluated with respect to the confidentiality of sensitive information, the integrity of valuable information, the availability of critical data, the response time or accuracy of outputs. Such quality attributes shall be quantified by measuring systems' (or individual components') properties and/or behavior. Objectivity in assessing trustworthiness for a particular attribute is based on meeting certain predefined metrics for this attribute or based on compliance of the design process for this attribute to our predefined system specifications. Thus, the trustworthiness of an STS may be evaluated compared to a target performance level, or the target may be its ability to prevent a threat from becoming active. Such issues are defined by the trustworthiness attributes that have a dual interpretation. Until recently, trustworthiness was primarily investigated from a security or loyalty perspective while assuming that single properties (certification, certain technologies or methodologies) of services lead to trustworthiness and even to trust in it by users. Compared to this approach, we reasonably assume that such a onedimensional approach is insufficient to capture all the factors that contribute to an STS's trustworthiness and instead we consider a multitude of attributes.

In this paper, our definition for trustworthiness attributes reflects the design-time aspects. A trustworthiness attribute in this sense is a property of the system that indicates its capability to prevent potential threats to cause an unexpected and undesired outcome, e.g., a resilience assurance that it will not produce an unacceptable outcome.

Trustworthiness of a software application

In order to prove to be trustworthy, software applications could promise to cover a set of various quality attributes [START_REF] Gol Mohammadi | An Analysis of Software Quality Attributes and Their Contribution to Trustworthiness[END_REF], [START_REF] Mei | Internetware: A software paradigm for internet computing[END_REF] depending on their domain and target users.

Trustworthiness should promise a wide spectrum including reliability, security, performance, and user experience. But trustworthiness is domain-and applicationdependent, and a relative attribute that means that if a system is trustworthy with respect to some Quality of Service (QoS) like performance, it would not necessarily be successful in being secure. Consequently, trustworthiness and trust should not be regarded as a single construct with a single effect, they are rather strongly context dependent in such a way that the criteria and measures for objectively assessing the trustworthiness of a software application are based on specific context properties, like the application domain and the user groups of the software.

A broad range of literature has argued and emphasized the relation between QoS and trustworthiness (e.g. [START_REF] Neto | Untrustworthiness: A Trust-Based Security Metric[END_REF], [START_REF] San-Martín | A Cross-National Study on Online Consumer Perceptions, Trust, and Loyalty[END_REF], [START_REF]Quality Reference Model for SBA. S-Cube -European Network of Excellence[END_REF], [START_REF]Software Engineering -Product quality -Part: Quality Model[END_REF], [START_REF] Gomez | An Anticipatory Trust Model for Open Distributed Systems: From Brains to Individual and Social Behavior[END_REF]). Therefore, trustworthiness is influenced by a number of quality attributes other than just security-related.

In the context of this work we strictly adhere to the perspective of a to-beconstructed system, and therefore will ignore potential trustworthiness attributes that are at the earliest available at runtime, like reputation or similar concepts representing other users' feedback. Additionally, some literature proposes quality attributes (e.g. authentication, authorization, data encryption or access control), that refer to means for achieving certain properties of a system. These means are not reflecting attributes but defining means for establishing the corresponding attributes within the system. Such "attributes" were not within the scope of our analysis.

In prior work, we have investigated the properties and attributes of a software system that determines the trustworthiness of the system. To this end, based on the S-Cube quality reference model [START_REF] Chen | A Novel Server-based Application Execution Architecture[END_REF], we built a taxonomy of attributes (shown in Fig. 1) that is a foundation to define objective criteria and measures to assess the trustworthiness of a system. Some quality attributes referenced in the literature (e.g. [START_REF] Harris | The four levels of loyalty and the pivotal role of trust: a study of online service dynamics[END_REF], [START_REF] Yolum | Engineering self-organizing referral networks for trustworthy service selection[END_REF], [START_REF] Yan | An adaptive trust control model for a trustworthy component software platform, Autonomic and Trusted Computing[END_REF], [START_REF] Boehm | Quantitative Evaluation of Software Quality[END_REF]) refer to means for achieving a certain kind of property of a system. Therefore, we do not consider them as trustworthiness attributes, but as means to manifest the corresponding properties to the system. Only the attributes contributing to trustworthiness identified in literature review is included in the model. Some quality attributes, e.g. integrity, can be achieved, among other ways, through encryption. In this case, the high-level attribute (integrity) is included as a contributor to trustworthiness, but not encryption because it is encompassed by the higher-level attribute. We have included attributes that have been studied in the literature in terms of trustworthiness. Fig. 1 outlines the major result of that work. More details can be found in [START_REF] Leveson | Safety analysis using Petri nets[END_REF]. Actually, we have identified some additional attributes that are candidates for attributes that influence the trustworthiness of a system (e.g. provability, or predictability). These potential trustworthiness attributes need further investigation on their impact on trustworthiness.

Based on these trustworthiness attributes, we have studied several software design methodologies with respect to the extent in which these methodologies address the systematic realization of trustworthiness to a system under development. In next section, the result and evaluation of these studies is presented.

3

Review of Development Models and Practices

Recently, a number of development practices have been proposed, both from a theoretical as well as from a practical point of view, to address security of the software tobe-developed. As described above, security is an important component of trustworthy software, but neither is it the only one, nor will it be sufficient to look solely at preserving / creating a good level of security to attain trustworthiness. For example, transparency plays an important role for the creation of trust, and therefore for the trustworthiness of software.

In this section, we will look into the major software engineering processes or process enhancements that target security to build a "secure" software system and identify corresponding innovation potential, specifically towards extending security to trustworthiness. A more exhaustive overview of development methodologies can for instance be found in Jayaswal and Patton's "Design for Trustworthy Software" [START_REF] Jayaswal | Design for Trustworthy Software: Tools, Techniques and Methodology for Developing Robust Software[END_REF], though it does not specify how these methodologies contribute to the trustworthiness of the product. This reference documents their generic characteristics and an overview of the historical evolution of different development strategies and lifecycle models.

We will briefly describe which elements of the development approaches will actually increase or inhibit trust, and how the approaches could be used for modeling trustworthiness.

Plan-driven

In a plan-driven process [START_REF] Royce | Managing the Development of Large Software Systems: Concepts and Techniques[END_REF] one typically plans and schedules all of the process activities before the work can start. The Waterfall model is a well-known example of plan-driven development that typically includes the following phases:

• Requirements analysis • System design • Implementation • Testing (unit, integration and system testing)

• Deployment • Operation and maintenance Many of the simplistic software manufacturing projects follow a plan-driven model. This approach has been followed by industrial software development for a long time.

It is relatively easy to assure non-functional requirements throughout the rest of the process, but the key issue is that they need to be identified completely in the first phase. Plan-driven processes such as the Waterfall model originate from aerospace and other manufacturing industries, where robustness and correctness is usually an important concern, but are often considered being too rigorous, inflexible and a bit old-fashioned for many software development projects. There are examples of Water-fall trustworthy software development processes in the literature, e.g. COCOMO.

Therefore, there should be means to assure trustworthiness and enhance the process.

There can be more formal variants of this process, for instance the B method [START_REF] Wordworth | Software Engineering with B[END_REF], where a mathematical model of the specification is created and then automatically transferred into code. For the general plan-driven process we consider the following trustworthiness characteristics to be valid:

Trustworthiness gains:

• Formal system variants are well suited to the development of systems that have stringent safety, reliability or security -and thus potentially also trustworthinessrequirements.

Trustworthiness losses:

• Vulnerable with vague, missing or incorrect security and trustworthiness requirements in the first place. • Does not offer significant cost-benefits over other approaches, which on a tight budget can lead to less focus on trustworthiness. • Little flexibility if new attacks or types of vulnerabilities are discovered late in the development process.

• Usability for modeling trustworthiness

In a plan-driven process one can apply structured testing on units as well as on a system as a whole. In addition, it is relatively easy to keep track of the implementation of safety, reliability or security and potentially also trustworthiness requirements. As such, the plan-driven approach supports modeling in general, but not specifically for trustworthiness.

Incremental

Incremental development (cf. [START_REF] Sommerville | Software Engineering. 9 th Edition[END_REF]) represents a broad range of related methodologies where initial implementations are presented to the user at regular intervals until the software satisfies the user expectations (or the money runs out). A fundamental principle is that not all requirements can be known completely prior to development. Thus, they are evolving as the software is being developed. Incremental development covers most of the agile approaches and prototype development, although it could be enhanced by other approaches to become more formal in terms of trustworthiness.

Trustworthiness gains:

• New and evolving requirements for trust may be incorporated as part of an iterative process.

• The customer will have a good sense of ownership and understanding of the product after participating in the development process.

Trustworthiness losses:

• Mismatch between organizational procedures/policies and a more informal or agile process. • Little documentation, increasing complexity and long-lifetime systems may result in security flaws. Especially, documentation on non-functional aspects that are crosscutting among different software features implementation could not be well documented.

• Security and trustworthiness can be difficult to test and evaluate, specifically by the user, and may therefore lose focus on the development.

Incremental development allows new and evolving requirements for trustworthiness to be incorporated as part of an iterative process. Iterative processes allow for modeling of properties, but changes to the model that reflect changed or more detailed customer expectations, will in turn require changing the design and code, eventually in another iteration. Additionally, there are no specific trustworthiness modeling capabilities.

Reuse-oriented

Very few systems today are created completely from scratch; in most cases there is some sort of reuse of design or code from other sources within or outside the organization (cf. [START_REF] Sommerville | Software Engineering. 9 th Edition[END_REF]). Existing code can typically be used as-is, modified as needed or wrapped with an interface. Reuse is of particular relevance for service-oriented systems where services are mixed and matched in order to create larger systems. Reuseoriented methodologies can be very ad-hoc, and often there are no other means to assure trustworthiness.

Trustworthiness gains:

• The system can be based on existing parts that are known to be trustworthy. This does not, however, mean that the composition is just as trustworthy as the sum of its parts. • An existing, trustworthy part may increase trust (e.g. a known, trusted authentication).

Trustworthiness losses:

• Use of components that are "not-invented-here" leads to uncertainty.

• Increased complexity due to heterogeneous component assembly.

• The use of existing components in a different context than originally targeted may under certain circumstances (.e.g. unmonitored re-use of in-house developed components) jeopardize an existing security / trustworthiness property.

This approach has both pros and cons regarding trustworthiness modeling. On the positive side, already existing, trustworthy and trusted components may lead to easier, trustworthiness modeling for the overall solution; adequate software assurance, e.g. a security certification, or source code availability may help in improving trustworthiness of re-used "foreign" components. The drawback is that there is a risk that the trustworthiness of the combined system may decrease due to the combination with less trustworthy components.

Model-driven

Model-driven engineering (MDE) [START_REF] Schmidt | Model-Driven Engineering[END_REF] (encompassing the OMG term Model-driven Architecture (MDA) and others) refers to the process of creating domain models to represent application structure, behavior and requirements within particular domains, and the use of transformations that can analyze certain aspects of these models and then create artifacts such as code and simulators. A lot of the development effort is put into the application design, and the reuse of patterns and best practices is central during the modeling.

Trustworthiness gains:

• Coding practices that are deemed insecure or unreliable can be eliminated through the use of formal reasoning. • Coding policies related to trustworthiness, reliability and security could be systematically added to the generated code. • Problems that lead to trustworthiness concerns can, at least theoretically, be detected early during model analysis and simulation. • Separation of concerns allows trust issues to be independent of platform, and also less complicated models and a better combination of different expertise.

Trustworthiness losses:

• Systems developed with such methods tends to be expensive to maintain, and may therefore suffer from lack of updates. • Requires significant training and tool support, which might become outdated.

• A structured, model-driven approach does not prevent the forgetting of security and trustworthiness requirements. • Later changes during development need to review and potentially change the model. • The (time and space) complexity of the formal verification of especially nonfunctional properties may lead to omitting certain necessary computations when the project is under time and resource pressure.

With a model-driven approach it is possible to eliminate deemed insecure or unreliable design and coding practices. An early model analysis and simulation with regards to trustworthiness concerns is possible and of high value. In addition, model-driven security tests could improve the trustworthiness. However, in general, there are no specific trustworthiness related modeling properties, it is just model-driven. The ma-jor drawback (and risk) is that the computational complexity for verifying nonfunctional properties is very high.

Test-driven

Test-driven development is considered to be part of agile development practices. In test-driven development, developers first implement test code that is able to test corresponding requirements, and only after that the actual code of a module, a function, a class etc. The main purpose for test-driven development is to increase the test coverage, thereby allowing for a higher quality assurance and thus requirements coverage, specifically related to non-functional aspects. The drawback of test-driven approaches consists in the fact that due to the necessary micro-iterations the design of the software is subject to on-going changes. This makes e.g. the combination of model-driven and test-driven approaches rather impossible.

Trustworthiness gains:

• The high degree of test coverage (that could be up to 100%) assures the implementation of trustworthiness related requirements.

Trustworthiness losses:

• The programming technique cannot be combined with (formal) assurance methodologies, e.g. using model-driven approaches, Common Criteria, or formal verification.

Test-driven development is well suited for assuring the presence of well-described trustworthiness requirements. Moreover, this approach can be successfully used to address changes of the threat landscape. A major drawback, though, is that it cannot easily be combined with modeling techniques that are used for formal assurance methodologies.

Common Criteria ISO 15408

The Common Criteria (CC) is a standardized approach [START_REF]:Information technology -Security techniques -Evaluation criteria for IT security -Part 1: Introduction and general model[END_REF] to evaluate security properties of (information) systems. A "Target of Evaluation" is tested against so-called "Security Targets" that are composed of given Functional Security Requirements and Security Assurance Requirements (both addressing development and operations) and are selected based on a protection requirement evaluation. Furthermore, the evaluation can be performed at different strengths called "Evaluation Assurance Level". On the downside, there are some disadvantages: the development model is quite stiff, and does not easily allow for an adjustment to specific environments. Furthermore, Common Criteria is an "all-or-nothing" approach, one can limit the Target of Evaluation or the Evaluation Assurance Level, but it is rather difficult to then express the overall security / trustworthiness of a system with metrics related to CC.

• Evaluations related to security and assurance indicates to what level the target application can be trusted. • CC evaluations are performed by (trusted) third parties.

• There are security profiles for various types of application domains.

Trustworthiness losses:.

• Protection profiles are not tailored for Cloud services.

• A CC certification can be misunderstood to prove the security / trustworthiness of a system, but it actually does only provide evidence for a very specific property of a small portion of the system.

The Common Criteria approach is unrelated to modeling in general, although the higher evaluation assurance levels would benefit from modeling. The functional security requirements may well serve as input for a (security-related) trustworthiness modeling, whereas the security assurance requirements, as the properties of the development process itself, shall be used for a modeling of the developing organization.

Note that these constitute two different modeling approaches.

ISO 21827 Systems Security Engineering -Capability Maturity Model

Systems Security Engineering -Capability Maturity Model (SSE-CMM) is a specific application of the more generic Capability Maturity Model of the Software Engineering Institute at Carnegie Mellon University. Originally, in 1996 SSE-CCM was an initiative of the NSA, but was given over later to the International Systems Security Engineering Association, that published it as ISO 21827 in 2003. In contrast to the previous examples, SSE-CMM targets the developing organization and not the product / service to be developed. There are a number of so-called "base practices" (11 security base practices and 11 project and organizational base practices) that can be fulfilled to different levels of maturity. The maturity levels are identical to CMM.

Trustworthiness gains:

• The developing organization gains more and more experience in developing secure and more generically good quality software. • The use of a quality-related maturity model infers that user-centric non-functional requirements, such as security and trustworthiness, will be taken into account.

Trustworthiness losses:

• This is an organizational approach rather than a system-centric approach; hence there is not really any guarantee about the trustworthiness of the developed application (which could e.g. be put to use in another way than it was intended for).

This approach focuses on the development of trustworthiness for the developing organization, instead on the to-be developed software, service or system. The security base practices may serve as input for modeling trustworthiness requirements when modeling the development process.

Building Security In Maturity Model / OpenSAMM

The Building Security In Maturity Model (BSIMM) [START_REF] Mcgraw | A Software Security Framework: Working Towards a Realistic Maturity Model[END_REF] initiative has recognized the caveat of ISO 21827 being oriented towards the developing organization, and has proposed a maturity model that is centralized around the software to be developed. It defines activities in four groups (Governance, Intelligence, SSDL Touch points, Deployment) that are rated in their maturity according to three levels. OpenSAMM is a very similar approach that has the same origin, but developed slightly differently and is now an OWASP project. This standard presents an ideal starting point for developing trustworthiness activities within an organization, since it allows tracking the maturity of the development process in terms of addressing security requirements -this could also be used for trustworthiness.

Trustworthiness gains:

• The maturity-oriented approach requires the identification of security (and potentially) trustworthiness properties and assures their existence according to different levels of assurance. • The probability of producing a secure (and trustworthy) system is high.

Trustworthiness losses:

• There is no evidence that the system actually is trustworthy or secure.

This approach means to develop trustworthiness for the developing organization, instead of the to-be developed software, service, or system. The security base practices may serve as input for modeling trustworthiness requirements when modeling the development process.

Microsoft SDL

In 2001, Microsoft has started the security-oriented software engineering process that has probably had the largest impact across the whole software industry. Yet, the "process" was more a collection of individual activities along the software development lifecycle than a real structured approach. The focus point of the Microsoft SDLthat has been adopted by a large number of organizations in different variants -is that every single measure was optimized over time to either have a positive ROI or it was dropped again. This results in a number of industry-proven best practices for enhancing the security of software. Since there is no standardized list of activities, there is no benchmark to map activities against.

Trustworthiness gains:

• The world's largest software manufacturer does use this approach.

• The identified measures have proven to be usable and effective over the course of more than a decade.

Trustworthiness losses:

• There is no evidence that the system actually is trustworthy or even secure.

Microsoft SDL is a development-related threat modeling and was Microsoft`s major investment to increase the trustworthiness of its products ("Trustworthy Computing Initiative"). The comparability is only given if more detailed parameters are specified.

For the modeling of trustworthiness, this method is only of limited help.

Methodologies not covered in this paper

During the analysis process, a significant number of other methodologies and approaches have been investigated, among others, ISO 27002, OWASP Clasp or TOGAF. We dropped these here since they either replicate some of the capabilities already mentioned above or because their contribution to trustworthiness showed to be rather small.

Conclusions from the State of the Art Analysis

After having analyzed the different methodologies and best practices, we can make two major observations. The first observation is related to the nature of the methodologies and best practices. There are two major types of approaches:

• Evidence-based approaches that concentrate on evidences, i.e. some sort of qualitative "proof" that a certain level of security, safety etc. is actually met, and • Improvement-based approaches that concentrate on improving the overall situation within the software developing organization with regards to more or less specific requirements.

Evidence-based approaches are typically relatively rigid and therefore often not used in practice, except there is an explicit need, e.g. for a certification in a specific market context. The origin of evidence-based approaches is either research or a strongly regulated market, such as e.g. the defense sector. In contrast to those, improvement-based approaches allow for customization and are therefore much better suited for the application in various industries, but lack in general the possibility to create any kind of evidence that the software developed actually fulfills some even fundamental trustworthiness expectations. Assuming that evidence-based and improvement-based approaches are -graphically speaking -at the opposite ends of a continuous one-dimensional space, a way to improve trustworthiness of software applications might be to identify approaches that are "sitting in between" these two types (for example, by picking and choosing elements of different approaches, augmented with some additional capabilities). One option might be to release the burden of qualitative evidence creation by switching to / encompassing evidences based on quantitative aspects. We propose to investigate how metrics for the trustworthiness attributes presented in Section 2 can be used to create evidences by applying selected elements of the improvement-based approaches.

A second major observation relates to the scope of the activities described in the methodologies and best practices. There are three types of "scope":

• Product-centric approaches emphasize the creation and/or verification of attributes of the to-be-developed software, • Process-centric approaches concentrate on process steps that need to be adhered to enable the fulfillment of the expected goal and • Organization-centric approaches focus on the capabilities of the developing organization, looking at a longer-term enablement to sustainably develop trustworthy software.

Some approaches combine the scope, e.g. Common Criteria both mandates verifying product-related and process-related requirements, whereas others, such as SSE-CMM [START_REF]Information technology -Systems Security Engineering -Capability Maturity Model[END_REF] concentrate on only one scope. Current scientific discussions targeting trustworthiness related attributes are mainly focusing on product-centric approaches which is very understandable given the fact that this is the only approach that focuses on evidences on the software itself, whereas practices used in industry often tend towards a more process-or even organization-centric approach (SSE-CMM, CMM, ISO 9001). We therefore propose to investigate how to evolve the above-mentioned evidencebased activities around metrics towards covering process-and organization-centric approaches.

Conclusion and Future Work

In this paper we presented an overview on how existing development methods and practices support the development of trustworthy software. To this aim, we first elaborated on the notion of trust and trustworthiness and presented a general taxonomy for trustworthiness attributes of software. Then we analyzed some well-known general software development methodologies and practices with respect on how they support the development of trustworthy software.

As we have shown in the paper, existing software design methodologies have some capacities in ensuring security. But, the treatment of other trustworthiness attributes and requirements in software development is not yet well studied. Trustworthiness attributes that have major impact on acceptance of STS, must be taken to account, analyzed, and documented as thoroughly as possible. In this way the transparency of the decisions under taken during the development will remove potentially the uncertainty of stakeholders of respective software.

The main ideas and findings of our work will be further investigated. It is important to understand how the trustworthiness attributes and the corresponding system properties can be addressed in the system to be in a systematic way. As a next step, we will investigate trustworthiness evaluation techniques for enabling and providing effective measurements and metrics to assess trustworthiness of systems under development. Furthermore, we will develop an Eclipse Process Framework (EPF) based plug-in that will support the process of establishing trustworthiness attributes into a system and guiding the developer through the development activities. Using this plugin during the development process, the corresponding project team will be supported by guidelines, architectural patterns, and process chunks for developing trustworthy software and later on to analyze the results and evaluate the trustworthiness of the developed software.
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