Stefan Hofer 
  
Modeling the Transformation of Application Landscapes

Keywords: application landscape, enterprise architecture, transformation, migration, co-evolution

Many of today's IT projects transform application landscapes. Transformation is a challenging task that has signicant eect on an organization's business processes and the organization itself. Although models are necessary to accomplish this task, there are no specialized modeling approaches for transformation. We describe what such a specialized modeling approach should be capable of. This will allow the adaption of existing approaches and thus support the transformation of application landscapes.

Introduction

Enterprises use models of application landscapes for many purposes. One of them is to support the transformation of application landscapes like in the following example:

An insurance company introduces a new customer relationship management (CRM) system which replaces a legacy application and provides new possibilities for handling documents. In addition, a back-oce system replaces the previous custom-made software for commission calculation. Millions of data records need to be migrated to the new systems.

Several applications (e.g. oer calculation, electronic application form, and bookkeeping) need to be adapted so they can exchange data with the new systems.

Releasing all changes in a big bang approach seems too risky, so the company opts for an incremental transition in two steps:

1. Transition to an intermediate to-be landscape.

2. Transition to the nal to-be landscape.

The transformation aects the users because they have to adapt their work processes. For example, the oer calculation process has to be altered to avoid data duplication. Instead of entering the customer's data into the oer calculator, it has to be entered into the CRM system and then imported by the calculator.

Transformation may be triggered by business needs, legislation and strategic technological decisions. An organization, its business processes and its application landscape are interwoven and changes to one of them are likely to aect the others. This eect is called co-evolution (see [START_REF] Mitleton-Kelly | Co-Evolution Of Diverse Elements Interacting Within A Social Ecosystem[END_REF]). Thus, transformation requires knowledge about applications and their dependencies, knowledge on how applications support business processes, and knowledge on how users work with applications. To acquire that knowledge, a vast amount of information has to be gathered and analyzed; information that changes frequently and cannot be gained by measuring and automated analysis only. Observations, interviews and assumptions add to the body of acquired knowledge. Models are a means to record this knowledge and make it accessible.

A large number of modeling tools 1 and notations support modeling of appli- cation landscapes. We claim that despite they have been in use to help transforming IT landscapes, they are not adjusted well enough for that purpose. For example, they give little guidance on how to create models from a huge amount of possibly contradicting information. Furthermore, it is often neglected in modeling that technical aspects and domain aspects of an application landscape need to be analyzed in conjunction with one another.

Our claim will be elaborated by presenting these contributions:

We dene what transformation of application landscapes means and how models are used in that area.

We present six requirements that should be fullled by modeling approaches that are used to support application landscape transformation.

We will show how well existing modeling approaches fulll these requirements.

In conclusion, the reader will see that modeling approaches are currently not well suited for application landscape transformation and that adapted approaches would be useful.

The contributions presented in this paper are the result of ongoing research.

Five real-world projects were analyzed to identify what characterizes transformation and to derive requirements for modeling approaches. The projects were conducted by companies from dierent domains, namely banking, logistics, and wholesale. The author was actively involved in three of those projects. Literature ( [START_REF] Engels | Quasar Enterprise. dpunkt[END_REF] and [START_REF] Matthes | Softwarekarten zur Visualisierung von Anwendungslandschaften und ihren Aspekten[END_REF]) served as additional input for the concept of transformation.

All results presented in this paper were evaluated by seven experts that helped transform application landscapes as project manager, IT department manager, consultant, or software architect. None of the experts are aliated with the author's employer or research group.

Transformation of Application Landscapes

The term application landscape refers to the entirety of the business applications and their relationships to other elements, e.g. business processes in a company 1 For example, Buckl et al. list 41 of such tools in [START_REF] Buckl | Enterprise Architecture Management Pattern Catalog[END_REF]. [4, p. 12]. More precisely, we will use this term only if the applications are used in the context of human work and some of the applications are directly used by people. As a counterexample, a group of applications that jointly and fully automatically carries out business processes is not considered an application landscape in the context of this paper.

Transformation is inevitable in the life cycle of application landscapes. We use the term to describe substantial, business-critical changes in an application landscape that have signicant impact on an organization's business processes and on the people that work with the applications. Hence, transformation is a form of co-evolution which means that the evolution of one domain is partially dependent on the evolution of the other [...], or that one domain changes in the context of the other. [START_REF] Mitleton-Kelly | Co-Evolution Of Diverse Elements Interacting Within A Social Ecosystem[END_REF] In this paper, we focus on the impact of transformation on business processes and on the people that execute them. This view was inuenced by the concept of application orientation which is one of the main pillars of a software development approach called Tools & Materials approach (see [START_REF] Züllighoven | Object-Oriented Construction Handbook[END_REF]): Application orientation focuses on software development, with respect to the future users, their tasks, and the business processes in which they are involved. [23, p. 4]. Accordingly, we aspire towards an application oriented approach to transformation of application landscapes. Yet, there are other aspects of application landscapes that are of importance for transformation, such as costs, maintainability, security, and scalability. They will, however, not be covered by this paper.

Transformation is usually carried out as a project that includes several types of activities:

Collect information: Technical aspects (e.g. dependencies) and business aspects (e.g. supported business processes) of the application landscape have to be gathered. This is either done before or during modeling.

Evaluate and decide: The goals of the transformation have to be dened and the current state of the application landscape has to be evaluated. For all aected applications, the necessary changes need to be identied.

Plan: Planning activities for transformation are comparable with regular IT projects. A lot of tasks have to be aligned in order to t into the overall roadmap.

Involve the organization: Lots of communication is required to explain the goals, decisions and deadlines to all those aected by the transformation.

Execute: The transformation is executed. The operations that constitute a transformation are: bringing an application into service changing an application placing an application out of operation More accurately, these operations are relevant to transformation projects only if they aect several applications (e.g. by adding a new dependency to the application landscape). Hence, end-to-end tests of business processes are required to ensure that the application landscape works as expected.

In this paper, projects that include these activities and transform an application landscape are called transformation projects. Although the list describes what activities are typical for transformation projects, it may not be complete.

As mentioned in Sect. 1, this list of activities was derived from real-world transformation projects and evaluated by experts.

Modeling in Transformation Projects

The requirements we will lay down in this paper aim at increasing the value that models provide to transformation projects. To understand what value that is and who benets from it, we will discuss the following questions:

How and what for are models used? What kinds of models are relevant for transformation projects? What is modeled? Who uses the models?

We will answer these questions in the following subsection. Examples for use of models in transformation projects conclude this section.

Characteristics of Modeling in Transformation Projects

In transformation projects, models are often used to evaluate the current state of an application landscape and to develop possible future states. The main purpose of the latter is to explore possibilities and to anticipate the consequences of transformation. This is of particular importance for the activities summarized as evaluate and decide in the previous section. In general, the purpose of a model covers a variety of dierent intentions and aims such as perception support for understanding the application domain, explanation and demonstration [. . . ], optimization of the origin, hypothesis verication through the model, construction of an artifact or of a program [20, p. 86].

Transformation projects require models that depict the context in which an application landscape is used the terminology of the domain, business processes and how the application landscape supports these processes. Models that represent a domain are called conceptual models. They may be interpreted as a collection of specication statements relevant to some problem [12, p. 42].

Other types of models used in transformation projects show the internal structure of an application landscape its software systems and their dependencies. Models depict either what software systems and dependencies exist generally in the landscape or how they work together during the execution of certain business processes. Yet other types of models focus on the dependencies between software systems and the hardware they run on.

The activities described in Sect. 2 involve various stakeholders like domain experts, IT experts, managers, and users. Since dierent kinds of models are commonly used to support these activities, modelers are relevant stakeholders too. A stakeholder's view on the application landscape is shaped by their goals and activities and may dier substantially from other stakeholders' views. A view can be expressed with one or several models.

Examples

The following examples illustrate how models are used in transformation projects:

As-is models of the structure of the application landscape foster discussion about the applications that might be aected by a transformation. Also, the models serve as a baseline for the development of to-be models that show possible future states of the application landscape's structure.

As-is and to-be models are used to analyze which dependencies have to be added, deleted, or modied and which interfaces need to be changed or introduced. Some transformation projects are carried out in several releases, transitioning incrementally from the as-is state to the to-be state. Models are used to determine the technical and process-related dependencies. This allows to decide which changes will be carried out in which transition.

Models are used to develop to-be processes that t the to-be state of the application landscape. The transformation's consequences on the way users work with their applications are communicated with the help of such models.

To-be models allow cross-checking the planned to-be state of the application landscape and its intended use. Such cross-checks are useful to detect shortcomings in the planned to-be states.

Models are used to develop test cases that ensure that the application landscape supports the business processes as expected during transitions and in the nal to-be state.

Creation and use of models like in these examples require a suitable modeling approach. In the next section, we will describe what constitutes such an approach.

Six Requirements for a Modeling Approach for Transformation Projects

A graphical modeling approach should provide a modeling language and a modeling procedure (see [START_REF] Karagiannis | Metamodelling Platforms[END_REF]). In addition, we consider tool support essential for use in real-world projects. Furthermore, any modeling approach should provide means to achieve high quality of models. Quality attributes that generally apply to models are for example correctness, consistency and comprehensibility (see [START_REF] Mohagheghi | Towards a Tool-Supported Quality Model for Model-Driven Engineering[END_REF]).

We claim that there are additional requirements to modeling approaches that are due to the nature of transformation projects. Also, we argue that stakeholders would benet from using a modeling approach that meets these requirements. The following collection of requirements was compiled from an application-oriented point of view. Hence, the requirements focus primarily on how application landscape, business processes and the people who execute them are intertwined. 12 requirements derived from the same ve real-world projects described in Sect. 1 were evaluated by the same experts who assessed what activities are typical for transformation projects. The six requirements rated as most relevant are:

Requirement 1: The modeling approach should make the available information manageable.

A model is an abstraction of an original (e.g. an application landscape) that contains only selected properties of that original. It is generally assumed that all the properties of the original are known and that the selection of properties that are represented in the model is driven by the goal of the model. However, this assumption does not hold in the context of application landscapes. There is extensive information available about an application landscape and its use.

In large organizations this information changes constantly. Since transformation projects do not only require technical information but also information on how the landscape is used, the problem is aggravated:

The only complete specication of a system is the system itself, and the only complete specication of the use of a system is an innite log of its actual use [. . . ]. [5, p. 255].

For these reasons, it is not possible to create a complete model within limited time and eort. Information on complex application landscapes is both incomplete and beyond comprehensibility. Therefore, a modeling approach should provide some guidance on how to create and use models in such an environment.

Requirement 2:

The modeling approach should be able to express contradictions.

It is tempting to assume that models of application landscapes show facts. After all, applications are technical systems and information about them can be measured or at least gathered automatically. But even if that were the case with all the technical information, some interpretation is necessary to create models from that information. In addition to technical information, transformation projects require information about how people use an application landscape (see Sect. 3).

In some cases, log les can be used to analyze application usage (see [START_REF] Van Der Aalst | Intra-and Inter-Organizational Process Mining: Discovering Processes Within and Between Organizations[END_REF]). But to a certain extent modelers have to rely on interviews and observations. Hence, modeling in the context of application landscapes is a social process. It has to account for the personal goals and needs of the people involved. For example, a stakeholder might present an assumption as a fact, withhold information, or (consciously or not) falsify information. In such an environment, contradictions will emerge.

Requirement 3: The modeling approach should be able to express how an application landscape supports business processes.

In transformation projects, stakeholders use models to understand which business processes depend on which applications. However, this information does not suce to plan how work processes and organizational units are aected by the transformation. This requires knowledge of how exactly applications are used in business processes. In particular, this information is needed for testing.

Requirement 4: The modeling approach should be able to express an application landscape's dependencies even for business processes that use several applications and are carried out by more than one organizational unit. Models of such processes are prone for errors as the people that are involved in them usually are familiar with fragments of the process only. The information they can provide on how application landscapes and business processes work together may be inaccurate. The division of work results in little understanding of overall processes. Modeling approaches should consider that.

Requirement 5: The modeling approach should be able to express dependencies between applications even if they cannot be mapped to technical interfaces.

There are various kinds of dependencies in an application landscape like calls (of functions, methods etc.), shared data, shared hardware (e.g. same network segment), and shared runtime environments (e.g. virtual machine). At least in theory, some information about dependencies can be gathered by analyzing interface access. This increases condence in the information that is depicted in a model. But there is another kind of dependency that does not correspond to any technical interface and can only be recognized by analyzing business processes: Dependency by time and order. For example, a stakeholder may use the results of one task (carried out with application A) to decide, how to carry out another task with application B. If application A was to be changed or replaced in a transformation project, the way how stakeholders use application B could be aected. Such dependencies have to be considered in transformation projects and in modeling. Requirement 6: The modeling approach should be able to express how an application landscape changes over time. As illustrated by the example in Sect. 1, application landscapes undergo a series of changes until their desired state is reached at the end of a transformation project. Thus, it is important for stakeholders to know how and when changes will aect their work processes. This is not just a matter of project planning but of communication.

In the next section, we will evaluate how well existing modeling approaches meet the requirements.

Evaluation of Existing Modeling Approaches

The goal of this evaluation is to test our claim that existing approaches are not suited well enough for transformation projects. As mentioned in Sect. 1 there is a large number of modeling languages, frameworks and tools that deal with application landscapes. Our evaluation focuses on approaches that fulll certain criteria or are open for extension so that the criteria could be fullled by adapting the approach. The criteria are:

The approach consists of a modeling notation, a methodology for creation and use of models, and tool support.

The approach can express dierent views on an application landscape (as described in Sect. 3). It is able to depict technical information and domain knowledge.

Since these criteria are possibly matched by many professional modeling tools we chose one tool as a representative and omitted other commercial products from the evaluation.

In the following sub-sections we will give a short introduction to the approaches that were included in the evaluation. The section is concluded with the results of the evaluation.

UML

The Unied Modeling Language (UML, see [START_REF] Rumbaugh | The Unied Modeling Language reference manual[END_REF]) has its origins in the area of software engineering but lays claim to be much more versatile: UML is a general purpose language, that is expected to be customized for a wide variety of domains [17, p. 211].

UML is adaptable and can be modied to depict application landscapes.

Such an adaption is reported by Heberling et al. in [START_REF] Heberling | Visual Modelling and Managing the Software Architecture Landscape in a large Enterprise by an Extension of the UML[END_REF]. Countless modeling tools support UML. However, UML does not include a methodology for how to create or use models:

[UML] is methodology-independent. Regardless of the methodology that you use to perform your analysis and design, you can use UML to express the results. [START_REF]Object Management Group: Introduction to OMG's Unied Modeling Language[END_REF] UML was included in the evaluation for its extensibility and widespread adoption.

ArchiMate

ArchiMate was developed to model enterprise architectures (which application landscapes are a part of ). It does not include a methodology but an informal description of usage scenarios that are expressed as a collection of viewpoints (see [START_REF]The Open Group: N116 ArchiMate 2.0 Viewpoints Reference Card[END_REF]). Since version 2.0, ArchiMate can be used in combination with The Open Group Architecture Framework (TOGAF, see [START_REF] Jonkers | Using the TOGAF 9.1 Architecture Content Framework with the ArchiMate 2.0 Modeling Language[END_REF]) for enterprise architecture development. However, TOGAF does not provide any guidelines on how to create or use ArchiMate models.

As UML, ArchiMate is a standardized and established modeling language that is supported by many tools and was thus included in the evaluation.

EAM Pattern Catalog

The EAM patterns described in the Enterprise Architecture Management Pattern Catalog [START_REF] Buckl | Enterprise Architecture Management Pattern Catalog[END_REF] are a collection of problems and tting solution patterns in the area of IT enterprise architecture management. This descriptive approach presents best practices for analysis, graphical representation, and information modeling. The patterns aim at enhancing existing approaches. For example, the catalog's methodology patterns concretize TOGAF and the viewpoint patterns show applications of UML, ArchiMate, and software maps (see [START_REF] Buckl | Generating Visualizations of Enterprise Architectures using Model Transformations[END_REF]). Due to the nature of this approach, the criterion of tool support can be neglected.

Methodology patterns describe the use of models. Since this approach tends to interpret graphical models as mere visualization of an underlying information model, there is no guidance on how to create models. Yet, this approach was included in the evaluation because it is grounded in practice and many of the patterns are implemented by professional modeling tools.

MEMO

Multi-perspective enterprise modeling (MEMO, see [START_REF] Frank | Multi-perspective enterprise modeling: foundational concepts, prospects and future research challenges[END_REF]) is a framework for the development of domain specic modeling languages for use in enterprise modeling. Examples of such languages are the business process modeling language OrgML and the IT Modeling Language (ITML, see [START_REF] Kirchner | Entwurf einer Modellierungssprache zur Unterstützung der Aufgaben des IT-Managements[END_REF]) for IT management.

All MEMO languages share a common meta-model that ensures interoperability of languages. MEMO is meant to be extended and provides a metamethodology for modeling that can be used to develop a language-specic methodology. A tool prototype demonstrates that tool support is feasible.

MEMO was included in the evaluation because it provides adequate concepts to create a modeling approach for transformation projects.

ADOit 5.0

ADOit is a commercial tool for architecture management developed by the BOC Group [START_REF]ADOit Product Website[END_REF]. Its meta-model can be adapted to meet the requirements of transformation projects. Yet, already the meta-model's default conguration suces to model technical and domain aspects of application landscapes. Although ADOit is not coupled to a specic methodology for creation and use of models there are predened views and queries that suggest certain usage scenarios.

ADOit was included in the evaluation because of its adaptable meta-model and the availability of a free-of-charge community edition. The tool is relevant to the German market and documentation is available. The vendor proved to be accessible for discussion. However, it should be noted that these criteria might also be met by other vendors (and their tools, respectively).

BEN

The Business Engineering Navigator (BEN, see [START_REF] Winter | Business Engineering Navigator[END_REF]) developed at the University of St. Gallen is an approach for managing IT enterprise architecture. It oers support for modeling IT and its relation to business processes. BEN provides some guidance on how to analyze models of application landscapes and tool support is available. It was included in the evaluation because it covers application landscapes from a business engineering perspective.

Evaluation

In this section, we rate how well the approaches that were described briey in the preceding sections meet the requirements laid down in Sect. 4. The results are summed up in Table 1 and explained in the remainder of this section. We use the following values for the rating: ++ Requirement is fullled.

+

Rudimentary but insucient solution for requirement.

=

Requirement not fullled but approach oers means for enhancement.

Requirement not fullled. proles, see [START_REF] Rumbaugh | The Unied Modeling Language reference manual[END_REF]) we rated it with =. The EAM patterns approach was rated + because for every concern it addresses corresponding information model patterns. These patterns help a modeler to identify which information is needed to provide a model for the given concern.

Requirement 2 (contradictions): Contradictions will catch a stakeholder's eye during modeling or during use of models. The approaches presented above give little guidance on how to model and contradictions are not mentioned at all. However, some approaches oer generic means to at least annotate contradictions. UML provides stereotypes and tagged values (see [START_REF] Rumbaugh | The Unied Modeling Language reference manual[END_REF])

for that purpose and ADOit's meta-model could be adapted to achieve a similar possibility.

Requirement 3 (business process support): Several approaches can express which activities an application is involved in. UML oers activity diagrams and partitions (see [START_REF] Rumbaugh | The Unied Modeling Language reference manual[END_REF], often called swim lanes" in other approaches).

ADOit allows modelers to link activities to applications. In addition, it provides several queries to analyze the usage of an application landscape in business processes. ArchiMate's business layer only allows for modeling of coarse-grained process chains but they can be linked with services and components in the application layer. Several similar viewpoint patterns can be found in the EAM pattern catalog. MEMO's meta-model includes a relationship between business processes and applications (see [START_REF] Frank | Multi-perspective enterprise modeling: foundational concepts, prospects and future research challenges[END_REF]) which allows for the creation of a MEMO language that fullls this requirement.

Requirement 4 (dependencies across boundaries): The dependencies described in this requirement can be expressed with UML's activity diagrams and ArchiMate (for example with the introductory and layered viewpoint described in [START_REF]The Open Group: N116 ArchiMate 2.0 Viewpoints Reference Card[END_REF]). An overview of such dependencies is provided by so-called Process Support Maps that show which applications support which business processes. Such visualizations are described in the EAM patterns catalog (e.g. viewpoint patterns V-29 and V-30, see [START_REF] Buckl | Enterprise Architecture Management Pattern Catalog[END_REF]), in ADOit, and in BEN.

Requirement 5 (non-technical dependencies): To express dependencies between applications that cannot be mapped to technical interfaces, both modeling language and methodology have to be considered. Since no approach provides both, none was rated + or ++. Approaches with extensive possibilities to depict dependencies or generic relation types were rated =.

Requirement 6 (change over time): The approaches included in the evaluation provide three dierent means to express how an application landscape changes over time:

The rst is provided by EAM patterns, BEN, and ADOit which allow to model the life cycle of applications. The second possibility is a model of the application landscape that combines as-is and to-be applications. ArchiMate (viewpoint Implementation and Migration, see [START_REF]The Open Group: N116 ArchiMate 2.0 Viewpoints Reference Card[END_REF]) and ADOit support this kind of model. Additionally, ADOit oers a time-based lter that helps tracking changes over time. Third, BEN's tool support allows for pairwise comparison of models. This functionality can be used to compare as-is and to-be models with each other.

Conclusions and Further Work

In this paper, we introduced a type of project that deals with extensive changes to an organization's application landscape transformation projects. We look at transformation from an application-oriented point of view that focuses on how an application landscape is used in business processes. This point of view relies on models of the application landscape and its use.

We argued that specic requirements for modeling exist in this area and that it would be benecial for modeling approaches to meet these requirements.

This would improve their suitability for transformation projects. such requirements were presented. An evaluation of existing approaches showed that some approaches provide means to fulll some of these requirements. None of the approaches met all the requirements. However, it is not necessary to invent a completely new modeling approach for transformation projects. We plan to show that existing approaches can be complemented so that they are better suited for transformation projects. Therefore, we will create an enhanced approach to show the feasibility of this idea. The enhanced approach will then be evaluated to test our initial claim: Fullling the presented requirements leads to a more useful modeling approach for transformation projects.

Table 1 .

 1 Results

				of the Evaluation			
	Requirement		UML ArchiMate EAM-Patterns MEMO ADOit BEN
	1 manageable information	=	=	+	=	=	
	2 contradictions		+				=	
	3 business process support	++	+	+	+	+	
	4 dependencies	across	++	++	+	+	+	+
	boundaries							
	5 non-technical dependen-	=	=		=	=	
	cies							
	6 change over time			+	+	=	++	+
	Requirement 1 (manageable information): To make the amount of infor-
	mation manageable, one can simply include less of it in a model either by
	constricting the modeling language or by switching to a more coarse-grained,
	generalized perspective that omits detail. Even if a modeling approach does
	not support these mechanisms explicitly they can always be applied by con-
	vention. If an approach enforces such conventions (like UML by providing