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Abstract. Companies and other organizations use spreadsheets regu-
larly as basis for evaluation or decision-making. Hence, spreadsheets have
a huge economical and societal impact and fault detection, localization,
and correction in the domain of spreadsheet development and mainte-
nance becomes more and more important. In this paper, we focus on
supporting fault localization and correction given the spreadsheet and
information about the expected cell values, which are in contradiction
with the computed values. In particular, we present a constraint approach
that computes potential root causes for observed behavioral deviations
and also provide possible fixes. In our approach we compute possible fixes
using spreadsheet mutation operators applied to the cells’ equations. As
the number of fixes can be large, we automatically generate distinguish-
ing test cases to eliminate those fixes that are invalid corrections. In
addition, we discuss the first results of an empirical evaluation based on
a publicly available spreadsheet corpus. The approach generates on aver-
age 3.1 distinguishing test cases and reports 3.2 mutants as possible fixes.

Keywords: fault localization, spreadsheet debugging, distinguishing test-
cases, spreadsheet mutations.

1 Introduction

Spreadsheets are a flexible end-users programming environment. “End-user” pro-
grammers vastly outnumber professional ones: the US Bureau of Labor and
Statistics estimates that more than 55 million people used spreadsheets and
databases at work on a daily basis by 2012 [14]. 95 % of all U.S. companies use
spreadsheets for financial reporting [19], and 50 % of all spreadsheets are the
basis for decisions.

Numerous studies have shown that existing spreadsheets contain redundan-
cies and errors at an alarmingly high rate, e.g., [6]. This high error rate can
be explained with the lack of fundamental support for testing, debugging, and
structured programming in the spreadsheet world. Errors in spreadsheets may
entail a serious economical impact, causing yearly losses worth around 10 billion
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Fig. 1: The Cardiogenic shock estimator spreadsheet

dollars [18]3. This paper improves the state-of-the-art in spreadsheet debugging
by proposing an approach for correcting faults in spreadsheets.

In this paper, we make use of the running example illustrated in Fig. 1. This
spreadsheet is used by physicians to estimate cardiogenic shock4. Cells B2 to
B5 are those cells that need an input from the user. Cell B8 shows the result
of the computation from which physicians derive their conclusions. Cell B6 is
faulty. It computes B2/B3 instead of B2-B3. As a consequence, the value of cell
B8 is outside the bounds even when the patient’s input values are okay. If the
physician notices that the computed value is outside the bounds, he might want
to debug the spreadsheet.

In this paper, we use constraint-based techniques for spreadsheet debug-
ging [13, 3]. These techniques take as input a faulty spreadsheet and a test case5

that reveals the fault in order to compute a set of diagnosis candidates (cells).
The spreadsheet and the test case are converted into a constraint satisfaction
problem (CSP). A constraint or SMT (satisfiability modulo theories) solver is
used to obtain the set of diagnosis candidates. A major limitation of these ap-
proaches is that they yield many diagnosis candidates. To avoid this problem, we
propose to integrate testing for restricting the number of diagnosis candidates.
In particular, we propose to compute possible corrections of the program (us-
ing mutation techniques) and from these distinguishing test cases. A test case
is a distinguishing test case if and only if there is at least one output variable
where the computed value of two mutated versions of a spreadsheet differ on the
same input. We have two main contributions : (1) We propose Mussco (Mu-
tation Supported Spreadsheet COrrection), an approach to fault localization in
spreadsheets that relies on constraint-based reasoning to provide suggestions for
possible fixes by applying spreadsheet mutation operators. Since the number of
such mutants can be large, our approach automatically generates distinguishing
test cases to eliminate mutants that are invalid corrections. (2) We carried out
an empirical evaluation using the publicly available Integer Spreadsheet Corpus.

3 http://www.eusprig.org/horror-stories.htm
4 A cardiogenic shock is when the heart has been damaged so much that it is unable

to supply enough blood to the organs.
5 A test case specifies values for the input cells as well as the expected values for the

output cells.



Testing for distinguishing repair candidates in spreadsheets 3

Results show that on average 3.1 distinguishing test cases are generated and
3.2 mutants are reported as possible fixes. On average, generating mutants and
distinguishing test cases requires 47.9 seconds, rendering the approach applicable
as a real-time application.

2 Basic Definitions

In this paper, we rely on the spreadsheet language L defined by Hofer et al. [11].
We refer the interested reader to that paper for more information about the
syntax and semantics of the underlying spreadsheet language. For the sake of
completeness, we state the most important concepts and definitions in the fol-
lowing paragraphs.

Every spreadsheet is a matrix of cells that are uniquely identifiable using their
corresponding column and row number. The function ϕ maps the cell names
from a set CELLS to their corresponding position (x, y) in the matrix where x
represents the column and y the row number. The functions ϕx and ϕy return
the column and row number of a cell respectively. Each cell c ∈ CELLS has a
corresponding value ν(c) and an expression `(c). The value of a cell can be either
undefined ε, an error ⊥, or any number, Boolean or string value. The expression
of a cell `(c) can either be empty or an expression written in the language L.
The value of a cell c is determined by its expression. If no expression is explicitly
declared for a cell, the function ` returns ε while the function ν returns 0.

An area c1:c2 ⊆ CELLS is a set consisting of all cells that are within the
area spanned by the cells c1, c2 , i.e.:

c1:c2≡def
{
c ∈ CELLS

∣∣∣∣ϕx(c1) ≤ ϕx(c) ≤ ϕx(c2)∧
ϕy(c1) ≤ ϕy(c) ≤ ϕy(c2)

}
For our debugging approach, we require information about cells that occur

in an expression, i.e. the referenced cells. The function ρ : L 7→ 2CELLS returns
the set of referenced cells.

Definition 1 (Spreadsheet). A countable set of cells Π ⊆ CELLS is a spread-
sheet if all cells in Π have a non-empty corresponding expression or are refer-
enced in an expression, i.e., ∀c ∈ Π : (`(c) 6= ε)∨ (∃c′ ∈ Π : c ∈ ρ(`(c′))).

This definition restricts spreadsheets to be finite. For our approach, we only
consider loop-free spreadsheets, i.e., spreadsheets that do not contain cycles
within the computation. Therefore, we introduce the notation of data depen-
dence between cells, and the data dependence graph.

Definition 2 (Direct dependence). Let c1, c2 be cells of a spreadsheet Π. The
cell c2 directly depends on cell c1 if and only if c1 is used in c2’s corresponding
expression, i.e., dd(c1, c2)↔ (c1 ∈ ρ(`(c2))).

Definition 3 (Data dependence graph). The data dependence graph (DDG)
of a spreadsheet Π is a tuple (V,A) with V being a set of vertices comprising
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exactly one vertex nc for each cell c ∈ Π, and A being a set of arcs (nc1 , nc2) for
all nc1 , nc2 where there is a direct dependence between the corresponding cells c1
and c2 respectively, i.e. A =

⋃
(nc1 , nc2) where nc1 , nc2 ∈ V ∧ dd(c1, c2).

From this definition, we are able to define general dependence between cells.
Two cells of a spreadsheet are dependent if and only if there exists a path
between the corresponding vertices in the DDG. A spreadsheet Π is feasible if
and only if its DDG is acyclic. From here on, we assume that all spreadsheets
we consider for debugging are feasible. Hence, we use the terms spreadsheet and
feasible spreadsheet synonymously. For debugging, we have to define test cases
for distinguishing faulty spreadsheets from correct spreadsheets.

Definition 4 (Input, output). Given a feasible spreadsheet Π and its DDG
(V,A), then the input cells of Π (or short: inputs) comprise all cells that have
no incoming edges in the corresponding vertex of Π’s DDG. The output cells of
Π (or short: outputs) comprise all cells where the corresponding vertex of the
DDG has no outgoing vertex.

inputs(Π) = {c ∈ Π|@(nc′ , nc) ∈ A}
outputs(Π) = {c ∈ Π|@(nc, nc′) ∈ A}

All formula cells of a spreadsheet that serve neither as input nor as output
are called intermediate cells. With the definition of inputs and outputs, we can
now define test cases.

Definition 5 (Test case). A test case T for a spreadsheet Π is a tuple (I,O)
where I is a set of pairs (c, v) specifying the values for all c ∈ inputs(Π) and O
is a set of pairs (c, e) specifying the expected values for some output cells. T is
a failing test case for spreadsheet Π if there exists at least one cell c where the
expected value e differs from the computed value ν(c) when using I on Π.

We say that a test case is a passing test case if all computed values are
equivalent to the expected values.

Definition 6 (Spreadsheet debugging problem). A spreadsheet Π and a
failing test case T form a spreadsheet debugging problem.

Example 1. The test case T with I = {(B2, 120), (B3, 60), (B4, 72), (B5, 2)} and
O = {(B8, 2160)} is a failing test case for the Cardiogenic shock estimator spread-
sheet. This test case together with the spreadsheet forms a debugging problem.

A solution of a spreadsheet debugging problem (Π,T ) is a set of cells that
explain the faulty behavior. In particular, we say that an explanation ΠE is
itself a spreadsheet comprising the same cells as Π but different cell expressions
that make the test case T a passing test case for ΠE .

Example 2. A spreadsheet Π1 where the expression of cell B6 is changed to B2

- B3 is obviously an explanation that makes the test case T a passing one.
However, a spreadsheet Π2 where we change the expression of B7 to 30 * B6 *

B4 is an explanation as well.
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3 Constraint Satisfaction Problem

A constraint satisfaction problem (CSP) is a tuple (V,D,C) where V is a set of
variables with a corresponding domain from D, and C is a set of constraints [8].
Each constraint has a set of variables and specifies the relation between the
variables. Abreu et al. [3] have shown how to state the spreadsheet debugging
problem as a CSP. To be self-contained, we briefly explain the conversion in Al-
gorithm Convert (Fig. 2). Details about the conversion can be found in the work
of Abreu et al. [3]. Formula cells are concatenated with a variable representing
the health state of that formula: A cell c is faulty, i.e. c does not behave as
expected, or the constraints representing the formula must be satisfied (Line 3).
The expressions of the formula cells are converted using the Algorithm ConvExp
which works as follows: Constants are represented by themselves. Cell references
are mapped to the corresponding variables. In case of compound expressions,
the conversions of the single expressions and the constraint representing the
compound expression are added to the constraint system. The values of the in-
put cells and the expected values indicated in the test case are added to the
constraint system (Line 6).

Input: Spreadsheet Π, test case T = (I,O)
Output: A set of constraints representing Π and T .

1: CONS = ∅
2: for c ∈ (Π \ inputs(Π)) do
3: CONS = CONS ∪ {abc ∨ vc == ConvExp(`(c))}
4: end for
5: for tuples (cell, value) ∈ (I ∪O) do
6: CONS = CONS ∪ {vcell == value}
7: end for
8: return CONS

Fig. 2: Algorithm Convert(Π,T )

Example 3. The constraint representation of our example from Fig. 1 is: B2 ==
120, B3 == 60, B4 == 72, B5 == 2, abB6 ∨B6 = B2/B3, abB7 ∨B7 = B6∗B4,
abB8 ∨B8 = B7/B5, B8 == 2160.

Since spreadsheets must be finite, the Convert algorithm terminates. The
computational complexity of the algorithm is O(|CELLS| · L) where L is the
maximum length of an expression. For computing diagnoses, let SD be the ob-
tained constraint representation for a spreadsheet Π. A diagnosis ∆ is a subset
of the cells contained in Π such that SD ∪ {¬abc|c ∈ Π \ ∆} ∪ {abc|c ∈ ∆} is
satisfiable. We use an SMT solver for computing solutions for a given CSP. The
theoretic background of using SMT solvers for CSPs is explained by Liffiton and
Sakallah [15, 16].
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4 Mutation creation

With the previously described fault localization technique, the user only gets
the information which cells have to be changed, but not how the cells have to be
changed. We are confident that the information of how cells have to be changed
is important for the user. Therefore, we propose an approach that automatically
creates versions, i.e. mutants, of the spreadsheet that satisfy the given test case.

Weimer et al. [23] introduced genetic programming for repairing C programs.
Similar to them, we make assumptions how to restrict the search space. For
example, we perform mutations on the cone for a given cell6 and Weimer et
al. make mutations on the weighted path. In addition, Weimer et al. assume
that the programmer has written the correct statement somewhere else in the
program. We assume that when a spreadsheet programmer referenced the wrong
cell, the correct cell is in the surrounding of the referenced cell. However, we
differ from their genetic programming approach as we do not use crossover and
randomness for selecting mutations.

A primitive way to compute mutants is to clone the spreadsheet and change
arbitrary operators and operands in all formulas of the cells contained in one
diagnosis. If the created mutant satisfies the given test case we present the
mutant to the user. Otherwise we discard the mutant and create another mutant.
The problem with this approach is that too many mutants have to be computed
until the first mutant passes the given test case. Therefore, we propose a more
sophisticated approach which includes the mutation creation process in the CSP.
Instead of only transforming cell formulas into a value-based constraint model,
we also include the information how the cells could be mutated. We allow the
following mutation operations:

– replace constant with reference or other constant
– replace reference with constant or other reference
– replace arithmetical (relational) operator with other arithmetical (relational)

operator
– replace function with other functions of the same arity
– resize areas

We are aware that these mutation operators are not able to correct all faulty
spreadsheets. In particular, the creation of completely new formulas is up to
future work.

When creating mutants, we have to face two challenges: (1) The created
mutant must be a feasible spreadsheet. (2) Theoretically, an infinite number of
mutations can be created. To handle the first challenge, we propose the following
solution: Each cell that is represented in the CSP gets an additional Integer
variable with the domain {1, |Π|}. The constraint solver has to assign values to
these variables in such a way that each cell gets a number that is higher than the
numbers assigned to the cells this cell references. This constraint ensures that

6 A cone for a cell c is recursively defined as the union of all cones of the cells which
are referenced in c and the cell c itself.
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the created mutant is still a feasible spreadsheet. To handle the second challenge,
we reduce the search space by making following restrictions:

– Mutations are only indicated for cells that are contained in the cone of any
erroneous output cell.

– When replacing references with constants, we do not immediately compute
the concrete constant. Instead, we use the information, that there exists a
constant that could eliminate the observed misbehavior. Only if we present
a mutant to the user, we compute a concrete value for that constant. The
reason for this delayed computation is the fact that there often exist many
constants that satisfy the primary test case. During the distinguishing test
case creation process, we gain additional information, which helps to reduce
the number of constants.

– When changing references or resizing areas, we make use of the following
assumption: If the user made a mistake when indicating the reference or
area, the intended reference(s) might be in the surrounding of the originally
indicated reference(s). We define the surrounding of a cell c as follows:

Surround(c)≡def

{
c1 ∈ CELLS

∣∣∣∣ϕx(c)− 2 ≤ ϕx(c1) ≤ ϕx(c) + 2∧
ϕy(c)− 2 ≤ ϕy(c1) ≤ ϕy(c) + 2

}
.

We model into our CSP that the reference to the cell is either correct or that
it should be replaced by one of the cells in the surrounding. In case of an
area, we define the surrounding of the area as follows:

Surround(c1 : c2)≡def

{
c3 ∈ CELLS

∣∣∣∣ϕx(c1)− 2 ≤ ϕx(c3) ≤ ϕx(c2) + 2∧
ϕy(c1)− 2 ≤ ϕy(c3) ≤ ϕy(c2) + 2

}
.

For areas, we allow to select/deselect any cell in the surrounding. This allows
both, the shrinking and enlargement of areas and non-continuous areas.

– We allow only one mutation per cell.

These restrictions do not allow to find suited mutants for all given faulty
spreadsheets. However, they allow the approach to be used in practice.

Example 4. The extended constraint representation for the cell B6 of our Car-
diogenic shock estimator from Fig. 1 changes from abB6 ∨B6 = B2/B3 to:
(abB6 ∧ (B6 = B2+B3∨B6 = B2−B3∨B6 = B1/B3∨B6 = 5/B3∨ . . . ))∨B6 =
B2/B3.

5 Computing distinguishing test cases

Usually, there exists more than one possible correction. In practice, a large num-
ber of repair suggestions overwhelms the user. Consequently, there is a strong
need for distinguishing such explanations. One way to distinguish explanations
is to use distinguishing test cases. Nica et al. [17] define a distinguishing test
case for two variants of a program as input values that lead to the computation
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of different output values for the two variants. When translating this definition
to the spreadsheet domain, we have to search for constants that are assigned to
inputs, which lead to different output values for the different explanations. The
user (or another oracle) has to clarify which output values are correct.

Example 5. The following new input values form a distinguishing test case for the
variants Π1 and Π2 of our running example: `(B2) = 30, `(B3) = 30, `(B4) = 30,
`(B5) = 1. For these input values, Π1 computes a value 0 for cell B8, where Π2

would return 900.

Algorithm Mussco (Fig. 3) describes our overall approach. The algorithm
takes a faulty spreadsheet and a failing test case as input and determines possi-
ble solutions with increasing cardinality. Since input cells are considered correct,
the upper bound of the solutionSize is equal to the amount of non-input cells.
In Line 1, the set TS initialized with the given failing test case. The sets eqM
and udM are used to store the pairs of equivalent and undecidable mutants.
The faulty spreadsheet and the given test cases are converted into constraints
in Line 4. The function Convert slightly differs from the function described in
Fig. 2: instead of only converting an expression into its constraint representation,
also possible mutations are encapsulated in the constraint representation. The
function GetSizeConstraint(Cons, n) creates a constraint that ensures at
most n of the abnormal variables contained in Cons can be set to true (Line 5).
In Line 6, the function HasSolution checks if the solver can compute any mu-
tants that satisfy the given constraint system. In Line 7, the function GetMu-
tant returns a mutant that satisfies the given constraint system. This mutant is
added to the list of mutants M (Line 8) and is blocked in the constraint system
(Line 9). If M contains at least two mutants that are not equivalent or unde-
cidable (Line 11), we call the test case retrieval function GetDistTestCase
with these mutants as parameters (Line 12). If this function returns UNSAT,
the pair m1,m2 is added to the set eqMut (Line 14). If the function returns UN-
KNOWN, the pair m1,m2 is added to the set undesMut (Line 17). Otherwise,
the function returns a new test case. The function GetExpectedOutput is
used to determine the expected output for the given test case (Line 19). This
function asks the user (or another oracle) for the expected output. The test case
is added to the set of test cases (Line 20) and to the constraint system (Line 21).
The function Filter returns the set of mutants that fail this test case (Line 22).
Those mutants are removed from the set of mutants (Line 23). After retrieving
all mutants for the given solutionSize, the remaining solutions M are presented
to the user. If the user accepts one solution, the algorithm terminates. Otherwise,
the solutionSize is incremented (Line 31).

Algorithm GetDistTestCase (Fig. 4) creates distinguishing test cases.
This algorithm takes as input a spreadsheet and two mutated versions of that
spreadsheet. The functions getInputCells and getOutputCells return the
set of input and output cells for a given spreadsheet (Lines 1 and 2). In Lines 3
and 4, the mutants m1 and m2 are converted into their constraint representa-
tions. When creating a distinguishing test case, we have to exclude the input
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Input: A spreadsheet Π, a test case T
Output: A set of possible corrections

1: solutionSize = 1; TS = {T}
2: while solutionSize ≤ (|Π| − |getInputCells(Π)|) do
3: M = {}; eqM ={}; udM ={}
4: Cons =Convert(Π,TS)
5: Cons = Cons ∪GetSizeConstr(Cons, solutionSize)
6: while HasSolution(Cons) do
7: m = GetMutant(Cons)
8: M = M ∪ {m}
9: Cons = Cons ∪{¬m}

10: while |M | ≥ 2 ∧ ∃((m1,m2) ∈M : (m1,m2) /∈ eqM ∧ (m1,m2) /∈ udM) do
11: Select m1,m2 from M where (m1,m2) /∈ eqM ∧ (m1,m2) /∈ udM
12: T ′ = GetDistTestCase(Π,m1,m2)
13: if T ′ = UNSAT then
14: eqM = eqM ∪ {(m1,m2)}
15: else
16: if T ′ = UNKNOWN then
17: udM = udM ∪ {(m1,m2)}
18: else
19: T ′ = T ′ ∪GetExpectedOutput(Π,T ′)
20: TS = TS ∪ {T ′}
21: Cons = Cons ∪Convert(T ′)
22: M ′ = Filter(Π,T ′,M)
23: M = M \M ′

24: end if
25: end if
26: end while
27: end while
28: if User accepts any solution in M then
29: return M
30: end if
31: solutionSize = solutionSize + 1
32: end while
33: return no solution

Fig. 3: Algorithm Mussco(Π,T )

Input: A spreadsheet Π, mutants m1,m2

Output: A distinguishing test case or UNSAT/UNKOWN

1: inputCells = GetInputCells(Π)
2: outputCells = GetOutputCells(Π)
3: Cons1 =Convert(Π \ inputCells,m1, ” 1”)
4: Cons2 =Convert(Π \ inputCells,m2, ” 2”)
5: inputCon =

∧
c∈inputCells c 1 = c 2

6: outputCon =
∨

c∈outputCells c 1 6= c 2
7: Cons = Cons1 ∪ Cons2 ∪ inputCon ∪ outputCon
8: return GetSolution(Cons)

Fig. 4: Algorithm GetDistTestCase(Π,m1,m2)
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cells from the spreadsheet. Therefore, we only hand over the spreadsheet with-
out the input cells to the function Convert. This function slightly differs from
the Convert function from Fig. 2, because it takes two additional parameters:
(1) the particular mutant in use and (2) a constant that acts as postfix for vari-
ables. This postfix is necessary to distinguish the constraint representation of
m1 from that of m2: Each variable in the constraint system for mutant m1 (m2)
gets the postfix “ 1” (“ 2”). In Line 5, a constraint is created that ensures that
the input of m1 is equal to the input of m2. In Line 6, a constraint is created that
ensures that at least one output cell of m1 has a different value than the same
output cell in m2. The function GetSolution calls the solver with these con-
straints (Line 8). This function either returns a distinguishing test case, UNSAT
(in case of equivalent mutants) or UNKOWN (in case of undecidability).

The worst-case time complexity of the Algorithm from Fig. 3 is exponential
in the number of cells (O

(
2|CELLS |)). In practice, only solutions up to a certain

size, i.e. single or double fault solutions, are relevant. The algorithm terminates:
The outer while-loop (Line 2) is bound to the size of the spreadsheet. The while-
loop in Line 6 is limited since there only exists a limited number of mutants
that can be created and we do not allow to report mutants twice (Line 9). The
inner-most loop (Line 10) is limited since the number of mutants in M has to
be greater or equal to two and the selected pair has not already been proven to
be equivalent or undecidable. In each iteration of this loop, either a new pair
is added to the equivalent or undecidable set (Lines 14 and 17) or the set M
shrinks (Line 23). M must shrink because the return set of the function Filter
(Line 22) contains at least on element, since the mutants m1 and m2 must
compute different output values for the given test case.

6 Empirical Evaluation

We implemented a prototype in Java that uses Z3 [7] as solver. This prototype
supports the conversion of spreadsheets with basic functionality (arithmetic and
relational operators, the functions ‘IF’, ‘SUM’, ‘AVERAGE’, ‘MIN’, and ‘MAX’)
into Z3 formula clauses.

For the evaluation, we used the publicly available Integer Spreadsheet Cor-
pus [5]. This corpus comes with 33 different spreadsheets (12 artificially created
spreadsheets and 21 real-life spreadsheets) and 229 mutants of these 33 ba-
sic spreadsheets. We excluded some spreadsheets from our evaluation, because
Mussco was not able to generate the required mutation to correct the observed
misbehavior. There are two reasons for this: (1) The correction requires more
than one mutation within a single cell, which is currently not supported by our
approach. (2) The required mutation operator is not implemented in Mussco.
In the following empirical evaluation, we only consider the 73 spreadsheets where
Mussco was able to compute the required mutation in order to correct the fault.

The original spreadsheets used in this empirical evaluation are listed in Ta-
ble 1. Because of space limitations, we only list the original version of the spread-
sheets, instead of each faulty version. This table indicates for each spreadsheet
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Table 1: Structure and complexity of the evaluated spreadsheets

Name
Number of cells Halstead complexity
In Out Form. η1 η2 N1 N2 difficulty

amortization 16 1 16 5 33 31 67 5.4
arithmetics00 10 1 8 1 23 11 29 1.3
arithmetics01 9 1 11 2 23 14 34 2.4
arithmetics02 13 1 16 1 36 21 50 1.2
arithmetics03 19 1 35 1 64 45 99 1.1
arithmetics04 23 2 24 1 59 51 98 1.0
austrian league 91 10 32 3 103 96 267 4.2
bank account 45 13 27 7 76 103 187 6.4
birthdays 39 3 39 7 86 78 189 8.5
cake 101 1 69 3 155 69 238 5.2
comp shopping 37 4 36 6 64 151 288 5.7
conditionals01 9 1 11 5 25 34 65 4.8
dice rolling 31 3 21 4 40 99 190 3.8
fibonacci 25 1 46 1 68 16 87 2.7
matrix 51 1 13 3 23 17 67 5.9
oscars2012 60 2 22 3 76 24 104 6.5
prom calculator 46 1 14 2 63 14 73 5.2
shares 43 12 39 4 69 37 118 6.4
shop bedroom1 67 2 32 2 78 32 129 4.0
shop bedroom2 70 4 64 4 109 148 338 4.6
training 34 3 53 4 93 99 223 4.5
weather 70 5 41 6 131 89 231 7.8
wimbledon2012 90 1 49 4 135 280 538 3.8

Average 43.4 3.2 31.2 3.4 71.0 67.8 161.3 4.5

the amount of input, output and formula cells. The smallest spreadsheet contains
8 formulas and the largest contains 69 formula cells. On average, a spreadsheet
contains 31.2 formula cells. To express the complexity of the spreadsheets, we
adapt the Halstead complexity measures [9] to the spreadsheet domain. η1 rep-
resents the number of distinct operators that are used within a spreadsheet. η2
is the number of distinct operands (i.e. cell references, constants) that are used
within a spreadsheet. N1 indicates the total number of operators while N2 in-
dicates the total number of operants. From these basic metrics, we derive the
vocabulary (η = η1+η2) and the spreadsheet length (N = N1+N2). The average
vocabulary is 74.4 and the average spreadsheet length is 229.1. An interesting
Halstead metric is the difficulty (D = η1

2 ×
N2

η2
). The difficulty measure can be

seen as the difficulty to understand the spreadsheet when debugging the spread-
sheet. The difficulty of the investigated spreadsheets ranges from 1.0 to 8.5. The
average difficulty is 4.5.

The faulty spreadsheet variants have on average 1.14 erroneous output cells.
52 mutated spreadsheets contain single faults. 20 mutated spreadsheets contain
double faults, i.e. two cells with wrong formulas. One mutated spreadsheets
contains three faults. The evaluation was performed using a PC with an Intel
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Fig. 5: Empirical results

Core i7-3770K CPU and 16GB RAM. The evaluation machine runs a 64-bit
Windows 7 and the Oracle Java Virtual Machine version 1.7.0 17. We set a time
limit of 2000 seconds (i.e. approximately 33 minutes) per faulty spreadsheet
for generating mutants and distinguishing test cases. The evaluation results are
averaged over 100 runs.

In order to investigate a larger amount of spreadsheets, we decided to sim-
ulate the user interactions. Therefore, we use the original correct spreadsheets
as oracles to determine the output values for the generated distinguishing test
cases.

Fig. 5a shows the amount of correction suggestions that are returned to the
user. For 49 spreadsheets, only the correct mutation is returned to the user. On
average, 3.2 mutants are reported to the user. For one faulty spreadsheet con-
taining two faulty cells, Mussco determines 27 correction suggestions. Moreover,
applying the algorithm to a spreadsheet with three faults results in 94 correc-
tion suggestions. The evaluation shows that in case of double or triple faults,
Mussco finds a higher amount of equivalent solutions.

Fig. 5b illustrates the number of generated distinguishing test cases. For
27 spreadsheets, only a single distinguishing test case is required. For 26 spread-
sheets, two distinguishing test cases are necessary. For one spreadsheet, 29 dis-
tinguishing test cases have to be generated. This spreadsheet contains a double
fault. Therefore, Mussco creates many mutants which have to be killed by the
distinguishing test cases. On average, 3.1 distinguishing test cases are required.

The average runtime is 49.1 seconds, at which the runtime is less than 10 sec-
onds for 23 of the spreadsheets. The average runtime for single faults is 25.1 sec-
onds. The average runtime for double and triple faults is 108.6 seconds. Most
of the runtime, i.e. 95.5 % is consumed by the mutation creation process. The
creation of the distinguishing test cases requires on average 1.4 % of the total
run time. The remaining 3.1 % encompasses between the time required for fil-
tering the mutants and setting up Mussco (read spreadsheet data in, convert
spreadsheet).
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Fig. 6: Comparison of two computation variants w.r.t. the number of created
mutants. Data points along the dashed line indicate that the variants generate
the same number of mutants. Data points below the dashed line indicate that
Variant 1 creates more mutants. The solid lines indicate the timeout.

We create a distinguishing test case as soon as we have two mutants avail-
able. Another possibility is to immediately compute all possible mutants of a
particular size and afterwards generate the test cases. Does the implemented
method perform better with respect to runtime? We suppose that adding more
test cases to the constraint system decreases the number of mutants that are
created and therefore decreases the total computation time. For clarifying our
assumptions, we compare the two methods with respect to the number of gen-
erated mutants and the total computation time in the Fig. 6 and 7. Variant 1
denotes the version where we first compute all possible mutants. Variant 2 de-
notes the version described in Algorithm Mussco (Fig. 3). For six spreadsheets,
Variant 1 results in a timeout. On average, Variant 1 creates 17.2 mutants while
Variant 2 creates 5.2 mutants (when comparing only those spreadsheets without
timeouts). However, when comparing the computation time (see Fig. 7), the two
variants only slightly differ (expect for the six spreadsheets yielding a timeout
when using Variant 1). It turns out, that decreasing the number of computed
mutants through more test cases, increases the computation time per mutant.
Nevertheless, we favor Variant 2 over Variant 1 since the user gets earlier a first
response.

7 Related Work

Our approach is based on model-based diagnosis [20], namely its application to
(semi-) automatic debugging. It uses a constraint representation and a constraint
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Fig. 7: Comparison of two computation variants w.r.t. the total computation
time. Data points along the dash-dot line indicate that the variants perform equal
w.r.t. runtime. Data points below the dashed line indicate that Variant 2 requires
less computation time than Variant 1. The solid lines indicate the timeout.

solver. , which pinpoints software failures. Jannach and Engler [13] presented a
model-based approach that uses an extended hitting-set algorithm and user-
specified or historical test cases and assertions, to calculate possible error causes
in spreadsheets.

GoalDebug [1] is a spreadsheet debugger for end-users. This approach gener-
ates a list of change suggestions for formulas that would result in a user-specified
output. GoalDebug relies upon a set of pre-defined change inference rules. Hofer
and Wotawa [12] also proposed an approach for generating repair candidates
via genetic programming. In contrast to these approaches, we encode the mu-
tation creation into a constraint satisfaction problem. In addition, we generate
distinguishing test cases to keep the number of possible fixes small.

Ruthruff et al. [22] and Hofer et al. [10] propose to use spectrum-based fault
localization for spreadsheet debugging. In contrast to Mussco, these approaches
only identify the locations of faults instead of giving repair suggestions.

Spreadsheet testing is closely related to debugging. In the WYSIWYT sys-
tem, users indicate correct/incorrect output values by placing a correct/faulty
token in the cell [21]. The spreadsheet analysis tools of Abraham and Ewig [2]
and Ahmad et al. [4] reason about the units of cells to find inconsistencies in
formulas. The tools differ in the rules they employ and in the degree to which
they require users to provide additional input. Ahmad’s tool requires users to
annotate the spreadsheet cells with additional information. UCheck [2] fully au-
tomatically performs unit analysis by exploiting techniques for automated header
inference.
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8 Conclusions

Our spreadsheet debugging approach Mussco maps a spreadsheet into a set of
constraints for computing potential diagnosis candidates. The approach makes
use of mutations, i.e., small changes of formulas used in the spreadsheets, to
create diagnosis candidates. These diagnosis candidates are further refined by
generating distinguishing test cases.

Beside the theoretical foundations and the algorithms we also discuss the
results obtained from an empirical evaluation where we are able to show that
distinguishing test cases improve diagnosis of spreadsheets substantially. In par-
ticular, results show that on average 3.1 distinguishing test cases are generated
and 3.2 mutants are reported as possible fixes. On average, the generation of the
mutants and distinguishing test cases requires 47.9 seconds in total, rendering
the approach applicable as a real-time application. In future work, we will ex-
tend the toolset (i) by supporting more functionality of spreadsheets, and (ii) by
integrating it into a spreadsheet framework.
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