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Abstract. Organizations have been confronted with fast moving developments 

in the Information Technology (IT) sector over the past decades. Many new 

technological paradigms have emerged and left a landscape of legacy in which 

more and more money is spend on maintaining this landscape at the expense of 

innovating. Especially where business requirements put time pressure on the 

evolution of the IT landscape the decision whether to continue and maintain 

legacy systems or to decommission legacy systems in time has become a huge 

challenge. We formulate a set of propositions influencing the decision to 

decommission or continue legacy systems. This set of propositions is derived 

from literature and interviews with high level managers of organizations. 

Software characteristics, development methods, dependency of systems, lock-

in, system complexity, new technologies and system ownership influence the 

decision whether to decommission or to maintain a system. We conclude this 

paper by proposing a methodology that helps organizations in finding the right 

balance between discontinuing and maintaining legacy systems.  

1 Introduction 

As systems are more and more connected with each other, both inside and 

outside organizations, they become more dependent on each other. The more 

dependencies, the more difficult these systems can be replaced.  Application 

portfolio management is a means to manage the system landscape (Jeffery and 

Leliveld, 2004, McFarlan, 1981, Hamilton, 1999).Information technology portfolio 

management is the management of IT as a portfolio of assets similar to a financial 

portfolio (Jeffery and Leliveld, 2004). In a portfolio management approach decisions 

on whether to invest in IT and to decommission systems are made. Portfolios often 

contain an overview of existing systems and the budget spend on it. The control and 
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maintenance of these existing legacy systems take away a significant and increasing 

portion of the total information technology (IT) budget. There is a continuous 

increase in spending on controlling and maintaining legacy systems since the 1960s 

and organizations are focusing less on IT innovation. All activities not related to the 

control and maintenance of the existing IT landscape are referred to as IT innovation 

in this paper. As such we take a very broad view on IT innovation, as it includes all 

activities related to the change of the existing IT-landscape. Our focus is on budget, 

but also without any budget innovation can be accomplished. Although we 

acknowledge this, this factor is not taken into account in this study.  IT innovation 

can cover a broad range of activities and can take many forms including making 

business processes into automated IT functions, developing applications that open 

new markets, or implementing desktop virtualization. Some organizations spend up 

to 80% of their IT budget on keeping legacy systems running, leaving only 20% for 

innovation (Glass, 2006). If this trend is not reversed there might be hardly any 

budget available for innovating and developing new IT. This phenomenon is termed 

the IT innovation squeeze, since innovation is squeezed out by the existing IT 

landscape (Gangadharan, Kuiper and Oude Luttighuis, 2010).  

According to Hillenius (2006) a pension company spent about 75% of its IT 

budget on maintenance as follows. Half of the total amount was spent on 

maintenance of the hardware and network infrastructure. Keeping applications 

running took another quarter. New projects and adapting the IT to new rules and 

regulations required the remaining quarter. A United States university reported that 

the cost of software maintenance of its ERP system was increasing 50% per year and 

the maintenance costs of its CISCO systems increased 12% to 15% per year (Lowe, 

2009). Jones (2007) estimated the yearly maintenance cost prospects for software 

projects for the first five years of maintenance ahead, related to the development 

costs. He reported an average 860 USD maintenance costs per 1,000 USD 

development costs per year, as well as a worst case, in which 1,116 USD 

maintenance costs were required per 1,200 USD development costs per year. The 

maintenance costs increased at a rate of 20% per year, yielding ever worse figures 

when the time horizon extended beyond five years. Other studies demonstrated the 

increase of the relative costs of software maintenance over the years. See Table 1 for 

figures over the years 1980 – 2000. 

 
Table 1. Gradual increase of relative software maintenance costs. 

Study Relative software maintenance costs 

Erikh (2000) > 90% 

Eastwood (1993) 75% 

Port (1988) 60-70% 

Lientz and Swanson (1980) > 50% 

 

All these figures indicate a tendency that over the years an increasing percentage 

of budgets is spent on controlling and maintaining existing IT. So far we have not 
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found organizations in literature or in practice with a decreasing percentage of 

budget, spent on existing IT. If the maintenance activity of existing systems 

continues to outpace new software development on contemporary platforms, 

eventually no resources will be left to develop new systems, thereby causing a legacy 

crisis in organizations (Iyer, 2008). IT budget imbalance between maintenance and 

innovation is skewed heavily towards maintenance in environments dominated by 

large legacy systems. This imbalance is often cited as one of the main limitations in 

freeing-up resources to take a fresh approach to the question of applications agility, 

which is the capability to rapidly and efficiently adapt applications to change (Tsang, 

2002, Gordon, 2004, Heydebreck et al., 2000). 

A legacy system is an information system that is built in the past using 

technology of that time, and that continues to be used, even though the technology 

has been succeeded by newer technology (Linthicum, 1999). We will use the term 

existing IT to denote information systems (IS) and information technology (IT) 

systems, present in the organization’s IS/IT landscape, and new IT for IS and IT 

systems, that are to be procured, sourced or developed in-house. Changes to one part 

of these existing systems inevitably involve changes to other components. These 

systems are often maintained because it is too risky to replace them (Bisbal, Lawless, 

Wu, and Grimson, 1999) and new software development projects are often expensive 

and risky (Yeo, 2002). 

Maintenance and decommissioning of existing systems become a huge problem 

where business requirements put pressure on the evolution of organization’s IS/IT 

landscape. To provide insight into this issue, we will analyze propositions that 

influence decommissioning and maintenance of existing systems in this paper.  

The salient contributions of this paper are as follows.  

• Propositions that influence decommissioning and maintenance of existing 

IT systems in organizations are identified based on literature study and 

interviews conducted. 

• A methodology, by which the balance between existing and new IT can be 

measured, describing the governance of existing and new IT systems in 

organizations, is presented. This methodology contributes to the theory on 

portfolio management, see for instance (Blume, 1970). 

 

The remainder of this paper is organized as follows. In section 2, we provide the 

research methodology. In section 3 we describe the findings from literature that 

influence the decision to decommission or maintain, and we illustrate these 

propositions with statements from interviews. Section 4 addresses the way to 

measure the imbalance between existing systems and to-be new systems and 

proposes a methodology to govern these systems, followed by concluding remarks in 

section 5. 
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2 Research Methodology 

Propositions influencing maintenance were identified using literature research. 

As the fields of software maintenance research and organizational economics 

research exist for decades and a lot of research is still going on, we had a 

considerable amount of literature for our research questions. We have extensively 

searched using multiple relevant keywords in various internet resources including 

IEEE, ACM, Elsevier, and Springer repositories. New articles are also discovered 

from the bibliographies of relevant publications, and by searching who references a 

particular relevant publication. Then, we have shortlisted the literature that we 

considered useful to form our propositions. As literature often mentions these 

propositions but did not explain them in detail we opted from organizing discussions 

with five domain experts and conducting twenty face-to-face interviews with high 

level managers of large IT user organizations. Thus we have applied triangulation 

(Denzin, 2006) by using literature and interviews with experts and practitioners. The 

domain experts were selected based on their experiences in the field of maintenance 

and decommissioning of legacy systems and technology management. Their inputs 

and suggestions helped us to further refine the propositions. The organizations 

interviewed include the following. three government organizations, one energy 

company, one consultancy firm, one pension fund company, two banks, and two 

insurance companies. These organizations typically have a large IT center to serve 

the business needs. In total twenty interviewees were interviewed representing ten 

different organizations.  

The interviews were semi-structured using an interview protocol. Each interview 

took between one to two hours. In the interview protocol the following elements 

were addressed: introduction, current practices related to costs and benefits of IT, 

decision-making on decommissioning, the role of architecture, budget spending, the 

requirements for managing the IT portfolio, and improvement mechanisms for 

having a healthy balance between existing systems and to-be proposed systems. The 

interview questionnaire is given in the appendix. Transcripts were made of all the 

interviews. The interview reports were validated with the interviewees by sending 

the report to the interviewees and asking them for comments. Then the reports were 

updated and archived.  

Overall we followed the deductive approach by defining propositions from the 

literature and we followed an inductive approach by verifying these propositions 

using the semi-structured interviews. 
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3 Influencing Propositions on Maintenance and Decommission of 

Existing Systems: Theory and Practice 

In this section, we present propositions (P1 – P7), influencing the decommission and 

maintenance of legacy systems as found in literature. By conducting interviews, we 

were able to relate these propositions to the practice in large IT user organizations. 

We used interviews to refine the propositions and selected statements from the 

interview reports as illustrations for some of the propositions found in literature.  

P1— Software characteristics affect system maintenance. 

There has been a great deal of speculation about what makes a software system 

more difficult to maintain. System size, system age, number of input/output data 

items, application type, programming language, and degree of structure were the 

characteristics that make system maintenance difficult (Martin and McClure, 1983). 

Larger systems require more maintenance effort than smaller systems, because of 

a lengthier learning curve associated with larger systems, and larger systems are 

more complex in terms of the variety of functions they performed. Furthermore 

errors and code, that required changing, are more difficult to find in larger systems. 

The length of the source code is the main determinant of total cost during 

maintenance as well as initial development. For example, a 10% change in a module 

of 200 lines of code is often more expensive than a 20% change in a module of 100 

lines of code (Van Vliet, 2000). There were an estimated 120 billion lines of source 

code in legacy systems being maintained in 1990 (Ulrich, 1990). According to 

(Sommerville, 2000), this amount of code doubled (250 billion lines) in 2000. 

In general, programs written in high-level languages are easier to understand and 

to modify than their lower level counterparts. Some programming languages, such as 

Java, are independent of the operating system, making it easier to adapt the program 

to changes in its hardware and software environment. 

Applying software engineering design principles, such as information hiding and 

encapsulation, make software easier to maintain. Adopting loose coupling, high 

cohesion, and fewer internal dependencies facilitate constant change and revision 

even during development (Parnas, 2011). An illustration for proposition P1: “Built 

with data-driven programming languages, generally it is not possible or difficult to 

extract business content from existing legacy systems”. The architecture of such 

existing systems prohibits the design of new solutions to monitor business processes. 

P2 — Different system development methods imply different maintenance efforts. 

Maintenance is heavily impacted by the methods used to develop a system (Erdil 

et al., 2003). Iterative development requires maintenance at every cycle when a 

working system is being developed. This avoids bugs in the systems. Agile 

development methodologies tend not to favor extensive documentation, thus 
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complicating maintenance at a later stage. However, agile methodologies signify 

corrective and perfective maintenance (Cohen, Lindvall and Costa, 2003).  

In component-based software development, system developers do not have 

access to the source code. Hence, maintenance and evolution of the component are 

controlled by a third party. In a case study (Pree, 1997) it was found that a few 

changes (12%) on a single component increased the reuse cost by 55% compared to 

the development of the particular component built from scratch. Reuse may have 

saved time, but may have also increased the risk of corruption or unreliability due to 

interactions, making the maintenance process more difficult. A catalogue of the 

different components had to be kept, and the developers and maintainers needed a 

good understanding of the different interfaces and the intricacies of the system. 

 An illustration for proposition P2: “With their interfaces written with rigid 

functionality, legacy systems cause business silos”, suggesting that organizations 

reap higher returns when they reuse existing software components and data. Without 

adequate interface linking systems, reusability is inhibited. The process behind the 

existing legacy systems could be exposed as well defined and wrapped as services. 

Existing legacy systems could be redesigned using services based on service oriented 

computing concepts. Integration techniques including presentation integration, 

business logic integration, and data integration extend the life of legacy systems. 

P3 — The risk of decommission increases when the dependency of systems increases. 

Dependencies between system modules play a major role in maintenance. This is 

due to the fact that changes propagate through dependencies. When a system module 

is modified, it is possible that other modules dependent on this module will also need 

to be modified (Ohlsson et al., 1999). The likelihood of a change affecting other 

modules increases with the number of dependencies a module has. As systems grow 

more complex and large, the significance of dependency management grows as well 

(Guo, 2002). 

Impact analysis involves the tracing through any relationships defined on an 

artifact and identifies the targets of the relationships. This impact analysis results in a 

list of dependencies that the given artifact depends on. From the perspective of 

requirements engineering, dependencies on goal, service, condition, time, task, 

infrastructure, and use are identified (Khan, Greenwood, Gracia and Rashid, 2008). 

From the business perspective, portfolio dependency, contractual dependency, and 

change, risk and compliance dependency are crucial for system maintenance 

(Wegener, 2007). It is very important to explore the interrelationships among 

existing systems and to analyze the impact of the systems that are to be 

decommissioned on other systems. One comment of an interviewee illustrates 

proposition P3: “Legacy systems are added with new features as required by an 

organization. New modules are designed to be interconnected with other systems of 

the organization”. This statement explicitly shows that legacy systems become 

difficult to maintain and decommission due to their dependencies with other systems. 
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P4 — Lock-ins increase the risk of decommission. 

Various forms of lock-in by vendors, based on knowledge, contract, and techno-

logy, may have made organizational systems dependent on a particular set of vendors 

or proprietary technologies. Traditional software and component contracts or 

licenses deny the rights to access future versions by consumers. Most organizations 

feel that running unsupportable software and hardware systems cost more to 

maintain than to replace (Cohen, Lindvall and Costa, 2003).  

Many organizations prefer to adopt single vendor software and infrastructure 

(Kauffman and Tsai, 2009). Then their decommissioning becomes heavily dependent 

on the vendor’s product release strategy. Although this causes problems during 

decommissioning, organizations do not prefer to adopt multiple vendor-based 

solutions as this increases the number of contracts and maintenance costs.  

The effect of lock-ins on the balance between existing and new IT may go either 

way. Organizations may be forced by vendors to decommission systems because 

product releases are not supported any more, or the organizations may opt for 

expensive maintenance contracts for products, which are no longer officially 

supported by the vendor. An illustration for proposition P4: “Suppliers enforce 

renewal and phase out.” This interview statement indicates that once an organization 

is in a lock-in situation, the organization may be forced to decommission due to the 

product release strategy of the suppliers. Forced decommission may increase the risk 

of decommission, because the organization might not be ready to decommission due 

to other priorities and limited resources. 

P5 — The more complex the system, the higher the risk of decommission. 

As of 2007 the software industry uses some 600 different programming 

languages and about 120 kinds of software applications (Jones, 2007). Software 

applications are built using 26 different development methods that include at least 35 

different activities. The software industry faces 24 kinds of complexity and 

performed 23 different kinds of maintenance activities. The plethora of choices and 

alternatives in software systems enable one to select whatever may fit the situation at 

hand. However, these approaches make different silos of systems in an organization 

and make maintenance complex at later stages. 

An empirical survey (Banker, Datar, Kemerer and Zweig, 1993) reports that the 

high level of software complexity accounts for 25% maintenance costs or more than 

17% of total life cycle costs. A study of twenty projects by Reifer, Basili, Boehm and 

Clark (2003) reports that maintenance costs and complexity increase exponentially 

as the number of packages increased in a components-based system. 

Most organizations already have a complex IT environment. As the costs and 

risks associated with decommisioning these systems are usually high (Aversano, 

Canfora, Cimitile and De Lucia, 2001), organizations opt for adding new systems 

instead.  

An illustration for proposition P5 is the following interview statement: 

“Logically projects with a high business value and a low risk get a higher priority. 
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”This statement indicated that some organizations tended to avoid risks, and would 

only accept risk when the business value was high. For many decommissioning 

projects, however, the business value was not well known by business managers. 

When risks were high and business values unclear, decommissioning was avoided. 

P6 — The rapid emergence of new technologies makes systems obsolete early.  

As new technologies emerge very fast, systems turn obsolete early. Because it is 

unclear how long new technologies will remain, it is hard to claim that adopting new 

technologies lowers maintenance costs in the future. Castro-Leon, He, Chang and 

Peiravi (2009) suggest that costs can be managed through aggressive “treadmill” of 

technology adoption, but this did not fix the general uptrend. Not many organizations 

are willing or even capable of sustaining this technology innovation schedule. Those 

organizations, which could not maintain a high speed of decommissioning, ended up 

with a higher balance between existing and new IT. 

A large number of comments were made showing the support for P6 and its 

importance. “When something new is introduced you would need to ask the business 

the question: What will you replace and what is the added value to the 

organization?”. Another interviewee commented “Decisions on rationalizing the 

portfolio are not just for the IT department, but must be taken in a broader context. 

Because no extra functionality is delivered, and because of the focus on going 

concern, the business is not always convinced of the usefulness of rationalizing.” and  

 “It proves to be very difficult for the business to say goodbye to systems, since 

decommissioning also costs money. ”  

    All three statements indicate that the interaction between business and IT is often 

not sufficient for effective decommissioning. Both business and IT people were often 

more focused on new functionality and technology rather than on decommissioning 

existing functionality. The fact that decommissioning of IT systems first requires 

investments before it saves costs, is sometimes sufficient to prevent 

decommissioning of systems. One interviewee provided a suggestion for dealing 

with this.“In our organization we work with the principle: When something new 

comes, something else has to go. Earlier we used a ratio that for each new 

application three existing applications had to be decommissioned, unless the 

business could convince us to act otherwise.” Using this principle this organization 

managed to cut down the application portfolio from 3000 applications to 600 over a 

period of 4½ year. This organization managed the balance between existing and new 

IT successfully without application or project portfolio management, just by using 

some simple rules that the business could understand, and by moving along with 

existing drivers for change in the organization. 

P7 — Ownership impacts decommission. 

An organization builds systems in-house if these involve confidential business 

logic and data processing operations that are considered to be of core value to an 

organization, or when systems on the market do not address the requirements 
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(Cullen, Seddon and Willcocks, 2005). With some kinds of sourcing patterns and 

contracts, an organization can completely own a system even if it is not developed 

in-house (Cullen and Willcocks, 2003). Although the organization has ownership 

over these systems, one of the costly problems is supporting the legacy software and 

applications. If the system was developed in-house, the organization should have 

supporting staff for the system. If the supporting staff was not available, at least the 

organization should have enough documentation to support it, now or in the future 

(Marwaha, Patil and Tinaihar, 2006).  

Experiences in a large organization with many legacy systems suggest that 

systems, owned by an organization, may remain operational longer than originally 

planned. In some cases ownership of a system hampers its change. Sometimes 

owners tend to prefer maintenance over change.  

“The business decides on decommissioning of IS/IT, because the systems are theirs. 

Cost and business value are estimated together with the business, and the business 

tells the story in the IT governance board. But in practice very little is 

decommissioned, amongst other things because that requires investments. As a 

consequence license costs are rising.” This quotation shows that ownership plays a 

crucial role in decision making on decommissioning of systems. When the owner 

understands the consequences of late decommissioning, like expensive maintenance 

and support contracts, higher license costs and functional problems for users, the 

owner is likely to be more active in decommissioning of IS/IT systems, provided that 

budget was available to invest in decommissioning.    Despite the importance, none 

of the interviewees stated that their organization was actively governing the balance 

between budget spend on controlling and maintaining existing IT and money spend 

on acquiring new IT. Most organizations were taking measures such as portfolio 

management and creating transparency in budget spending and the related decisions. 

Portfolio management was often used to determine which projects should be done 

and which projects should not be done. It did not include mastering the balance 

between existing and new IT.  

4 Methodology for Governing Existing and New Systems 

Once an imbalance between existing and new IT is present, organizations may 

want to improve the balance to ensure that sufficient budget will be assigned to new 

development and innovation. The normative question remains: What is a healthy 

balance? There seems to be little evidence on what constitutes a healthy balance in 

attention and resources between introducing new and maintaining existing systems 

based on our research described earlier. The healthiness may depend on the nature of 

the organization at hand, its state of development, maturity of the technology at 

hand, and other factors.  

We propose a methodology by which the balance between existing and new IT 

can be measured. This methodology can be integrated with existing portfolio 

management methods. The idea is to make visible what the ratio between existing 
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and new systems is to create awareness and to let the stakeholders determine what 

the ratio should be according to their insights. Based on the proposition discussed in 

the previous section directions for improvement can be determined. As existing 

systems become legacy this should be a continuous activity and the process is started 

again. The following sections describe: 

1. Defining and measuring the balance using an innovation indicator to 

describe the organization’s IT landscape and innovation capability; 

2. Shifting the balance by using measures related to the factors; 

3. Keeping the balance by deploying adequate IT management and governance 

processes. 

Defining and Measuring the Balance 

 Once an organization has analyzed its mission, identified by its stakeholders, 

and defined its goals, it needs a way to measure progress toward those goals (Reh, 

2012). In this paper, we define an innovation indicator which is the ratio of budget 

percentage for existing legacy systems and budget percentage for new IT systems, to 

govern the balance between existing and new IT in an organization at the strategic 

level. So in (Glass, 2006) an illustration of this indicator is that if 80 % existing IT 

and 20 % is new IT then this indicator is 80/20 = 4.  

The higher the value of the innovation indicator, the less space there is for 

innovation of IT (new IT). The ratio between existing and new IT can be used as an 

indicator for making decisions on decommissioning and maintenance of existing and 

new IT and for governance purposes of innovation.  

Choosing a fraction as the indicator makes clear how serious the situation 

becomes when the balance is skewed heavily towards existing IT. Then the value of 

the innovation indicator moves to infinity, suggesting that innovation is squeezed out 

entirely. In such a situation the organization may not be able to maintain existing 

systems due to expensive maintenance contracts for out-of-date IT. Organizations 

need to establish what they consider to be a healthy value for this innovation 

indicator. For instance an innovative organization may strive after a value of 1, 

whereas a trend-following organization may strive after a value of 3 for the 

innovation indicator. 

Shifting the Balance 

Even if the role of IT in an organization or its operating model provide some 

reason for relatively high maintenance costs, any organization would favor to lower 

its maintenance costs, as the released budget can be subsequently used for IT 

innovation. The propositions presented in section 3 provided the basis for defining 

strategies and measures, which favor a healthy balance between existing and new IT. 

In Table 2, an overview of strategies and measures to improve the balance between 

existing and new IT are shown which are based on industry practices obtained from 

the interviews and literature review. 
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Table 2. Measures to improve the balance between existing and new IT related to propositions. 

 

Propositions Improvements 

P1. Software characteristics • Prevent systems from becoming too large 

and complex.   

• Use high level languages.  

• Apply software engineering principles. 

P2. Development methods • Select and use development methods 

with a view on the impact on maintenance 

and decommissioning of systems. 

P3. Dependency of systems • Aim at loose coupling between systems 

and services.  

• If a system has more dependencies, 

wrapping may provide a solution.  

P4. Lock-ins • Use open standards where available. 

P5. System complexity • Restrict the size of systems. 

• Keep a minimum level of granularity of 

control over the IS/IT landscape.  

P6. New technologies • Assess the stability of new technologies 

and delay introduction when needed. 

P7. Ownership of systems • Make business owners aware of the costs 

and risks of late decommissioning. 

Keeping the Balance 

Organizations need to monitor the balance and take appropriate measures if 

needed. In our interviews three type of measures were identified that can add to an 

organization’s capability of balancing existing and new IT in its IT budget: 

• Making budget allocation decisions persistent and consistent across the entire 

life cycle. Total Cost of Ownership (David, Schuff and St. Louis, 2002) is a 

well-known approach using this principle. But also servitization (Turner, 

Budgen and Brereton, 2003) may bring along this persistence, as services tend to 

involve explicit service contracts, with life-time costs included in the contract 

prize. Setting such prices requires the service providers to look ahead and think 

about maintenance and decommissioning beforehand. 

• Explicit IT portfolio management. This makes transparency between the project 

portfolio and the way budget is spent. Portfolio management may use the 

distinction between maintenance and innovation projects. Additionally, it may 

impose policies, restrictions and roles to the balance. Such rules should be 

grounded in a solid understanding of the role of IT in the organization and the 

organization’s operating model. 

• Enterprise architecture management. The management of enterprise architecture 

may help rationalizing IT budget decisions (Ross, Weill and Robertson, 2006). 
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Especially where extensive interdependencies across many systems and services 

deprive an organization of the courage to decide to change or decommission 

systems and services, enterprise architecture provides clarity and prevents a 

maintenance cost-raising spiral. 

 

Once an imbalance between existing and new IT is present, organizations may 

want to improve to allow for sufficient innovation. There seems to be little evidence 

on what constitutes a healthy balance in attention and resources between introducing 

new and maintaining existing systems. The healthiness may depend on the nature of 

the organization at hand, its state of development, maturity of the technology at 

hand, and other factors. A healthy balance could be determined at the strategic level 

of the organization. Once the innovation indicator is used, benchmarking with other 

organizations can help further to establish the desired value. 

5 Concluding Remarks 

Theory and practice show that there is a gradual increase in maintenance costs 

over the years, rising to 90% of the budget in some exceptional cases. The inability 

to manage the IT portfolio results in the innovation squeeze, in which increasing 

portions of the budget are spent on existing legacy systems and thus cannot be spend 

on innovation. Some large IT user organizations with many legacy systems are faced 

with the problem of an imbalance between existing and the need for adopting new 

IT. Their CIOs find themselves in a position where they require more budget every 

year for IT because projects take longer and cost more than originally anticipated, 

and the existing IT landscape is consuming an ever increasing percentage of the 

budget.  

Using literature and interviews seven propositions were derived suggesting that 

software characteristics, development methods, dependency of systems, lock-in, 

system complexity, new technologies and system ownership influence the decision 

whether to decommission or to maintain a system. The balance between existing and 

new IT in an organization can be improved by making use of the seven propositions 

to determine the influences and then select the most effective measures.  

Our interview results indicated that the balance between existing and new IT was 

not effectively mastered in most of the organizations interviewed. We developed a 

methodology that recommends CIOs and CFOs to start a discussion where they 

establish what they find a healthy balance between existing and new IT for their 

organization based on an innovation indicator. They can use this innovation squeeze 

indicator to find out what the current value is, and to discuss what the future value 

should be. This should help to initiate a process to analyze what the main influences 

are on the balance between existing and new IT in their organization and to ensure 

that the balance between control, maintenance and innovation is maintained. We did 
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not use this methodology in practice and recommend to evaluate its value in further 

research.  

More research is necessary on decommission strategies to prevent that 

organizations become trapped by the maintenance costs of existing IT and can hardly 

innovate. More research is necessary to test the methodology and the use of the 

innovation indicator to govern the balance between new and existing systems 

described in this paper.  
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Appendix: Interview Questionnaire 

1. Do you have a record of budget details for existing IT projects and 

projects that are planned in the near future (new IT) in your 

organization?  

2. Do you discuss the expenses for existing IT and new IT projects?  

3. How are costs allocated? How are benefits attributed? 
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4. In what terms is the value of IT defined and quantified? 

5. How do you quantify the value/benefits of IT systems versus expenses? 

6. Are there also other ways (e.g. Balanced Score Card, Information 

Economics, Multi criteria, economic indicators such as TCO, ROI, etc. 

...) used? Why are these ways (no longer) used? 

7. What are your experiences with the present approach? Explain with 

examples. 

8. In what manner do the cost benefit calculations for investment decisions 

change new IT proposals? Are there any risks associated with cost / 

benefit weighted? 

9. How do you estimate cost benefit calculations for managing IT project 

portfolio? 

10. How is it decided to decommission or replace IT? 

11. Are decisions, prioritization rings and business cases evaluated at a later 

time? 

12. Could you please indicate what percentage (approximately) of the 

budget will be devoted to experiments - development of new IT - 

maintenance -phasing?  

13. Could you please indicate which percentages (approximately) of the 

budget are spent on experiments - development of new IT – 

maintenance - decommissioning?  

14. How will you focus on the weaknesses of existing IT: to remedy, or is it 

to future business opportunities? 

15. How is your business value driven: by physical, or intellectual 

resources? 

16. Is your business model influenced by new technology or not? 

17. Do you see whether IT outsourcing is a threat to your operations, or is 

outsourcing establishing a balance between IT insourcing and 

outsourcing? 

18. What are the criteria that you will use for valuing IT? Do you use a rigid 

criterion or multiple criteria to estimate the value of IT? 

19. In what way would you like to manage your IT portfolio? 

20. How would you decide to invest in experiments, IT development, 

maintenance, and decommissioning? 
 


