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Abstract. During the design of an embedded system, fixing errors dis-
covered only in later stages is a very expensive activity. In order to de-
crease such costs, the engineers have to identify and fix the introduced
errors as soon as possible. Therefore, it makes sense to facilitate the
errors detection during the whole the design cycle, including the ini-
tial specification stages. This work proposed a test-based approach to
aid the early verification of embedded and real-time systems. The pro-
posed approach applies test cases on the system behavior described in
the high-level specifications. A tool to automate the execution of the test
cases upon UML models has been created. Its initial goal is to improve
the errors detection on the system behavior before the implementation
phase, since test cases are based on the system requirements. Test cases
are platform independent and describe: runtime scenarios; the behaviors
to be tested along with their input; and the expected results. The tool
executes automatically each test case, in which the specified behavior
is simulated Thereafter, the obtained results are compared with the ex-
pected ones, indicating the success or failure of the test case. A case
study was performed to validate the proposed approach. The achieved
results demonstrate that it is feasible to test the system behavior even
though when the implementation is still not available.

Keywords: Model-Driven Engineering, UML, testing, test cases execu-
tion, simulation

1 Introduction

The design of embedded systems is a very complex task. The engineering team
must cope with many distinct requirements and constraints (including timing
constraints), whereas the project schedule shrinks due to the time-to-market
pressure. Moreover, modern embedded and real-time systems are demanded to

? This work is being supported by National Council for Scientific and Technological
Development (CNPq - Brazil) through the grant 480321/2011-6.
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deliver an increasing amount of services, affecting directly the complexity of their
design. As the system size increases in terms of the number of functions, the
number of potential errors or bugs also increases. As a consequence, additional
resources (e.g. extra time, money and people) are needed to fix such problems
before delivering the final system.

A common approach to deal with the system complexity is to decompose
hierarchically a complex problem into smaller sub-problems, increasing the ab-
straction level [1]. Model-Driven Engineering (MDE) [2] has been seen as a
suitable approach to cope with design complexity of embedded systems. It advo-
cates that specifications with higher abstraction levels (i.e. models) are the main
artifacts of the design. These models are successively refined up to achieve the
system implementation using components (hardware and software) available in
a target execution platform. Specifically, the engineers specify a Platform Inde-
pendent Model (PIM) that is refined and mapped into a Platform Specific Model
(PSM), from which source code can be generated automatically. CASE tools
helps with such a transformation process.

As one can infer, the quality and correctness of the generated code is directly
related with the information provided by the created models and their trans-
formations. Thus, as the system implementation relies strongly on the created
models, an undetected error in any model is easily propagated to latter design
phases. An error introduced in early design stages and detected only in advanced
stages leads to a higher repair cost. The total cost would be lower (from 10 to 100
times lower [3]) if the error had been detected and fixed in the phase in which it
was introduced. Taking into account that MDE approaches strongly rely on the
PIM and its transformation to a PSM, it is very important to provide techniques
to test and verify the produced models. Consequently, the automation of these
tasks (e.g. automatic execution of test cases on the system models) is requited.

Aspect-oriented Model-Driven Engineering for Real-Time systems (AMoDE-
RT) [4][5] has been successfully applied to design embedded and real-time sys-
tems. The engineers specify the system’s structure and behavior using UML3

models annotated with stereotype of the MARTE profile4. In [6], AMoDE-RT
was extended to include a verification activity in the specification phase, in or-
der to enable the engineers to simulate the execution of the behavior specified
in the UML model. However, such an approach was not adequate, since there is
a considerable effort to create and run new tests.

This work extends that previous work by proposing the repeatable and auto-
matic verification5 of embedded and real-time systems based on their high-level
specifications. The Automated Testing for UML (AT4U) approach proposes the
automatic execution of test cases on the behavioral diagrams of an UML model.
The set of test cases exercise parts of the system behavior (specified in an UML
model) via simulation. The test results can be analyzed to check if the system has

3 http://www.omg.org/spec/UML/2.4
4 http://www.omg.org/spec/MARTE/1.1
5 In this paper, “verification” means checking the specification using a finite set of test

cases to exercise system behavior, instead of the exhaustive and formal verification.
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behaved as expected. To support the proposed approach, the AT4U tool executes
automatically the set of test cases on the UML model. Each test case describes a
runtime scenario (on which the system is exercised) and the behavior selected to
be tested. Framework for UML Model Behavior Simulation (FUMBeS) [6] simu-
lates the indicated behavior, using the input arguments specified in the test case.
The obtained result is compared with the expected result to indicate whether
the test case succeeded or not.

It is important to highlight that this automated testing is done already in
the specification phase, so that the UML model being created (or its parts) are
verified as soon as possible, even if the model is still incomplete. The proposed
approach has been validated with a real-world case study. The experiments show
encouraging results on the use of AT4U and FUMBeS to simulate and test the
system behavior in early design phase, without any concrete implementation.

This paper is organized as follows: section 2 discusses the related work; section
3 provides an overview the AT4U approach; section 4 presents the experiments
performed to assess AT4U and their results; and finally, section 5 draws some
the conclusions and discusses the future work.

2 Related Work

This section discusses some recent related work regarding Model-Based Test
(MBT) and test automation. In [7], the authors discuss MBT and its automation.
Several characteristics are evaluated, e.g. quality of MBT versus hand-crafted
test in terms of coverage and number of detected failures. Among other conclu-
sions, the authors state that MBT is worth using as it detects from two to six
times more requirements errors.

In both [8] and [9], UML models annotated with stereotype of the UML
Testing Profile (UTP) are used to generate tests using the language TTCN-
3(Testing and Test Control Notation, version 3) in order to perform black-box
testing on software components. The work presented in [8] uses sequence dia-
grams to generate the TTCN-3 code for the test cases behavior. Additionally,
test case configuration code (written in TTCN-3) are generated from composite
structure diagrams. Similarly, in [9], TTCN-3 code is generated from sequence
and/or activity diagrams decorated with UTP stereotypes. However, that ap-
proach uses MDE concepts and created a mapping between the UML/UTP and
TTCN-3 meta-model. A TTCN-3 model is obtained from UML model by using
a model-to-model transformation.

In [10], MBT is applied in Resource-Constrained Real-Time Embedded Sys-
tems (RC-RTES). UML models are annotated with stereotype of the UTP to
generate a test framework, comprising: a proxy test model, UTP artifacts (i.e.
test drivers and test cases), and a communication interface. The tests cases are
executed directly on the RC-RTES, however the produced results are mirrored
to the design level. In that approach, the test cases are manually specified as
sequence diagrams.
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The automated generation of test cases is addressed in [11]. MDE techniques
are use to generate test cases from sequence diagrams. The Eclipse Modeling
Framework (EMF) was used to create two PIM: the sequence of method calls
(SMC) model and the xUnit models. By using the Tefkat engine, a model-to-
model transformation translates a SMC model into a xUnit model. Thereafter,
a model-to-text transformation combines the xUnit model, test data and code
headers to generate test cases for a given target unit testing framework. The
experiment conducted in [11] generated test cases for SUnit and JUnit.

Comparing the proposed verification approach with the cited works, the main
difference is the possibility to execute the test cases directly on the high-level
specification. This work proposes a PIM to represent test cases information like-
wise [11] and [9]. However, the proposed PIM seems to be more complete since it
represents both the test case definitions and the results produced during testing.
The test cases are manually specified (as in [10]) in XML files rather than using
the UML diagrams as in [10], [8] and [9]. Finally, to the best of our knowledge,
AT4U is the first approach that allows the automated execution of test cases on
UML model.

3 Automated Testing for UML models

The Automated Testing for UML (AT4U) approach have been created to aid the
engineers to verify the behavior of embedded and real-time systems in earlier
design stages. AMoDE-RT was extended to include a verification activity: the
execution of a set of test cases upon the behavior described in the UML model.
Therefore, the proposed approach relies on two techniques: (i) the automatic
execution of many test cases, including test case scenario setup, execution of
selected system behaviors, and the evaluation of the produced results; and (ii)
the execution of the specified behavior via simulation.

The proposed approach is based on the ideas presented in the family of code-
driven testing frameworks known as xUnit [12]. However, instead of executing
the test cases on the system implementation, the test cases are executed on the
UML model during the specification phase in an iterative fashion (i.e. a closed
loop comprising specification and simulation/testing) until the specification is
considered correct by the engineering team. For that, AT4U executes a set of
test cases upon both individual elements (i.e. unit test) and groups of dependent
elements (i.e. component test) that have been specified in the UML model. Fur-
ther, as the execution of test cases is performed automatically by a software tool
named AT4U tool, the testing process can be repeated at every round of changes
on the UML model, allowing regression test. If inconsistencies are detected, the
UML model can be fixed, and hence, the problem is not propagated to the next
stages of the design. An overview of the AT4U approach is depicted in figure 1.

Usually, high-level specifications such as UML models are independent of
any implementation technology or execution platform. The use of any platform
specific testing technology is not desirable since engineers need to translate the
high-level specification into code for the target execution platform before per-
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Fig. 1. Overview of AT4U verification approach

forming any kind of automated testing. In this situation, the testing results may
be affected by both the errors introduced in the specification and the errors of
this translation process.

In order to to allow testing automation for platform independent specifica-
tions, AT4U provides: (i) a platform independent description of test cases, and
(ii) a mechanism to execute these platform independent test cases. AT4U pro-
poses a test suite model, whose meta-model is based on the concepts and ideas of
the xUnit framework [12] and the UML Testing profile6. AT4U meta-model rep-
resents the following information: (i) the test cases used to exercise the system
behavior; and (ii) test case results, which are produced during the execution of
each test case. For details on AT4U meta-model, see [13]. It is important to note
that this test suite model is platform independent, and thus, it could be used
later in the design cycle to generate test cases in the chosen target platform.

The AT4U tool automates the execution of test cases on high-level specifi-
cations. It takes as input a DERCS model7 (created from the UML model that
represents the embedded real-time system under test) and an XML file contain-
ing the description of all test cases that must be executed. Once the system
model and the test suite model are loaded, the test cases are executed on the
model as follows. For each test case, the AT4U performs: (i) the setup of the ini-
tial scenario; (ii) the simulation of the selected methods; and (iii) the evaluation
of the results obtained from the simulated execution of the methods set.

In the scenario initialization phase, the information provided by the AT4U
meta-model is used to initialize the runtime state of DERCS’ objects. Each object
described in the input scenario provides the values to initialize the DERCS’s
objects, i.e. these values are directly assigned to runtime information of the
corresponding attributes.

Thereafter, in the method testing phase, AT4U executes the methods speci-
fied within the test case, checking if the associated assertions are valid or not.
This phase is divided in two parts: (i) method setup and execution; and (ii)
the evaluation of the assertions associated with the method under test. Once all
input arguments are set, FUMBeS simulates the execution of the behavior asso-

6 http://www.omg.org/spec/UTP/1.1/
7 Distributed Embedded Real-time Compact Specification (DERCS) is a PIM suitable

for code generation and simulation. Unfortunately, due to space constraints, a dis-
cussion on the reasons that led to the creation and use of DERCS is out-of-scope for
this text. Interested readers should refer to [5] and [6].
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ciated with the method under test. Each individual actions associated with the
simulated behavior is executed and its outcomes eventually modify the runtime
state of the DERCS model (for details see [6]).

After the simulation, FUMBeS returns the value produced during the execu-
tion of the method under test. Then, evaluation phase takes place. The assertions
associated with the method under test are evaluated. AT4U tool compares the
expected result with the one obtained after the method execution, using the
specified comparison operation. In addition, AT4U tool evaluates the assertions
related the expected scenario of the whole test case. For that, it compares the
expected scenario described in the test case with the scenario obtained after
executing the set of methods. Each object of the expected scenario is compared
with its counterpart in the DERCS model. If the state of both objects is similar,
the next object is evaluated until all objects described in the expected scenario
are checked. The test case is marked as successful if all assertions are valid, i.e.
those related to each individual method must be valid, along with those related
to the whole test case. If any of these assertions is not valid, the test case failed
and is marked accordingly.

It is worth noting that an important issue of any automated testing approach
is to provide the feedback on the executed test cases. AT4U approach reports
the outcomes of the test cases by means of an XML file. This file is generated
from the output elements provided by the AT4U model.

The root of the XML document (TestSuite) is divided in various nodes, each
one reporting the results of one test case. Each TestCase node has two sub-
trees. Scenario subtree reports the input, expected and result scenarios. Each of
these scenarios reports the snapshot of the objects states in the following mo-
ments: Input describes the objects before the execution of any method; Expected
indicates the objects specified in the expected scenario of the test case; and Re-
sult reveals the objects after the execution of all methods within the test case.
Methods subtree presents information on the methods exercised during the test
case. For each Method, the following information is reported: InputParameters
describes the values used as input to simulate the execution of the method’s be-
havior; ReturnedValue indicates the expected and the obtained value returned
after the execution of the method; Scenario reports the input, expected and
result scenarios (the snapshots are taken after the method execution).

However, although a comprehensive amount of data is provided by this re-
port, the XML format is not appropriate for reading by human beings. This
XML file could be processed (e.g. using XSLT - eXtensible Stylesheet Language
Transformations8) to produce another document in a human readable format,
such as HTML or RTF, so that the test cases results are better visualized. Such a
feature is subject for our future work. However, it is important to highlight that,
by generating an XML file containing the results of the execution of each test
case, other software tools could process such information analyze the obtained
results. For instance, test coverage could be evaluated, or software documenta-
tion could be generated based on such an information.

8 http://www.w3.org/TR/xslt
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4 AT4U Validation: UAV Case Study

This section presents a case study conducted to validate the AT4U approach.
This case study has two main goals. The first one is to check if the proposed
approach is practicable, i.e. if the engineers can specify a set of test cases and
execute them automatically on the UML model of an embedded and real-time
system. The second one is to evaluate the performance of the AT4U tool, in
order to assess how much time AT4U tool takes to execute the set of test cases.

The AT4U approach was applied in the movement control system of an Un-
manned Aerial Vehicle (UAV) presented in [5]. More precisely, 20 test cases
have been created to test parts of the movement control system in 4 different
situations: (i) the system operating under normal environmental conditions (4
test cases); (ii) the sensing subsystem is running, but the helicopter is powered
down and it lies on the ground (4 test cases); (iii) the helicopter is powered on,
but it lies on the ground (7 test cases); (iv) the system operating under hostile
environmental conditions (5 test cases).

The set of test cases exercises a total of 31 distinct methods, including simple
get/set methods and methods with more complex computations. Some of these
methods have been simulated more than once (in different situations), and hence,
143 different simulations have been performed to execute the complete set of
test cases. The normal and abnormal values have been chosen as input for the
test cases. The complete set of test cases was executed and all assertions were
evaluated as true, indicating that all test cases were successful.

Figure 2 shows a small fragment of the report generated by AT4U tool re-
garding the test case for the method TemperatureSensorDriver.getValue(). Lines
102-105 show that the expected and returned values are equal. Hence, the asser-
tion on the behavior of this method was evaluated as true (assertResult=“true”).
The set of test case has been repeated 10 times and their results remained the
same. Thereafter, the behavior of the TemperatureSensorDriver.getValue() was
modified in the UML model, in order to check if its test case would fail. Now,
this method returns the value of sTemperature.Value plus one instead of return-
ing directly this value. The complete set of test cases was executed again. As
expected, this test case failed, since its assertion is not valid anymore.

The first goal of this case study was achieved as various test cases have
been specified and executed repeatedly on the high-level specification of the
embedded and real-time system. By using AT4U approach, it is possible to
perform regression tests. Modifications on the UML model can be automatically
evaluated by the test cases previously developed. An error introduced in the
system’s parts that are covered by the test cases is quickly detected; at least
one of these parts is going to eventually fail, as it was illustrated in the previous
paragraph.

As mentioned, the second goal of this case study is to evaluate the perfor-
mance of the AT4U tool. The technologies reused were implemented in Java (i.e.
DERCS, FUMBeS, and EMF), and thus, AT4U tool was developed using the
JDK 1.6. The experiments have been conducted with a MacBook equipped with
an Intel Core 2 Due processor running at 2.16 MHz, 2 GB of RAM, Snow Leop-



8 M. A. Wehrmeister and G. R. Berkenbrock

001 <?xml version="1.0" encoding="UTF -8"?>
002 <TestSuite >
003 <TestCase id="TC -1.3">
004 <Scenario assertResult="true">

...
099 </Scenario >
098 <Methods >
099 <Method name="getValue" obj="sTemperature"
100 assertResult="true">
101 <InputParameters ></InputParameters >
102 <ReturnedValue assertResult="true">
103 <Expected >20</ Expected >
104 <Result >20</Result >
105 </ReturnedValue >
106 <Scenario assertResult="true">

...
201 </Scenario >
202 </Method >
203 </Methods >
204 </TestCase >
205 </TestSuite >

Fig. 2. XML file reporting test case results

ard as operating system, and Java SE Runtime Environment version 1.26.0 26
(build 1.6.0 26-b03-384-10M3425). To run the experiment, the system was re-
booted, all background applications finished, and the experiments executed in a
shell session.

The set of test cases was executed 100 times. The complete set was executed
in 3712 ms on average, and the average execution time per test case was 185,6
ms (25,96 ms per method). It is important to note that this performance is
highly dependent on the tested behaviors. In fact, depending on the complexity
of the tested behaviors (e.g. the amount of loop iterations, branches, or executed
actions), this execution time can be longer or shorter. Hence, the numbers pre-
sented in this case study show only that it is feasible to run test cases to simulate
the behavior specified in an UML model.

Intuitively, one may claim that this execution time is longer than the ones
required by the native implementations. However, AT4U has been created to
allow automated testing for high-level specifications. Considering that there is
no implementation available in the specification phase, the AT4U execution time
would not be a problem, since engineers do not need to spend time implementing
a functionality to verify a solution. Hence, the errors in the specification may
be quickly detected without having any implementation or the complete UML
model. This performance allows the execution of the whole set of test cases at
every round of changes on the UML model to assess if errors were introduced in
the specification.

5 Conclusions and Future Work

To decrease the overall cost, it is very important to provide methods and tools
to check the created artifacts as soon as possible in the design cycle. The later an
error is detected, the higher the cost and effort to fix it [3]. This works proposes
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an additional activity in the AMoDE-RT approach. Specifically, the AT4U ap-
proach supports the automation of the verification activities of system specifica-
tions, more precisely, UML models. The specification phase became an iterative
process comprising modeling, model-to-model transformations, and model test-
ing and simulation. By using the AT4U verification approach, engineers specify
and execute a set of test case during the creation of the UML model.

AT4U tool supports the proposed approach by automating the execution of
the test cases on the UML model. It uses the FUMBeS framework to simulate
(parts of) the system behavior. In other words, AT4U executes (the parts of)
the embedded and real-time system under controlled and specific situations that
have been defined within the test cases. Test cases are represented in a platform
independent fashion by means of a test suite model. Engineers write test cases in
an XML file which is used to instantiate the mentioned testing model. Similarly,
AT4U tool reports the results of the test cases execution in an XML file. This
report provides information such as the initial, expected and resulting scenarios
used in each test case, as well as the data produced by the executed behaviors
and the results of the assertions evaluation.

Although this work is the initial step towards automatic execution of test
cases in both models and system implementation, it already presented encour-
aging results. The proposed approach has been validated with a real-world ap-
plication of embedded and real-time systems domain. The experiments show
indications that AT4U approach is suitable for the purpose of an early assess-
ment of system behavior. Engineers may verify the system specification, and
also evaluate different solutions, while the specification is being created in early
stages of design. It is worth pointing out that there is no need to implement any
part of the system under design to check the suitability of a solution.

Moreover, AT4U enables the regression test of UML model. This helps the
engineers to identify whether an error has been included in the specification
in the latter refinement steps. Although the benefits already mentioned in this
paper, AT4U is not intended to be the unique technique used to verify the system.
It shall be used along with other verification methods and tools including code-
driven testing automation frameworks, in order to improve the confidence on the
design and also to decrease the number of specification errors.

Future work directions include the improvement of AT4U in order to support
the use of the UML testing profile to specify the set of test cases, instead of using
an XML file Two new tools are needed to support AT4U: one to facilitate the
specification of the test cases XML file; and another to facilitate the visualization
of the testing report. A test cases generation tool is also important. Such a tool
would use the information provided by AT4U PIM to generate the corresponding
test cases for a selected target platform. In addition, this tool could create the
test cases automatically based on the execution flow of the system behavior. An
UML virtual machine using FUMBeS is also envisaged. It should simulate the
whole embedded and real-time system, i.e. the execution of its active objects
and their concurrent execution, respecting the time constraints.
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