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Chapter 10

DETERMINING TRIGGER
INVOLVEMENT DURING FORENSIC
ATTRIBUTION IN DATABASES

Werner Hauger and Martin Olivier

Abstract Researchers have shown that database triggers can interfere with the
attribution process in forensic investigations. Triggers can perform ac-
tions of commission and omission under the auspices of users without
them being aware of the actions. This could lead to the actions be-
ing wrongly attributed to the users during forensic investigations. This
chapter describes a technique for dealing with triggers during forensic
investigations of databases. An algorithm is proposed that provides a
simple test to determine if triggers played any part in the generation
or manipulation of data in a specific database object. If the test result
is positive, a forensic investigator must consider the actions performed
by the implicated triggers. The algorithm is formulated generically to
enable it to be applied to any relational SQL database that implements
triggers. The algorithm provides forensic investigators with a quick
and automated means for identifying the potentially relevant triggers
for database objects, helping to increase the reliability of the forensic
attribution process.

Keywords: Database forensics, database triggers, forensic attribution

1. Introduction
Database triggers are a feature of many relational databases. They

were formally incorporated in the ISO/IEC 9075 SQL standard in 1999
and have since been updated [9]. However, the digital forensic commu-
nity has not paid much attention to database triggers. While developing
a new framework for database forensics, Khanuja and Adane [13] recog-
nized that the actions performed by triggers are forensically important.
Hauger and Olivier [8] have conducted research on the exact role that
triggers play in database forensics. They studied trigger implementa-
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tions in a number of proprietary and open-source relational databases.
Among other things, Hauger and Olivier discovered that the forensic
attribution process is impacted by trigger actions.

Triggers can introduce side effects during the normal flow of opera-
tions. The side effects include performing additional actions or prevent-
ing the completion of the triggering operations. Certain types of triggers
can also manipulate or completely replace the original operations. This
means that what an original operation intended to do and what actually
happened may not necessarily be the same.

As noted above, triggers can also lead to incorrect conclusions when
the attribution of database operations is performed. This is because a
trigger performs its actions with the same user credentials as the original
operation that caused the trigger to fire. Some databases might log ad-
ditional information with an operation to indicate that it was performed
by a trigger. However, it cannot be assumed that such an extended log
always will be available to a forensic investigator.

It is, therefore, important that a forensic professional be aware of
triggers during an investigation. The first step is to determine if any
triggers are present in the database under investigation. If triggers are
indeed present, the next step is to establish if any of the triggers may
have influenced the data being analyzed.

A database under investigation can potentially contain hundreds or
even thousands of triggers. It is not feasible for a forensic investigator
to analyze every single trigger to determine if it had an impact on the
data being analyzed. A more efficient technique is required to identify
the triggers that must be analyzed as part of an investigation.

This chapter proposes a test to quickly and easily establish if a trigger
plays a role in the data of a database table being analyzed. A generic
algorithm is presented that can be applied to any SQL database that
supports triggers. The algorithm generates a list of triggers that poten-
tially influence the data in a given database table, enabling a forensic
investigator to focus only on the identified triggers.

2. Background
This section briefly discusses forensic attribution and database trig-

gers.

2.1 Forensic Attribution
Forensic attribution involves the use of technical means to establish

the presence of a person or object at the scene of a crime after the fact [1].
In digital forensics, various techniques can be used to determine which
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actor, be it a person or a program, has performed specific actions in a
digital system. However, determining the actual person responsible for
actions in a digital system is problematic. This is because the physical
person is located outside the boundaries of the digital system. Therefore,
information from outside the digital system is required to positively link
a specific person to the human-digital-system interface.

Attribution is performed during the digital evidence examination and
analysis step. This step is part of the investigative processes as de-
fined by the ISO/IEC 27043 draft standard [11]. The standard seeks
to provide an overall framework for incident investigations and process-
ing. It encompasses various other standards, each of which define the
sub-processes in more detail.

Many digital systems create and maintain audit records and meta-
data [5]. These include dates, timestamps and file ownership, authen-
tication and program execution logs, output files generated by program
execution, network traffic logs and numerous other traces. The artifacts
are created as part of normal system operation. They allow for the
confirmation and review of activities as well as debugging errors.

A forensic investigator can employ authentication and authorization
information to assist with the attribution process [5]. Authentication
is implemented in many digital systems to identify users and grant ap-
propriate system access. The access available to a user depends on the
authorization afforded by the user’s credentials. Unauthorized users
are prevented from accessing and operating the system. Authentication
information describes the actors in a digital system and authorization
information describes the actions that the actors can perform.

Another attribution technique is to order and connect the various
traces found in a digital system to create a chain of events [5]. The
sequences of these events describe how the system reached a given state.
By determining the actions that lead to the events and the actors that
performed the actions, the person or program responsible for the actions
can potentially be identified.

However, authentication information and the various traces are not
infallible. Attackers can bypass authentication or steal the credentials
of an innocent user. Traces can be modified or even removed to hide
malicious activity. Furthermore, attribution techniques themselves can
be abused by malicious actors. Stolen user credentials can be used to
create traces that falsely implicate innocent users.

It is, therefore, important for a forensic investigator to attempt to
obtain multiple independent traces that portray the same event. The
independent traces can then be used to correlate the actions and identify
possible manipulations. By excluding the manipulated information or
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reconstructing the original information, a forensic investigator can move
closer to identifying the real actor or actors.

Olivier [15] has investigated attribution in forensic investigations in-
volving databases. He noted that database forensics can use the same
techniques as general digital forensics to perform attribution. The traces
in a database are available in various log files and are also stored in sys-
tem tables. The authentication of database users and the authorization
of their operations is built into many databases. The same caveats that
apply to general digital forensics also apply to database forensics.

2.2 Triggers
Database triggers originated in the mid 1970s in “active databases.”

It was not until the 1990s that this technology gained traction and was
incorporated in commercial databases. The researchers at the time re-
ferred to triggers as event-condition-action rules [16]. The action portion
of a rule was executed when the condition was true after being initiated
by a triggering event. The condition was an optional part and a rule
without a condition was called an event-action rule. The term database
trigger was adopted when the technology was incorporated in the SQL
standard in 1999.

Triggers are implemented for various reasons. Ceri et al. [2] distinguish
between automatically-generated and manually-crafted triggers and sug-
gest different uses for the two types of triggers. One use for manually-
crafted triggers is the creation of internal audit trails. Developers now
leverage this use case for auditing in their own external applications.
When used for external auditing, the triggers normally take data from
the original tables and store them in dedicated audit tables. Since the
tables are part of the custom application, there is no particular layout
or content. In general, the audit tables indicate which users performed
operations, what operations were performed and when the operations
were performed.

Independent of their usage, all the actions performed by triggers can
be classified into two groups: (i) general actions; and (ii) condition-
specific actions. A general action trigger performs its actions every time
the triggering operation is performed. This makes the trigger suitable for
general auditing. For example, a financial institution could use general
action triggers to keep track of all the transactions performed on its
system. A trigger would record relevant information such as the nature
of a transaction, the time it was performed and the user who performed
the transaction.
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In contrast, condition-specific action triggers only perform their ac-
tions under specific circumstances. The circumstances are based either
on the data that is manipulated by the triggering operation or on the
user who performs the triggering operation. For example, a financial
institution may have a legal requirement to report a certain type of
monetary transaction that exceeds a specified amount. This require-
ment can be implemented using a condition-specific trigger that checks
all transactions as they are executed. The trigger would only fire when
a transaction type matches the type that has to be reported and the
associated transaction amount exceeds the legislated amount.

Consider a situation where a financial institution might for security
reasons only allow supervisors to execute certain transactions. However,
due to the volumes of these transactions and the ratio of supervisors to
normal operators, it may not possible to have only supervisors execute
the transactions. To address this problem, the financial institution can
implement an override that is invoked by a normal operator to enable
him to execute a restricted transaction after a supervisor has authorized
the transaction with his credentials.

Naturally, the financial institution would want to keep a very close eye
on override transactions to identify any irregularities as soon as possible.
A condition-specific action trigger can be used in this scenario to audit
the restricted transactions. The trigger is created to fire only when a
user who is not a supervisor executes a restricted transaction.

At first glance, it might appear that the two types of triggers would not
interfere with a forensic investigation. However, one cannot assume that
the triggers have not been modified by an attacker to perform malicious
actions. For example, an attacker might wish to collect all the credit
card numbers entered into a database. The attacker could set up his own
general action trigger on the table that stores the credit card information
or he could modify an existing audit trigger on the table. The trigger
is created or the existing trigger is modified to place the credit card
information in a separate location internal or external to the database.
Another process is then scheduled to transmit the collected information
to a location outside the financial institution from where the attacker
can retrieve it at his convenience.

A malicious trigger can also be condition-specific. Consider a business
that supports various forms of payment for its products and services.
The attacker could add or modify a trigger so that it fires only when
the payment method for a transaction is a credit card. This trigger then
extracts the credit card information in the same manner as before. The
attacker also may wish to perform malicious actions only when a specific
user performs operations on the database. This could be because this
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particular user’s actions are less likely to be scrutinized. Alternatively,
the attacker may have a desire to implicate the user in the malicious
actions.

3. Trigger Identification
This section describes a systematic approach for identifying triggers

that are potentially significant to an investigation of a database object.
The approach is then formally specified as an algorithm that is database
independent.

The simplest way to determine if a trigger has an effect on data con-
tained in an object is to check if the name of the object is mentioned
in the trigger. Having identified all such triggers, the next step is to
manually check the kinds of SQL statements that refer to the object in
question. Since SQL statements can be encapsulated in a user function
or procedure, it is not enough to merely search the trigger content. The
content of all called functions and procedures also have to be checked.
Since additional functions and procedures can be invoked by a function
or procedure, the contents of these additional functions and procedures
also have to be checked. This process is repeated until the lowest level
function or procedure has been reached that invokes no other function
or procedure.

This top-down checking is formalized in Algorithm 1. To simplify the
definition of the algorithm, procedures are assumed to be equivalent to
functions. From a database perspective, there are differences between
a function and a procedure. Some of the differences are general while
some are database-specific.

Algorithm 1 (Top-Down): Identify all the triggers that directly or indirectly access
an object of interest.

1. Assume that a trigger is an ordered pair (t, bt) where t is the name of the
trigger and bt is the code (or body) of t. Assume that functions exist of the
form (f, bf ) where f is the function name and bf is the body of function f .
The body bx of a trigger or function x consists of primitive statements as well
as calls to other functions. Let f ∈ bx indicate that f is used in the body of
trigger or function x.

2. Let T be the set of all triggers and F be the set of all functions. Let ω be the
name of the object that is the target of the search. Let ω ∈ bx indicate that
ω is used in the body of trigger or function x. Let R1 the set of triggers that
access ω directly. Then,

R1 = {t ∈ T | ω ∈ bt}

3. Functions may be called by a trigger, where the function accesses ω, thereby
providing the trigger with indirect access to ω. Therefore, the ∈ notation is
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extended to also indicate indirect access. The new relationship is denoted as
∈∗. Then,

f ∈∗ bx ⇔
ȷ

f ∈ bx direct case
∃ by ∋ f ∈ by & y ∈∗ bx indirect case

ff

Therefore, the complete set of functions used directly or indirectly by a trigger
t is given by:

F t = {f | f ∈∗ bt ∋ t ∈ T}

The subset of the functions that access ω is given by:

R2 = {t ∈ T | ∃ f ∈ F t ∋ ω ∈ bf}

The triggers that directly and indirectly access ω are then combined as:

R = R1 ∪ R2

The algorithm produces a set of triggers R that refer directly or indi-
rectly to the object (search target). At first glance, the algorithm seems
simple and straightforward. However, a major problem arises when the
steps are translated into SQL statements – How does one reliably iden-
tify other procedures in the content via string matching? The exact
SQL syntax for invoking procedures is database-specific. It is possible
to obtain the list of all the user function and procedure names and then
search for each name in the content. However, this is not necessarily
more reliable. Depending on the naming convention used by the data-
base developers, the names of different object types could overlap (e.g.,
a table, a view and a procedure could all have the same name).

It is, therefore, necessary to design a new technique for finding the
triggers that directly or indirectly refer to the object of interest. Al-
ternatively, it is possible to start with all the triggers, functions and
procedures and then narrow them down to only those that refer to the
object of interest. Algorithm 2 formalizes this bottom-up technique.

Algorithm 2 (Bottom-Up): Identify all the triggers that directly or indirectly
access an object of interest.

1. Assume that a trigger is an ordered pair (t, bt) where t is the name of the
trigger and bt is the code (or body) of t. Assume that functions exist of the
form (f, bf ) where f is the function name and bf is the body of f . The body
bx of a trigger or function x consists of primitive statements as well as calls to
other functions. Let f ∈ bx indicate that f is used in the body of trigger or
function x.

2. Let T be the set of all triggers and F be the set of all functions. Let ω be the
name of the object that is the target of the search. Let ω ∈ bx indicate that ω
is used in the body of trigger or function x. Let C be the combined set of all
triggers T and functions F . Then,
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C = T ∪ F

3. Let U be the set of triggers and functions that access ω directly. Then,

U = {c ∈ C | ω ∈ bc}
Let U t be the subset of triggers in set U . Then,

U t = {t ∈ U | t ∈ T}
The subset U ′ of U without any triggers is given by:

U ′ = U − U t

Let U1 be the first iteration of a set of triggers and functions that access the
functions in set U ′ directly. Then,

U1 = {d ∈ C | ∃ e ∈ bd ∋ e ∈ U ′}
Let U t

1 be the first subset of all the triggers in the first set U1. Then,

U t
1 = {t ∈ U1 | t ∈ T}

The first subset of U1 without any triggers is given by:

U ′
1 = U1 − U t

1

The sets U2, U
t
2 and U ′

2 can be constructed congruently. Specifically, the con-
struction of the sets can be repeated i times (i = 1, 2, . . .). Consequently, the
ith iteration of set U1 is given by:

Ui = {x ∈ C | ∃ y ∈ bx ∋ y ∈ U ′
i−1}

Furthermore, the ith subset of all the triggers in set Ui is given by:

U t
i = {t ∈ Ui | t ∈ T}

Finally, the ith subset of set Ui without any triggers is given by:

U ′
i = Ui − U t

i

The combined set of all identified triggers U t, U t
1...U

t
i is given by:

R = U t ∪ U t
1 ∪ ... ∪ U t

i

Since C is a finite set of triggers and functions, the algorithm reaches a point
where set R no longer grows. Specifically, this is when the nth set Un becomes
empty, in other words Un = φ. At this point the algorithm terminates.

Algorithm 2 also produces a set of triggers R that refer directly or
indirectly to the object of interest. However, it eliminates the need to
search for calls to functions, which is difficult and database-specific. In-
stead, the algorithm repeatedly searches for known function and trigger
names in the same way that it searches for the name of the object of
interest.
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4. Algorithm Implementation
This section discusses the implementation of the proposed algorithm.

Implementations are considered for the same databases discussed in [8].
The databases considered are all relational databases, so it can be as-

sumed that data and metadata about triggers, functions and procedures
are stored in relations. The most straightforward choice is to implement
the algorithm using SQL. Each step of the algorithm is written as a sim-
ple SQL statement. SQL statements that are repeated are placed into
functions. All the separate SQL steps and functions are then combined
into a procedure.

An important point to keep in mind is that the database implemen-
tations available from vendors vary considerably. This includes the data
dictionary that specifies what information is stored and how it is stored.
Thus, in one implementation, retrieving all the triggers may involve just
one select statement while in another it may require performing select
statements on multiple differently-structured tables. Due to these differ-
ences, it is not possible to create template select statements that could
be filled in with column and table names corresponding to a particu-
lar database. Instead, it is necessary to provide database-specific SQL
statements for each database implementation.

A pure SQL implementation has two major drawbacks. The first
drawback is that database vendors use different SQL dialects to extend
the standard SQL statements. These extended features, such as vari-
ables, loops, functions and procedures, are required to implement the al-
gorithm. Oracle uses an extension called PL/SQL that IBM DB2 version
9.7 and later support [3, 6]. Microsoft has a competing extension called
Transact-SQL or T-SQL used by SQL Server and Sybase [12, 17]. Other
databases such as MySQL more closely adhere to the official SQL/PSM
extensions that are part of the SQL standard [10]. These differences
would require a separate implementation for every database product.
The second drawback is that the implementation has to be stored and
executed within the database being investigated. However, this conflicts
with the forensic goal of keeping the database uncontaminated.

Another approach is to implement the algorithm using a pure pro-
gramming language. This provides the advantage of having to create
only one application using a single syntax. The application is designed
to read the database data from a file that conforms to a specific format.
The drawback with this design is that the data first has to be extracted
from the database in the correct format. This requires a separate ex-
traction procedure for every database implementation. The extraction
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procedure also may have to be stored and executed on the database,
which potentially contaminates the database.

The latter implementation choice involves a more involved two-step
process. First, the required data is extracted from the database and
transformed into the format expected by the application. Next, the
standalone application is invoked with the created data file.

Thus, a hybrid approach that combines the advantages of the two
choices is a better solution. A single application can be built using a con-
ventional programming language that provides a database-independent
framework for accessing and using databases. Next, database-specific
formatted SQL statements in the application are used to select and re-
trieve data from the database under investigation. The database would
remain unchanged because the algorithm logic as well as the SQL state-
ments are external to the database.

The authors of this chapter are currently building a prototype that
uses the hybrid approach to implement the bottom-up algorithm (Al-
gorithm 2). The prototype comprises a standalone application written
in Java that connects to the database being investigated via the JDBC
programming interface. A JDBC database driver is required to handle
database communications with each database.

The required data is selected and retrieved by executing database-
specific SQL statements. These SQL statements, together with the data-
base and JDBC driver configuration, are externalized to a definition file.
This allows the pieces to be updated or changed without the need to
modify the application. The architecture of the prototype enables it to
be extended to support any SQL database with triggers by simply defin-
ing the new database, adding the required database and JDBC driver
configuration and providing the SQL statements for each part of the
algorithm.

5. Implementation Challenges
This section discusses the challenges encountered when implementing

the proposed algorithm. Some of the challenges are related to the general
SQL syntax while others are related to database-specific implementation
decisions.

5.1 Scope and Visibility
Most of the tested databases do not allow direct access to the data

dictionary tables (these tables contain, among other things, lists of all the
triggers, functions and procedures in a database). Instead, the databases
provide access to the data in the tables via system views. The problem
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with the views is that they limit the results based on the permissions
possessed by the user who accesses the view and on the scope of the
database connection. Therefore, the user account employed to query
the views must have access to all the database objects. However, even
if the user account has the permissions to view all the objects, only the
objects that fall within the scope of the connection would be listed. To
work around this restriction, it is necessary to obtain a list of all the
database scopes and iterate through them, changing the scope of the
connection and repeating the query. The results obtained with each
individual query are then combined.

5.2 Encryption
Some of the databases considered have the functionality to encrypt

the contents of objects, including the triggers. This makes it impossible
to search the content for the name of the object of interest. Due to
flaws in current encryption implementations, it is possible to retrieve
the decrypted content of an encrypted object [4, 14]. However, such
workarounds are neither efficient nor practical. In any case, the flaws
may be corrected in a future version, rendering the workaround worthless
for the updated implementations.

5.3 Case Sensitivity
Since SQL is mostly case insensitive, the name of the object of interest

may be spelled in many different ways. Therefore, searching the content
for an exact match based on a particular spelling would be a hit and
miss affair. The standard way to deal with this problem is to use lower
case letters for the content and the object name being searched before
executing the query [7]. This is usually done using a built-in function.
The approach is feasible for a database with few objects that are to
be searched. However, it would be very inefficient and impractical for
a database with thousands of objects, each with thousands of lines of
content. A better solution is to change the collation of the database to
enable case-insensitive comparisons.

5.4 False Positive Errors
Since basic string matching is performed, any string in a trigger, func-

tion or procedure would match the object name. This includes com-
ments, variable names and the names of other object types. Therefore,
it would be necessary to manually check all the triggers listed by the
algorithm and remove all the false positives. Since the SQL parser can
identify comments based on the syntax, it is possible to pre-process the
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triggers, functions and procedures to remove the comments before initi-
ating the search. However, other sources of matching strings could still
produce false positives.

5.5 Data Types
Some of the considered databases do not store the contents of triggers,

functions and procedures in table columns with the same data type.
Many databases have moved from using the simple VARCHAR data type
to one that can hold more data. Microsoft SQL Server, for example, uses
the CLOB data type to store content while Oracle uses the older LONG
data type. The problem is that all the data types that are used cannot
be handled in the same way in the code. A more generic approach is
needed to prevent the writing of various code exceptions. The approach
would entail querying the database table metadata first to detect the
data types that are used and invoke the relevant code to handle the
specific data types.

5.6 Recursion
Database functions and procedures are allowed to call themselves ei-

ther directly or indirectly. The recursion produces an endless loop in
Algorithms 1 and 2. In Algorithm 2, R would stop growing at some
point because no new elements are added. However, Un would not be-
come empty, which means that the termination criteria are never met.
To address this problem, Algorithm 2 must keep track of all the elements
seen in U ′

i previously. U ′
n should not contain any elements evaluated be-

fore and the following equality should hold:

U ′
n ∩ U ′ ∪ U ′

1 ∪ ... ∪ U ′
n−1 = φ

To achieve this, the second last line in Algorithm 2 is modified to:

U ′
i = Ui − U t

i −
i−1⋃

j=1

Uj

This ensures that each function and procedure is only evaluated once.

5.7 Performance
The string matching component of the step ω ∈ bx can be performed

using the SQL LIKE command. The object name being searched can be
located anywhere in the body of the trigger or function being searched.
Thus, the SQL wildcard character “%” must be added around the ob-
ject name as in “%object name%.” This makes the execution of the
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SQL statement very slow because no index can be utilized. This does
not pose much of a problem for a database with a small number of trig-
gers, functions and procedures. However, the SQL statement can take a
long time to complete if there are many such objects. This may occur
in systems where auditing is performed with triggers or where the ap-
plication utilizing the database performs a lot of transaction processing
in functions and procedures. Depending on the time available to the
forensic investigator, this could take a very long time to execute. It is
also contrary to the goal of developing a quick test to establish trigger
involvement.

6. Conclusions
A database trigger performs its actions under the credentials of the

user who executed the database operation that initiated the trigger.
Since the actions occur in the background without the user being aware
of them, they can be abused by malicious actors. Malicious actions
can be attached to legitimate operations and valid operations modified
or even omitted. A forensic investigator who is tasked with analyzing
these malicious actions could mistakenly attribute them to the wrong
party.

Hence, it is important that a forensic investigator consider triggers
very carefully when attributing actions. After suspicious data modifi-
cations have been identified, the forensic investigator must establish if
a trigger interfered with the operations that lead to the data manipu-
lation. Since a database under investigation might contain hundreds or
even thousands of triggers, it is not feasible for the forensic investigator
to analyze each trigger individually. An automated approach is needed
to identify possibly significant triggers, which could then be analyzed in
more detail.

The principal contribution of this chapter is an algorithm for identi-
fying possible trigger involvement for a particular database object. The
algorithm, which is simple and effective, is formulated in a generic man-
ner so that it can be applied to any SQL database.

The prototype currently implements SQL statements for Microsoft
SQL Server and Oracle. While the initial results are promising, more
thorough tests are being conducted. Options such as moving the string
comparison out of the database and into the prototype to enhance per-
formance are being evaluated. The use of a local embedded database
to temporarily store the content of all the triggers, functions and proce-
dures is also being considered.
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Future research will focus on optimizing the algorithm. Currently,
only one object can be checked for trigger involvement at a time. Re-
peating the same check for every object is inefficient. Therefore, efforts
will be made to search for multiple objects simultaneously in order to
improve efficiency.
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