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Oracle-based Dierential Operational Semantics (long version)

Program dierences are pervasive in software development and understanding them is crucial. However, such changes are usually represented as textual dierences with no regard to the syntactic nature of programs or their semantics. Such a representation may be hard to read or reason about and often fails to convey insight on the semantic implications of a change. In this paper, we propose a formal framework to characterize the dierence of behavior between two close programs equivalent or notin terms of their small-step semantics. To this end, we introduce small-step-prediction oracles that consume one reduction step of one program and produce a sequence of reduction steps of the other. Such oracles are operational, handle diverging or stuck computations, and are well-suited for describing local changes, while expressive enough to describe arbitrary ones. They can also be composed, to characterize a dierence as a sequence of simpler dierences. Last but not least, small-prediction-step oracles can be explained to programmers in terms of evaluation of the compared programs. We illustrate this framework by instantiating it on the Imp imperative language, with oracles ranging from trivial equivalence-preserving syntactic transformations to characterized semantic dierences. Through these examples, we show how our framework can be used to relate syntactic changes with their eect on the semantics, or to describe higher-level changes by abstracting away from the small-step semantics presentation. We have dened and proved the framework and the presented examples in the Coq proof assistant, and implemented a proof-of-concept inference tool for the Imp language.

Introduction

1.1 A foundational framework for semantic dierences row should we formlly desrie nd hrterize the di'erene etween the ehviors of two lose progrmsc his question enompsses the onerns of oth progrmmers nd semntiistsF sn softwre developmentD this question is essentil for the progrmmer to understnd the impt of hnge mde on progrm soure odeX hoes this hnge introdues ug orD on the ontrryD does it (x onec hoes it preserve the semntis of the originl progrmc hoes it extend or restrit the fetures of the originl progrmc sn the urrent prtieD progrmmers ompre two lose progrms using textul di'erenes etween their soure odesF hese texE tul di'erenes re mnully reviewedD pplied s pthesD omposedD ompredD merged nd versionedF futD euse textul di'erenes re oth lowElevel nd unstruturedD none of these opertions hve ler hrteriztion in terms of progrm semntis nd therefore the tools tht implement these opertions nnot e trustedF he progrmmer hs to mnully interpolte the impt of some textul hnge to understnd if these opertions re liitF his interpoltE ing proess is errorEproneD espeilly on lrge softwreF ht if the progrmmer ws given semntilly grounded nd highElevel dierence languagesc sing these lngugesD the intent ehind pthes ould e expressedD mehnilly heked nd reviewed in highElevel nd semntiEwre settingD pving the wy for certied evolution of softwreF he working semntiist must nswer this question when studying progrm trnsformtions tht do not preserve the semantics of the soure progrmF nE fortuntelyD in tht situtionD the semntiist is not well equippedF sndeedD while there re plenty of foundtionl frmeworks to del with equivlene etween progrmsD very few ttempts ID IID QD IV hve een mde to provide generl frmeworks to hrterize how two lose progrms di'er semntillyF he verE stility of the notion of losedness etween progrms my explin thisX sying something relevnt out two progrms tht ompute di'erently hs no generl nswer nd minly depends on the pplitionF ht if the semntiist lernt how to formlly devise di'erene lnguges nd prove metEproperties out themc hese di'erene lngugesD de(ned in ommon logiD ould e helpful to formlly express reltions etween progrm tres tht re not equivlentD to mesure edition distne etween progrms or to prove the soundness of di'erE entil stti nlyses PRD PID PUD IVD impt nlyses or utomti ugE(xing proessF 1.2 Dierential operational semantics sn this pperD we propose foundtionl frmework"implemented in the goq proof ssistnt"to de(ne di'erene lngugesF he design of this frmework hs een highly inspired y the seminl work of lotkin on opertionl semnE tis PHF en opertionl semntis de(nes set of synttil rules to ssign mening to progrm written in progrmming lnguge LF sn other wordsD n opertionl semntis de(nes progrm"n interpreter"tht mps progrm to its ehvior @e it single vlue or potentilly in(nite hin of redution stepsAF fy nlogyD di'erentil opertionl semntis de(nes progrm" difE ferene interpreter"tht mps di'erene etween two progrms to reltion etween the ehviors of these two progrmsF por given progrmming lngugeD there my e lot of useful di'erene lngugesF e di'erene lnguge my hrterize pirs of progrms tht re semntilly equivlent modulo some implementtion detilsX suh di'erene lnguges pture pirs of progrms tht re relted y renming of their vrilesD tht produe the sme results ut using di'erent lgorithmsD tht reorder independent instrutionsD etF F F e di'erene lnguge my lso hrE terize pirs of progrms that are not semantically equivalent but whose dierence of behaviors falls into well-dened categoriesX tht kind of di'erene lnguges ptures pirs of progrms (P 1 , P 2 ) for whih P 2 inludes the exeution tres of P 1 ut hs lso other ehviors @progrm re(nementD fetures extension or ug (xingAD for whih P 2 nd P 1 interpret their inputs similrly ut di'er on the wy they produe their outputsD etF F F sn this workD we present si properties out semnti di'erenes ndD when possileD we prove tht these properties hold for ll the di'erenes written in spei( di'erene lngugesF emongst these propertiesD we hrterize the di'erenes tht re @iA sound for given pir of progrmsD @iiA pplitiveD nd @iiiA tht n e omposed together while still remining informtiveF o ese the mehniztion of this mettheoretil workD we follow n opertionl pproh explined in the next prgrphsF 1.3 Small-prediction-steps oracles tust like ny stndrd interpreterD di'erene interpreter de(nes the mening of its input in omputtionl wyF iven if ny omputle funtion my e used to implement di'erene interpreterD we hose to restrit ourselves to di'erene interpreters tht follow disipline tht we ll small-prediction-stepsX roughly spekingD t eh interprettion stepD the interprettion of di'erene δ etween P 1 nd P 2 must onsume one redution step of P 1 or P 2 nd produe a (potentially empty) nite sequence of reduction steps of the other programF sn other wordsD the interprettion of di'erene ts s dierence oracle O(δ) prediting t eh step the ehvior of one progrm given the ehvior of the otherF reneD the reltion etween the two progrm ehviors is omputed long the two evlutions of these progrms s depited y the following digrmX

P 1 c 11 c 12 c 13 • • • P 2 c 21 c 22 c 23 • • • δ1 ∼ ∼ ∼ δ2 O(δ1) O(δ2)
sn this digrmD the plin rrows @→A orrespond to exeution steps of one progrm given s input to the orle while the dshed rrows @ A orrespond to the orle predition of zeroD one or severl exeution steps of the other progrmF he vertil lines orrespond to the reltion etween the progrm on(gurtions uilt long the exeution of the orleF sn the sequel thoughD we will not mention the orle expliitly s in this digrm sine the nture of the rrows is enough to determine the diretion in whih the orle hs een usedF vike smllEstep opertionl semntisD they n hndle diverging or stuk omputtionsF hi'erene lnguges n e mde preise enough to distinguish progrms tht only di'er on single instrution Y or on the ontrryD strt enough to equte extensionlly equivlent ut distint lgorithmsF fesidesD smllEpreditionEstep n e mde lol in the sense tht it does not depend on the evlution ontexts of the two progrms it ompresF his property is importnt euse if umulted long multiple itertionsD smll simple difE ferene etween two versions of progrm my eome omplexD s shown in the following exmpleX

while (1) { x = x + 1; } 1 while (1) { 2 x = x * x + 1; 3 }
o hrterize the di'erenes etween the sttes of the two progrms t eh loop itertionD it is more onvenient to sy tht eh time P 1 inrements xD P 2 squres nd inrements x thn trying to (nd generl term for the di'erenes etween the vlues of x in the two progrmsF mllEpreditionEsteps orles hve nother nie propertyX they n e omE posedF his is importnt euse two @even seemingly loseA progrms my di'er in vrious nd omplex wys depending on wht we re oserving on their opE ertionl ehvior nd depending on how lose the two progrm tres reF o del with this omplexityD omplex semnti di'erene etween two progrms should e deomposle into sequene of tomi semnti di'erenesF pinllyD smllEpreditionEsteps orles n e informlly explined to proE grmmersX preise enough informl doumenttion of di'erene lnguge n e expressed in terms of the evlutions of ompred progrmsD whih re usully well pprehended y progrmmersF Contributions he (rst ontriution of this pper is to introdue notion of difE ferentil opertionl semntis sed on smllEpreditionEsteps orles in lnE guge gnosti wyF por the lrity of expositionD we instntite the frmework on stndrd toy impertive lnguge Imp equipped with rithmeti expressionsD mutle vrilesD onditionl sttements nd unounded itertionsF etD our generl de(nitions only ssume tht the progrmming lnguge is deterministiF @e ome k on this restrition to deterministi lnguges in etion SFPFA everl exmples of di'erene lnguges on Imp re introdued nd severl of their properties re proved long the presenttionF he seond ontriution of this pper is to lssify di'erene lnguges nd smllEpreditionEsteps orles with respet to the metproperties they enjoyX heking if n orle relizes vlid semnti di'erene etween two progrms my or my not e deidle for given di'erene lnguge Y inferring vlid orle to relte two progrms my lso e undeidleY the omposition of two orles is possile under some spei( onditionsF es third ontriutionD prototype implementtion of the frmework hs een developed using the goq proof ssistntF st ontins the lngugeEindependent de(nitions s module funtors nd the di'erene lnguges presented in this pE per @oth de(nitionsD theorems nd their proofsAF he frmework is lredy le to serve s trget for the erti(tes produed y toy semnti di'erene enE gine we developed in ygml for the Imp progrmming lngugeF e ompnion tehnil reportD the full goq development nd the ygml tool n e found online1 long with exmplesF Outline sn etion PD we illustrte tht the frmework n hrterize the difE ferene etween two lose progrmsF etion Q introdues hngeEsed presenE ttion of stndrd smllEstep opertionl semntis on top of whih the generl de(nitions for di'erene lnguges nd smllEpreditionEsteps orles re uilt in etion RF he metproperties out di'erene lnguges re introdued in etion SF e fous on the properties needed to ompose orles in etion TF etion U desries the implementtion of semnti di'erene engine for ImpF elted work is disussed in etion V nd our reserh gend in etion WF Preliminaries he forml development of this pper hve een onduted in ype heory utD we will sometimes usively use the voulry of mtheE mtis sed on et heory in our sttements nd de(nitionsF por instneD the expression prtil funtion from A to BD written A → BD must e understood s funtion of type A → option BF imilrlyD we use the word suset of e to denote predite of type A → ropF hen some indutive type A de(nes set of (rstEorder termsD its de(nition will e given y fxp grmmr nd we will use A oth s type nd s metvrile rnging over terms of this typeF e lso write A to rnge over vetors of AF wost of the timeD funtions over A re silently lifted to A when the ontext su0es to dedue howF 2 Overview of dierential oracles sn this setionD we informlly illustrte how the frmework of di'erentil operE tionl semntis n e used to relte two impertive progrm frgmentsF he two following progrms ome from the gllery of veri(ed progrms of Why3 RF sum = 0; x = -x; y = 0; while (sum < x) { y = y + 1;

sum = sum + 1 + 2 * y; } sum = 0; Original program P0 1 x = -x; 2 count = 0; 3 if (x < 4) { count = 1; } 4 else { 5 count = x; 6 sum = (x + 1) / 2; 7 while (sum < count) { 8 count = sum; 9 sum = ((x / sum) + sum) / 2; 10 } 11 } 12 sum = 0;
Modied program P3 he (rst progrm P 0 omputes the squre root of the opposite of negtive integer x using simple itertive lgorithm tht looks for the integer y suh tht y 2 ≤ (-x) < (y + 1) 2 = y 2 + 2y + 1F he seond progrm P 3 lso omputes the squre root of -x ut using xewtonEphsonElike root serhing lgorithmF gontrry to P 0 D P 3 stores the (nl result into the vrile count rther thn into the vrile yF sn oth progrmsD the vrile sum is set to zero t the end of the squre root lultion to simulte form of vrile soping in the Imp progrmming lngugeF sndeedD the vrile sum is morlly temporry vrile nd it should not intervene in the omprison of the (nl resultsF fy setting the sme vlue to sum in oth progrmsD we fore the two (nl memories to e ompred only with respet to the vrile ontining the squre rootF o formlly relte P 0 nd P 3 D we introdue in pigure ?? two intermedite progrms P 1 nd P 2 suh tht for eh iD there exist di'erene δ i written in wellEhosen di'erene lnguge ∆ i Imp tht hrterizes the di'erene eE tween the ehviors of P i nd P i+1 F he di'erene etween P 0 nd P 3 is 2 i=0 δ i D

i.e. the omposition of ll these di'erenesF

sum = 0; x = -x; count = 0; while (sum < x) { count = count + 1; sum = sum + 1 + 2 * count; } sum = 0; Intermediate program P1 1 x = -x; 2 sum = 0; 3 count = 0; 4 while (sum < x) { 5 count = count + 1; 6 sum = sum + 1 + 2 * count; 7 } 8 sum = 0;

Intermediate program P2

Variable renaming rile renmings is one of the simplest di'erene lnE gugesF sn this lngugeD di'erene is denoted y ijetion etween the vriles of the two progrmsF sn our exmpleD to hve P 0 nd P 3 gree on the vrile used to store the squre rootD we use P 1 whih is relted to P 0 y di'erene written rename y ↔ count in the lnguge ∆ Ren Imp @de(ned in eE tion RFPAF he semntis of this di'erene is the orle tht renmesD for eh exeution step of P 0 D the identi(er y into count in the on(gurtion of P 0 to produe the predited on(gurtion for P 1 F his di'erene is sound euse the predited on(gurtion e'etively orresponds to the next exeution step of P 1 F xotie tht in ∆ Ren Imp D the tres of P 0 nd P 1 orrelted y the orle re synchronizedX for eh input stepD single step is preditedF fesidesD the orle is bidirectional euse renming etween P 0 nd P 1 n e interpreted oth wysX to predit step of P 1 from step of P 0 or to predit step of P 0 from step of P 1 F Assignment commutation he progrms P 1 nd P 3 re still quite di'erent ut one n notie tht they oth strt with vrile initiliztionsF wore preE iselyD the (rst instrution P 3 initilizes x while this initilistion only hpE pens in the seond instrution of P 1 F o get it loser to P 3 we introdue P 2 whih is relted to P 1 y the di'erene swap assignments at line 1 from the lnguge ∆ SwapAssign Imp @de(ned in etion RFPAF por the semntiistD the orle for this di'erene lnguge is it more di0ult to de(ne thn the previous one sine it nnot return one predition for eh exeution step of P 1 X fter the exeution of the (rst ssignment of P 1 D the orle nnot provide vlid predition yet euse there is no on(gurtion of P 2 in whih sum is initilized ut x is notF reneD the orle must wait for nother step of P 1 efore returning the stte of P 2 tht results in the exeution of the (rst two instrutionsF hen it reltes two ssignments in opposite order in the two progrmsD the orle is desynhronizedX it my predit zeroD one or two exeution steps of one progrm fter it hs onsumed one exeution step of the other progrmF purthermoreD the orle is not idiretionl in tht seX when it is etween two ommuted ssignments prediting P 2 from P 1 D it nnot e sked to predit P 1 from P 2 F Abstraction efter the initiliztion of countD the di'erene etween P 2 nd P 3 is di0ult to express if we sty t the level of single exeution step euse the lgorithm to ompute the squre root is di'erent in eh progrmF his sitution illustrtes one powerful spet of di'erentil opertionl semntisX di'erene lnguge n e used to strt wy irrelevnt implementtion detilsF en orle n skip one of the two lgorithms nd relte extensionnlly the sttes of the two progrms s found fter the exeution of the two lgorithmsF he di'erene lnguge ∆ AbstractEquiv Imp @de(ned in etion RFPA ptures suh highElevel progrm omprisonF sn our exmpleD the progrm P 2 would e relted to P 3 y the di'erene written abstract equivalence between lines 2-8 and lines 2-12F sn tht seD the orle strts wy the instrutions of P 3 from line 2 to line 12 y single predition sserting tht the on(gurtion of P 3 will e equivlent to the on(gurtion of P 2 when it rehes line 12F his predition is vlid only if there is proof tht these two lgorithms re equivlent nd tht ound on the numer of steps needed to skip the instrutions is givenF wore generllyD the soundness of n orle n e onditioned y proof oligtionsF xote tht we ould hve voided desriing the previous hnge sine ∆ SwapAssign Imp is susumed y ∆ AbstractEquiv Imp F sn generlD the di'erene lnguge ∆ AbstractEquiv Imp is sledgehmmer solution to express di'erenes etween equivlent progrmsD ut requires the user to provide proofsD nd my not relte intermedite sttes of the two progrm9s exeution sttes s preisely s speilized orle lngugesF Putting it all together sn the endD sound di'erene etween P 0 nd P 3 is otined y the following composition of the tomi di'erenes we expliitedX rename y ↔ count; swap assignments at line 1; abstract equivalence between lines 2-8 and lines 2-12.

yne n imgine this onise di'erene to e written y progrmmer s forml desription of their intentD to e heked y di'erentil stti nlyserD or even to e inferred y semnti omprison toolF sn ny seD the wellE de(ned semntis of di'erene lnguges mke them menle to n integrtion to development nd erti(tion toolsF he semntis of this omposition is given y n orle whih is otined y omposing the predition of the orles of eh tomi di'ereneF es the orle for swap assignments at line 1 is not lwys idiretionlD the omposed orle nnot e lwys idiretionl eitherF wore generllyD the omposed orle inherits the diretionlity onstrints from the orles it is omposed ofF 3 Change-indexed operational semantics es oined in the introdutionD di'erene lnguges re uilt on top of hngeE indexed presenttions of smllEstep opertionl semntisF his presenttion of smllEstep opertionl semntis is extensionlly equivlent to the usul ones exE ept tht it desries the reltion etween progrm on(gurtions more preiselyD intentionlly spekingF sndeedD stndrd smllEstep reltion usully written c 1 → c 2 is inry reltion etween on(gurtion c 1 efore the evlution step nd on(gurtion c 2 fter the evlution stepF sn omprisonD hngeE indexed smllEstep reltion desries how c 2 hs een produed from c 1 using hnge d tken in soElled hnge struture T suh tht c 1 ⊕ d = c 2 F sn other wordsD the purpose of hngeEindexed opertionl semntis is to reify exeution steps s (rstElss vlues so tht they n e given s input to orlesF sn etion QFID we formlly de(ne hnge strutures nd hngeEindexed smllE step opertionl semntisF hese presenttions of opertionl semntis re neessry to write ontextEindependent orlesF etion QFP ontins the hngeE indexed smllEstep opertionl semntis for ImpF

Change-based interpretation of programs

Change structure por given vlue v of type AD hnge dv over A is vlue of type ∆A tht n e pplied to v to get new vlue of type A using the hnge pplition opertor ⊕F wo hnges n e omposed using the opertor F Denition 1. Given a type A, a change structure over A is a 4-uple (∆A, ⊕, , 0) such that:

∆A is the type for change and we have 0 : ∆A ; ⊕ : A → ∆A → A and

: ∆A → ∆A → ∆A ; ∀x : A, x ⊕ 0 = x ; ∀x : A, d 1 , d 2 : ∆A, (x ⊕ d 1 ) ⊕ d 2 = x ⊕ (d 1 d 2 ).
his de(nition of hnge struture di'ers from gi et l9s in severl spetsF pirstD in the originl formultion of hnge strutureD hnge for vlue v hs dependent type ∆vF e use simple type ∆A instedF es onsequeneD wellEtyped pplition of hnge to vlue n e unde(nedF e will simE ply mke sure tht this se never hppens in our inferene rulesF eondD the originl de(nition of hnge struture inludes sustrtion opertor suh tht v u is hnge from u to vF e do not need suh n opertion in our frmeworkF hirdD we introdue the opertor whih llows the omposition of hngesF his is required to represent the e'et of severl redution steps on on(gurtionF Change-indexed reduction rules e progrmming lnguge L is set of progrm soure odesF e @deterministiA smllEstep opertionl semntis is de(ned y set of on(gurtions CD suset I @respF FA of initil @respF (nlA on(gurtions nd prtil funtion step from C to C suh tht step(c) is the on(gurtion rehed from c fter single exeution stepF e ssume tht there is unique initil on(gurtion for eh progrmF oD we n write I(P ) to denote the initil on(gurtion of progrm P F Denition 2. The hngeEindexed presentation of a small-step operational semantics (C, I, F, step) is a change structure over C and a partial function ∆step from C to ∆C such that ∀c, step(c) = c ⊕ ∆step(c). The conguration is stuk when ∆step(c) is undened.

C ::= skip | x = e | C; C | if (b) C else C | while (b) C e ::= n | x | e + e |

Change-based interpretation of Imp programs

e progrm in the Imp progrmming lnguge is written using the stndrd synE tx of ommnds nd expressions s desried in pigure IF e onsider the smllE step opertionl semntis of Imp whose on(gurtions c re pirs of store M nd ontinution κF por every progrm CD the on(gurtion (•, C; halt) is initil nd for every store M D the on(gurtion (M, halt) is (nlF he step funE tion is de(ned s usulX we omit the ovious de(nitions s well s expressions evlution rulesF @hey n e (nd in ppendix thoughFA here exist mny hnge strutures over Imp on(gurtionsF e hoose the syntx for hnges over ontinutionsD stores nd on(gurtions desried in pigure PF he semntis of these hnges is spei(ed y the tion of ⊕ on their orresponding vluesF he funtion ∆step simply rei(es the hnge mde y the stndrd evlution funtion on the on(gurtionsF he hnge pop removes the urrent ommnd @the one t the top of the ontinutionAF he hnges strting with u represents ll the trnsformtions of the urrent ommnd tht n our during evlutionF sn the sequelD we will use the stndrd nottion c 1 → c 2 when the hnge is not relevnt to the ontextF e will lso write c 1 < c 2 if c 2 ppers fter c 1 in the redution hin or if c 1 nd c 2 re oth (nl on(gurtionsF Syntax for changes

δκ ::= pop | useq | uthen | uelse | uwhile δM ::= x := n δC ::= (δκ, δM ) Change semantics C; κ ⊕ pop = κ (C1; C2); κ ⊕ useq = C1; (C2; κ) if (b) C1 else C2; κ ⊕ uthen = C1; κ if (b) C1 else C2; κ ⊕ uelse = C2; κ while (b) C; κ ⊕ uwhile = C; while (b) C; κ M ⊕ x := n = M [x := n]
Change-indexed operational semantics

∆step(M, skip; κ) = ( , pop) ∆step(M, x = e; κ) = (x := n, pop)
where

M e ⇓ n ∆step(M, (C1; C2); κ) = ( , useq) ∆step(M, if (b) C1 else C2; κ) = ( , uthen) where M b ⇓ true ∆step(M, if (b) C1 else C2; κ) = ( , uelse) where M b ⇓ false ∆step(M, while (b) C; κ) = ( , uwhile) where M b ⇓ true ∆step(M, while (b) C; κ) = ( , pop)
where M b ⇓ false prom hngeEsed presenttion of the semntis of progrmming lngugeD the semntiist n de(ne di'erene lngugeF es usulD the formliztion of lnguge is mde of syntx nd semntis for the terms of this syntxF he spei(ity of di'erene lnguges is their interprettion funtion whih mps di'erene to its prediction functionD whih itself relizes the soElled di'erene orleF sn this setionD we (rst explin the type of predition funtionsD how they intert with onvergingD diverging nd stuk progrms nd we (nlly give the forml de(nition of wht di'erene lnguge isF What is the type of a prediction function? he type we ssign to predition funtions is it omplexX the purpose of this setion is to explin this omplexity lyerEyElyer y grdully re(ning this typeF es (rst pproximtionD di'erene etween P 1 nd P 2 is interpreted s predition funtion of type d × δc → δc st tkes predition diretion nd n input exeution step nd produes preE dited exeution stepF e predition diretion n e either to predit from P 1 to P 2 D or to predit from P 2 to P 1 F xotie tht predition funtion is prE til euse the input exeution step might not e omptile with the urrent on(gurtion of the input progrm nd s ny progrmD n orle n e stukF he invrints required for n orle to e sound will prevent suh situtionsF he previous type gives the rw ide of wht predition funtion isF etD the relity is more omplex thn tht s we hve notied in the overview of etion PF pirstD the exeutions of the two progrms my not e synhronizedF ometimesD it is neessry to wit for the onsumption of two or more input exeution steps efore eing le to produe preditionF his ws the se for orles of ssignments swppingX when the orle is inEetween two ssignments to e swppedD produing predition would not mke senseF purthermoreD when some prts of one redution hin must e strted wyD potentilly lrge numer of intermedite exeution steps of one of the two progrms must e skippedF sn the overview setionD this ws the se when we used the di'erene lnguge of strt equivleneX the orle hd to skip ll the instrutions of the seond lgorithm y exploiting proof of its equivlene to the (rst oneF o tke re of the desynhroniztion of some orlesD we mde (rst re(nement step leding to the following type for predition funtionsX

d × δc → (N \ {0} × δc) + wait
ith this typeD n orle is sked to produe either predition rrying n upper ound on the numer of steps it preditsD or the nswer waitF sn the (rst seD the orle strts wy intermedite steps irrelevnt to the omprison into single preditionF sn the seond seD the orle knowledges tht it needs to umulte more input exeution steps to produe meningful preditionF his lst point mkes it neessry to introdue notion of stte in the orle funtion whih we ssumed relized y the vlues of type sX

s × d × δc → s × ((N \ {0} × δc) + wait)
feing in purely funtionl settingsD we follow the usul stteEpssing styleX the urrent stte of the orle is trnsmitted to the predition funtion whih produes new version of this stteF o strt this proessD n orle must hve n initil stteF xotie tht the orle stte n e ritrrily rihX ny ontextul informtion n in)uene the preditionF es disussed in the relted workD this spet lso rises the expressivity of the frmework with respet to the one of prior work like di'erentil symoli exeution or re(nement mppingsF pinllyD when the orle is in the middle of predition tht needs multiple input stepsD the diretion of predition nnot e hngedF e lredy witnessed this sitution in the overview setion when we onsidered the di'erene lnguge of ssignments swppingF he predition is lso onstrined when one of the progrm hs onverged ut the other did notX the only wy to pply the orle is to onsume step of the progrm tht hs not onverged nd to produe wait s the predition for the seond progrmF he (nl re(nement of the predition funtion type introdues this diretionE lity onstrint on the next request s new output of the predition funtionX

predict δc s = s × d × δc → s × ḋ × ((N \ {0} × δc) + wait)
where ḋ n e to only llow the next request to e from P 1 to P 2 D to only llow the next request to e from P 2 to P 1 nd to llow oth diretions in the next requestF sn etion TD we will explin why this diretionlity imposed y the internl stte of the orle hs importnt onsequenes on its omposility with other orlesF Denition 3. The compatibility relation between allowed directions is dened as follows (i)

; (ii) ; (iii) ∀ ḋ, ḋ ḋ.
Dealing with convergence, divergence and crash he predition funE tion is lwys terminting ndD s seen oveD is to e lled in n pproprite diretion with redution step of the progrm to predit fromF st is the responE siility of the ller"whih is not required to terminteD thus overing in(nite exeutions"to ompute this redution step nd ll the the predition funtion with the pproprite progrm sttesD orle stteD redution step nd omptile diretionF fy onventionD if one of the two progrm hs onvergedD the only vlid preE dition out its redution is waitF sn dditionD to witness the ft tht one of the two progrms will e stuk in less thn k stepsD the predition is writE ten (k, stuck)F

A formal denition for dierence languages Denition 4. A di'erene lnguge for a language equipped with a changeindexed operational semantics over δc is a tuple (∆, s, i, O) such that ∆ is a set of terms, s is the type of oracle states, i is the initial oracle state of s and O is a function of type ∆ → predict δc s.

en orle is progrmF reneD proving properties out this progrm gives properties out the di'erene it desriesF roving properties out the funE tion O of di'erene lnguge gives properties out ll the di'erenes of this lngugeF Universal dierence language por ny lngugeD one n de(ne universl difE ferene lnguge tht reltes ny pir of progrmsF sndeedD it su0es to emed one interpreter per progrm in the predition funtion so tht there is no preE dition t ll ut simply stndrd evlution to produe the orle outputF en lternte universl orle lnguge ould e hieved y prediting wait t eh stepF yf ourseD this di'erene lnguge is not interestingF pirstD the design of di'erene lnguge is preisely not to interpret progrms ut dedue one exeuE tion from the other one with miniml mount of dynmi informtionF eondD the existene of di'erene etween two progrms should witness some form of loseness etween these two progrmsX if eh progrm is lose to ll the othersD then this notion of loseness is trivil nd not informtiveF Identity dierence language por ny lngugeD it is lso possile to de(ne trivil di'erene lnguge"the soElled identity lnguge"tht reltes every progrm only to itselfF he predition funtion for this lnguge simply returns the input steps s preditionF his di'erene lnguge is it more interesting thn the universl di'erene lnguge sine it reltes ll the progrms tht produe the sme redution hins whtever their soure ode isF sn the se of Imp thoughD the initil on(gurtion stores the entire progrm in its ontinution whih implies tht only synttilly equl progrms will e relted y n orle of the identity di'erene lngugeF 4.2 Dierence languages on Imp sn this setionD we sketh severl formliztions of simple di'erene lnguges tht we found interesting to ompre progrms written in the Imp progrmming lngugeF hese di'erene lnguges fll into two tegoriesX the (rst tegory onsists in di'erene lnguges tht relte extensionlly equivlent progrms whih di'er intentionlly Y the seond tegory inludes di'erene lnguges tht relte progrms whih re oservtionlly distint ut whose di'erene of ehvior n e (nitely pturedF fy lk of speD these forml de(nitions re only skethedF e enourge the reder to look t the goq development to get more detils out the de(nitions nd the properties of these di'erene lngugesF Equivalences up-to Renamings he di'erene lnguge of renmings hrterizes progrms tht re equivlent up to wellEhosen renming of their vrilesF sn tht seD di'erene is fully hrterized y renming φF sts interE prettion is the orle tht simply rewrites with φ the vriles tht pper in the memory hnge of the input step while reusing the ontinution hngeF uh n orle is glolX it hs no stte nd is independent from the urrent on(gurtions of progrmsF Denition 5. The dierence language ∆ Ren Imp is the tuple (∆, s, i, O) such that ∆ is the set of bijective variable mappings φ, the type of oracle states s is 1, the initial oracle state i is () and the function O is such that:

O(φ)((), d, δc) = ((), , (1, φ(δc)))
where φ is extended to conguration changes the obvious way.

Branch permutation he di'erene lnguge of rnh permuttion hrterE izes progrms tht re equivlent up to the following equtionX

if (b) C 1 else C 2 = if (!b) C 2 else C 1
gontrry to the previous di'erene lngugeD di'erene in the lnguge of rnh permuttions witnesses local modi(tionF reneD the di'erene is deE sried y pth π in the strt syntx tree whih lotes the pplition of the eqution nd ondition modi(er ♦ tht indites if the ondition must e negted or if the lredy present negtion must e removedF e pth π is sequene of nturl numersX eh nturl numer orresponds to the suterm to go through to reh the point where the modi(tion tkes pleF π ::

= | 0 • π | 1 • π
es the numer of hildren of n Imp syntti onstrution never exeeds 2D the se 0 nd 1 re enough to reh ny suterm of n Imp progrm from the root of its strt syntx treeF e ondition di'erene ρ is simply the identity or ondition modi(er loted t some pth of the soure odeX

ρ ::= Id | ♦[π] ♦ ::= ¬ | ¬ -1
his pth is sttiF husD it must e rewritten y the orle long the evlution to e rephrsed in terms of the urrent ontinution so tht the orle n dynmilly detet where it hs rehed the modi(tion pointF he imge of this trnsltion is lled continuation modierF st is list of di'erenes ρ of the sme length s the urrent ontinutionF he orle mintins ontinution modi(er in its internl stte to deterE mine its ehvior with respet to the urrent ontinutionF fy inspetion of the input stepsD the ontinution modi(er is deomposed until it hs the shpe ♦[ ]•ρ whih mens tht the modi(tion ♦ must e pplied immeditelyF xotie tht the modi(tion my e done severl times during the orle evlution sine the modi(tion point my e enlosed in loopF he deomposition rules re relE ized y the prtil funtion Ξ(δκ, ρ • ρ) spei(ed in pigure QF oughly spekingD this funtion mimiks the funtion ∆step exept tht it pushes the hnge ♦ to the suontinutions spei(ed y the pth πF sn the se for whileD the hnge is duplited for eh itertion of the loopF he interprettion of di'erene ♦ swithes seletions of thenErnhes nd seletions of elseErnhesX

uelse ↔ = uthen uthen ↔ = uelse δκ ↔ = undened otherwise pormllyD this orle is de(ned s followsX O(♦[π])(ρ, d, (δM, δκ)) = (ρ , , (1, δc))
where Assignment swappings he di'erene lnguge of ssignment swppings hrE terizes progrms tht re equivlent up to reordering of suessive indepenE dent ssignmentsF he lotion of the ssignment reordering is represented y pth π in the strt syntx treeF rking down the ple where the modi(E tion tkes ple is implemented using the sme mehnism s in the previous setion exept tht the lol hnge ♦ is now n ssignment swppingF es pointed out in the etion PD when the orle is given n ssignment of one progrm P 1 tht is swpped with nother ssignment in the other progrm P 2 D it must retin this ssignment in its stte until the next ssignment of P 1 is providedF hereforeD in ddition to the ontinution modi(er mhineryD the orle must lso implement twoEstte mhineX sn tte S 0 D the orle looks t the ommnd C t the top of the ontinE utionD if it is n ssignment tht is swpped in the modi(ed progrm then it stores this ssignment step δcD goes to stte S 1 (δc)D returns wait s predition Y otherwise if C is ny other ommndD it simply produes the input exeution step s predition nd stys in tte S 0 F sn tte S 1 (δc)D the orle tkes the next input step δc of P 1 nd returns the omposition of δc followed y δc s predition for P 2 F henD the orle goes to tte S 0 F hen the orle goes from tte S 0 to tte S 1 (δc) with wait preditionD it lso returns diretionlity onstrint to fore the susequent request to e done in the sme diretion @from P 1 to P 2 in our seAF yn the ontrryD when the orle goes from tte S 1 (δc) to tte S 0 or stys in tte S 0 D no diretionlity onstrints is imposedF Denition 7. The dierence language ∆ SwapAssign Imp is the tuple (∆, s, i, O) such that ∆ is the set of paths π where the assignment swapping occurs, the type for oracle states s is ρ × (S 0 + S 1 : δc), the initial states i is (♦[π], S 0 ) and O is an oracle that implements the informal description given above.

(ρ , δc) = (ρ , (δM, δκ ↔ )) if ρ = ♦[ ] • ρ (Ξ(δκ, ρ), (δM, δκ)) otherwise
Reparenthesized sequences he di'erene lnguge of sequenes reprenthesizing hrterizes progrms tht re equivlent up to the following equtionX

C 1 ; (C 2 ; C 3 ) = (C 1 ; C 2 ); C 3
his di'erene lnguge is similr to the lnguge of ssignment swppings in the sense tht the two ompred progrms re lolly desynhronized when the input exeution step is in the middle of the sequene to e reprenthesizedF his time thoughD the orle does not generte ommnds tht re lte in the modi(ed progrms ut modi(tions of the @modi(ed or soureA progrm ontinution to lign the two progrms ontinutionsF wore preiselyD in tte S 0 D the orle is onsuming pth π to reh the point where the eqution is to e ppliedF henD there re two possile sttes S 1 nd S 2 depending on the orienttion of the eqution pplitionF sn tte S 1 D if P 1 is the progrm with the ommnd of the shpe C 1 ; (C 2 ; C 3 ) nd if the request to the orle is to predit P 2 from P 1 D then the orle is given useq s input nd must returns two useq s predition to lift C 1 t the top of the ontinution in P 2 F sn tte S 2 D if P 1 is the progrm with the ommnd of the shpe (C 1 ; C 2 ); C 3 nd if the request to the orle is to predit P 2 from P 1 D then the orle is given (rst useq s inputF st nnot produe nything ut wait euse the next step of P 2 onsists in the exeution of C 1 F he orle lso forids the predition diretion to hnge so tht when the orle is given the seond useqD the ontinutions of P 1 nd P 2 re lignedF efterwrdsD the orle n ehves like the identityF Denition 8. The dierence language ∆ SeqAssoc Imp is the tuple (∆, s, i, O) such that ∆ is the set of paths π where a sequence is reparenthesized. the type of oracle states s is ρ × (S 0 + S 1 + S 2 ), the initial oracle state i is (♦[π], S 0 ) and O is an oracle that implements the informal description given above.

Abstract equivalence qiven two progrms with distint ommnds C 1 nd C 2 t pth π ut otherwise identilD if there exists proof Π tht the ommnds C 1 nd C 2 re funtionlly equivlentD then the di'erene lnguge of strt equivlenes hs di'erene whose interprettion witnesses this ftF es long s the pth π is not rehed y the orle in the redution hins of the two ompred progrmsD the orle ehves s the identityF hen the pth π is rehedD if n exeution step of P 1 is provided s inputD the orle strts onsuming ll the exeution steps orresponding to the ommnd C 1 of P 1 nd produes the predition wait nd the llowed diretion @so tht the orle is only lled in this diretion until the ommnd C 1 is entirely exeutedAF efter the exeution of C 1 D the hnge δc performed y the ommnd C 1 is known to the orle nd it n use it to produe predition for P 2 tht simply pops the ommnd C 2 from the top of P 2 9s ontinution nd pplies δc on the resulting on(gurtionF e prolem remins sine predition must provide n upper ound on the numer of steps needed to exeute δc on the predited progrmF row to ompute suh n upper oundc here re severl nswers to this questionF yne possiility is to ssume tht the proof of funtionl equivlene omes with onstrutive termintion proofs for the two ommnds C 1 nd C 2 F es we re in ype heoryD onrete ounds on the numer of exeution steps n e extrted from these proofsF etullyD there is nother possiilityX we n do without ny termintion proofs y only llowing preditions from P 2 to P 1 D so tht the ller is fored to exeute C 2 F sf the exeution of C 2 does not onvergeD then the orle will s predition nd goes k to stte S 0 (ρ)F he nturl numer m is n upper ound on the numer of steps needed for the onvergene of C 2 X we ssume tht it is provided y the proof ompnying the di'ereneF Denition 9. The dierence language ∆ AbstractEquiv Imp is the tuple (∆, s, i, O) such that ∆ is the set of pairs made of a path π, a proof of equivalences between the commands at this path and two proofs of termination for these commands. The type of oracle states s is dened as above. The initial oracle state i is S 0 (♦[π]) and O is an oracle that implements the informal description given above.

he type of the orle stte in ∆ AbstractEquivNoBound Imp is

s = S 0 : ρ + S 1 : d × N × ρ × δM + S 2 : d × N × ρ
sn ddition to the two sttes lredy present in the orles of ∆ AbstractEquiv Imp D the extr stte S 2 (d, m, ρ) is tivted when the orle wits for the onvergene of the exeution of C 2 F es long s the exeution of C 2 is not (nishedD the orle mintins the depth m of the prt of the ontinution ontining the remining ommnds of C 2 F hen m = 0D the ommnd C 2 hs onverged nd the orle goes k to stte S 0 (ρ) produing the sme predition s in ∆ AbstractEquiv Imp F Denition 10. The dierence language ∆ AbstractEquivNoBound Imp is the tuple (∆, s, i, O) such that ∆ is the set of pairs made of a path π and a proof of equivalences between the commands at this path. The type of oracle states s is dened as above. The initial oracle state i is S 0 (♦[π]) and O is an oracle that implements the informal description given above.

Characterized inequivalences

Crash avoidance e lrge lss of progrmming errors re indued y not reE speting preonditionsF ypillyD the following instrution z = x / y; ssumes tht y is not equl to zeroF sf the preeding instrutions do not stisfy this onditionD the progrm will rshF o solve tht lss of ugD the progrmmer n defensively introdue n ifEsttementX

if (not (y = 0)) { ... z = x / y; } else ...
whih void the ehvior of the originl progrm tht rshes in the thenE rnhF xotie tht the instrutions in the elseErnh my lso rsh ut in di'erent on(gurtionF he di'erene lnguge of rsh voidne hrterizes pir of progrms relted y suh ug (xF he orles of this lnguge ehves s the identity until the lotion of the ug (x is rehed y the evlutionF henD one the lotion is rehedD the ountdown eginsX the uggy progrm will rsh soonF wore preiselyD the di'erene omes with proof tht the rsh will hppen in less thn n steps for some nF sn this stteD if the orle is sked to predit the rshing progrm9s ehviorD it will predit delt of stuck with n upper ound of n stepsF sn this di'erene lngugeD the type of orle stte is

s = S 0 : ρ + S 1 : N + S 2
sn the stte S 0 (ρ)D the orle is witing for the point where the ug (x is ppliedF yne it hs reh this pointD the orle enters S 1 (n) derementing n eh time the ller provides n exeution step of the uggy progrm s inputF sn less thn n of suh input steps or preditions of exeution steps of the uggy progrmD the filure leds the orle to the (nl stte S 2 in whih only predition of stuck n e issuedF

Applicative dierence languages ome lnguges of di'erenes re inherently stti euse they pture soureEtoEsoure trnsformtionF Denition 20. A language of dierences is applicative if there exists a function A of type P × δ → P such that for any sound dierence δ between P 1 and P 2 , we have A(P 1 , δ) = P 2 .

Bijective dierence languages feuse of the diretionlity onstrints tht my e imposed y n orleD the existene of di'erene δ etween P 1 nd P 2 might not imply the existene of di'erene etween P 2 nd P 1 F Denition 21. A language of dierences is bijective if there exists a function

• -1 of type δ → δ such that for any sound dierence δ between P 1 and P 2 , δ -1 is a sound dierence between P 2 and P 1 .

About nondeterminism

he frmework of di'erentil opertionl semntis n proly e extended to hndle nondeterministi lngugesF oughly spekingD orles ould hve lived in the nondeterministi mondD iFeF y prediting ll possile exeution steps out of ll possile input steps omptile with ll possile on(gurtions rehle fter every vlid sequene of requestsF sn tht seD the interprettion of di'erene would not e single reltion etween the on(gurtions of the two redution hins of the ompred progrms ut insted set of reltions etween the on(gurtions tken in two sets of redution hins of the ompred progrmsF sn our opinionD the omintoril explosion indued in tht ontext would hve mde the mehnil proofs unfesile ndD wht is more importntD orles would hve een too di0ult to grsp y progrmmersF 6 Composition of dierences 6.1 Composition of oracles qiven sound di'erene δ 1 etween P 1 nd P 2 written in lnguge of difE ferenes ∆ 1 nd nother sound di'erene δ 2 etween P 2 nd P 3 written in poE tentilly distint lnguge of di'erenes ∆ 2 D how n sound di'erene δ ∈ ∆ etween P 1 nd P 3 e onstruted y using P 2 s n intermedite progrm nd δ s the omposition of δ 1 nd δ 2 c e de(ne the omposition of two di'erenes δ 1 nd δ 2 s n orle tht emeds the stte of the two underlying orles nd whose predition funtion lls one of the underlying orles9 predition funtionD nd then runs the other orles9 on eh step of the onretiztion of the resultD returning the lst predition long with the lrgest llowed diretion omptile with oth orlesF nfortuntelyD the forementionned predition funtion is not lwys de(nedF sndeedD if the (rst underlying orle predits rsh of P 2 D this predition nnot e onretized for use with the seond orleF purthermoreD sine the seond orle9s predition funtion is lled repetedly with the sme diretion on ll onretized steps of the (rst orle9s preditionD it my e unE de(ned s result of it imposing n inomptile diretionF e provide two su0ient onditions on orles to prevent those issues nd gurntee tht their ompositions re sound @etion TFPAF essume tht the orle of di'erene δ 1 is prtil funtion of type predict δc s 1 nd the orle of di'erene δ 2 is prtil funtion of type predict δc s 2 F prom these two typesD we n formlly onstrut the type predict δc (s 1 × s 2 )F sn other wordsD we n implement n orle tht mintins the sttes of the two orles O(δ 1 ) nd O(δ 2 ) sideEyEsideF xowD how would it relte the on(gurtions of P 1 nd

P 3 using O(δ 1 ) nd O(δ 2 )c
vet us ssume tht the omposition orle is used in the diretion F he omposition orle will pply the orle O(δ 1 ) on the input exeution step nd onretize its predition into sequene of input exeution steps for the seond orle O(δ 2 )X the omposition of the preditions mde y O(δ 2 ) gives the prediE tion of the omposition orleF sn the diretion D the roles of O(δ 1 ) nd O(δ 2 ) re exhngedF his wy of omposing di'erenes imposes n ovious restrition on the di'erenes tht n e omposedX the intermedite progrm P 2 nnot e stuk s result of predition from one of the two other progrmsF sndeedD no input step n e onretized from the predition stuck nd thusD request to the seond orle would not e possileF reneD the orle of suh omposition would end up stuk itselfF enyhowD this restrition mkes senseX it would e surprising if stuk progrm were n pproprite intermedite point to ompre two progrms tht run sfelyF nfortuntelyD this de(nition of omposition hs more serious prolemF hen the seond orle O(δ 2 ) is proessing the sequene of exeution steps oming from the predition of O(δ 1 )D wht would hppen if it fores to reverse the predition diretion for susequent requestsc sn tht situtionD the omposition orle ould produe its predition out of the preditions lredy produed y O(δ 2 ) ut wht should e done with the preditions of O(δ 1 ) untouhed y O(δ 2 )c he following digrm illustrtes this situtionX

P 1 c 11 c 12 P 2 c 21 c 22 P 2 c 21 c 21 c 22 P 3 c 31 c 31 ∼ ∼ ḋ ∼ a ∼
sn this digrm @nd the next onesAD if the llowed diretion for the next prediE tion is needed y the explntionsD it is written in the enter of the predition squreF he doule rrow represents the opertion of onretiztion of the preE dition mde y O(δ 1 ) strting t c 21 F @he doule rrow is tehnilly not etween the two sttes ut etween the two rrowsF etD suh nottion would omplite the digrmAF sn this exmpleD just fter its (rst ll with the exeE ution step from c 21 to c 21 D the orle O(δ 1 ) only llows the next requests to predit redution steps of P 2 from input steps of P 3 F hereforeD the trnsition a from c 21 to c 22 nnot e proessedF e nturl"utD s we will seeD unstisftory"nswer to this prolem onE sists in extending the stte of the omposition orle to rememer the unproE essed steps of the intermedite progrm nd to proess them in the susequent exeutions of the omposition orleF sndeedD if the omposition orle is lled in the other diretion @whih is in our exmpleA then the unproessed steps will oinide with the predited steps of O(δ 2 )F he unproessed steps stored in the internl stte of the omposition orle will e onsumed until new exeuE tion steps of P 2 re produed y O(δ 2 ) to resynhronize the redution of the intermedite progrm P 2 with the redutions of two externl progrms P 1 nd P 3 F huring tht resynhroniztionD the orle of the omposition will produe wait s long s there re unproessed steps remining in the internl stte of the ompositionF his sitution is depited y the following digrmX

P 1 c 11 c 12 P 2 c 21 c 22 P 2 c 21 c 21 c 22 P 3 c 31 c 31 c 32 ∼ ∼ ḋ ∼ a ∼ ∼
sn this digrmD the trnsition a orresponds extly to the predition mde y the seond orleF he (rst orle is not lled t ll euse no new exeution step hve een pplied to P 2 F husD no new predition is produed out P 1 whih fores the orle of the omposition to produe wait @depited using the dotted loop on c 12 AF sf the unproessed steps re stritly inluded in the onretiztion of the predition mde y the seond orleD then the extr exeution steps of P 2 re provided s input to the (rst orle to otin (nl predition for P 1 X

P 1 c 11 c 12 c 13 P 2 c 21 c 22 c 23 P 2 c 21 c 21 c 22 c 23 P 3 c 31 c 31 c 32 ∼ ∼ ∼ ḋ ∼ a ∼ ∼
xowD let us imgine thtD in the middle of the resynhroniztion proess deE sried oveD the (rst orle O(δ 1 ) fores the next predition to go the other wy roundF he seond orle O(δ 2 ) n refuse to e used in the diretion requested y O(δ 1 )F es onsequeneD in spite of the resynhroniztion mehnismD the orle of the omposition will e stuk gin3 

P 3 c 31 c 31 c 32 ∼ ∼ b ∼ a ∼ ∼
sn the sitution depited y this digrmD the two orles hoose to only llow diretions tht re opposite to eh otherF reneD when lled in oth diretionsD none of the two orles will ept the onretized preditions of the intermedite progrmX the omposition orle is stukF hereforeD even though O(δ 1 ) nd O(δ 2 ) re soundD n inomptiility eE tween their llowed diretions nnihiltes the soundness of their ompositionF 6.2 Preserving soundness through composition e hose to restrit ourselves to two properties of orles tht su0e to get the preservtion of the soundness y the ompositionF yur solution is not the (nl nswer to this prolem ut our restritions were vlid on the di'erene lnguges we onsidered nd trtle from the point of view of proof mehniztionF Cooperative oracles o void the se where the diretions llowed y the two omposed orles re oppositeD one restrition is to forid orles tht fore reversl of predition diretionF uh orles re lled oopertiveF One-step oracle ememer tht resynhroniztion hppens when the seond orle is stopped in the middle of the proessing of the predition onretiztion produed y the (rst orleF sf the length of this sequene ontins t most one stepD there is no middle to get stuk inF R e n S e q A s s o c S w a p A s s i g n S w a p B r a n c h A b s t r a c t E q u i v A b s E q N o B o u n d C r a s h F i x V a l u e C h a n g e A b s t r a c t I n e q u i v Decidable Checking synchronized composition tht is only de(ned on orles tht re oopertive or oneEstepF sn our goq developmentD we tully foused on this simpler form of omposition euse it ws dpted to lmost ll our di'erene lnguges nd it ws esier to prove properties out this ompositionF fesidesD from the progrmmer perspetiveD the synhronized omposition hs n esier interprettion thn the more generl omposition we proposed erlierF sndeedD in the se of the generl ompositionD euse of the internl stte of the omposed orleD the sttes of the omposed progrms n e ritrrily fr from the stte of the intermedite progrmF es onsequeneD the progrmmer must expliit the intermedite progrm to interpret wht the omposed orle doesX the progrmmer must onsider eh orle seprtely to understnd whih on(gurtions re orreltedF yn the ontrryD in the se of synhronized ompositionD the orreltion reltion etween the sttes of the omposed proE grms n e understood s omposition of the reltions of the orreltion reltion indued y the two orlesF hereforeD the progrmmer n diretly orE relte the sttes of the omposed progrms without thinking of the sttes of the intermedite progrmF he pigure S synthesizes the properties of our di'erene lnguges on Imp tht hve een proved in goq @ AD or tht re known to e unstis(ed @×AF 1 Soundness checking for those oracles is only decidable given underlying proofs 7 Semantic diff for Imp programs iven though utomtilly inferring progrm di'erenes given set of di'erene lnguges is oviously undeidle in generl @eFgF our strt equivlene lnE guge tht would require deiding progrm equivlenesAD there re ses where utomtilly omputing progrm di'erenes is hievleF sn prtiulrD it is trivil for tomi di'erenes expressed in most of the di'erene lnguges we presented in this pper @eFgF ∆ SeqAssoc Imp D F F F AF ine our frmework provides wy to ompose tomi hngesD it is possile to monitor hnges to odese in relEtime nd detet tomi di'erenes one fter the otherD provided the ode is indeed edited in n tomi fshionF his lst requirement isD howeverD lrgely unrelistiF hereforeD deomposE ing igger hnges into tomi di'erenes expressed in potentilly di'erent lnE guges is lso desirle opertionF nfortuntelyD the serh spe grows exE ponentilly with the numer of tomi hnges onsideredD nd n exhustive serh is not relistiF hile devising lgorithms to e0iently deompose igger hnges to tomi di'erenes is n entire line of reserh tht we hve rely touhedD we wrote proofEofEonept progrm tht tries to deompose hnges into omposition of Imp lnE gugesF his progrm mkes use of mny di'erent heuristis"minly sed on strutured syntti di'erenes W"to (nd sequenes of orles nd ssoited intermedite progrmsD nd is neither omplete nor prtiulrly e0ientF etullyD unlike the frmework itselfD this prototype is written in ygml nd is not proven soundF roweverD nd more importntlyD it uses lnguge de(nitions extrted from goq nd ny found deomposition is heked for soundness using vlidtor extrted from goqF hereforeD if n nswer is issued y the toolsD it n e trustedF 8 Related Work Quantitative vs qualitative comparison of behaviors fehviors of distint proE grms re mesured y mens of metri spes VD proilisti isimultions IPD depth of föhm treesD or proilisti tests IQF yur pproh is di'erent from these quntittive pprohes sine we re looking for qulittive omprisons of progrm ehviors s syntti di'erenesD etterEsuited to progrmmersF Semantic patches and refactoring tools goinelle9s semntis pthes S re soure ode trnsformtions spei(ed in lnguge lled SmPL nd designed to perform ollterl evolutions in system odeF es soure ode trnsformtionsD these pthes work t the syntti level ut they try to strt wy s mny detils s possile to ugment their ppliilityF o tht endD the proess tht mthes the soure ode with the pth tkes the progrm ontrolE)ow into ount thnks to temporl logi formulsF iven if we shre similr motivtionsD our pproh is more generl euse we n model di'erenes etween progrms tht nnot e expressed y stti soure ode trnsformtions s the orle n exploit the dynmi informtion stored in its internl stte to generte preditions tht re ontextEdependentF here hve een mny other ttempts to formlize pthes s found in onE trol version systems ITF roweverD s fr s we knowD none of them tkes the opertionl semntis of the progrmming lnguge into ountF he implementtion of reftoring tools is n tive reserh topi in softE wre engineeringF ixept for simple renming reftoring tool sed on gomE pgert UD none of these tools is mehnilly erti(ed nd unfortuntelyD none is exempt of ugs s shown y reent study PSF Dierential static analysis hi'erentil stti nlysis is n emergent topi in progrm veri(tion PTD PRF hi'erentil stti nlysers typilly ensure the preservtion of some properties through the evolution of softwre PQD PP or try to infer reltions etween two lose versions of the sme progrm IUD WD IVF sn this workD we do not fous on the prolems of inferring or heking difE ferenes etween progrms ut on more foundtionl spets tht will hopefully mke it possile to mehnize the proofs of di'erentil stti nlyzers in the future or to serve s lnguge for erti(tes produed y suh toolsF he line of work out Dierential Symbolic Execution IV is proly the pproh to omprison of progrm ehviors whih is the losest to ours sine these studE ies re looking for forml hrteriztions of progrm di'erenes generted y summriesEdireted symoli interpretersF hi exploits funtionl delts nd prtitionEe'ets deltsX from our perspetiveD these delts re di'erene writE ten in lowElevel di'erene lnguge expressed y exeution pths nd vrile mppingsF yther di'erene lnguges my help summrize the sme mount of informtion nd my lso turn lowElevel di'erenes into higherElevel onesF gonsiderX P1: if (x > 0) return 1; else if (x < 0) return -1; else return 0 P2: if (y > 0) return 1; else if (y <= 0) return -1; fy exploiting the renming x <-> yD hi ould identify more pths to produeX

x renamed into y, P1: (x == 0), RETURN=0, P2: (y == 0), RETURN=-1 9 Future work sn this pperD we introdued the theoretil frmework of di'erentil operE tionl semntis to give forml mening to @qulittiveA di'erenes etween progrmsF e term of di'erene lnguge is sound syntti nd delrtive representtion of di'erene of ehviors etween two progrms if its interE prettion y n orle produes reltion etween on(gurtions tht tully pper in the redution hins of the two progrmsF hi'erenes nd di'erene lnguges n e omposed whih mke it possile for omplex semnti di'erE enes to e expressed in terms of more tomi semnti di'erenesF yur (rst experiments in mehnizing this frmework in the goq proof ssistnt suggest tht it is n pproprite foundtionl frmework for erti(tionF he study of di'erentil opertionl semntis is t n erly stgeX we now list severl hllenges tht should in our opinion e tkled oth on the theoretil nd prtil sidesF Dierence languages over realistic programming languages yur experimenttion on the Imp progrmming lnguge ws simple enough for us to fous on the design of the theoretil frmeworkF es limed erlierD we onjeture tht our generl de(nitions will e dpted to more relisti lnguges like funtionl nd ojetEoriented lnguges s long s they re deterministiF yf ourseD new tehnil devies will e needed to design interesting di'erene lnguges nd their de(nitions will proly e t higher level of omplexity thn the ones for ImpF e re espeilly interested in designing di'erene lnguges for lnE guges equipped with ontrt ssertions euseD s lredy notied in existing work PQD SD PUD formlly pturing the semnti evolution of progrmming inE terfes @esA is key spet to uild useful tools for developpersF enother hlE lenge is to extend our frmework to del with non determinism while preserving n interprettion of orles tht remins understndle to progrmmersF Taxonomy of dierence languages he di'erene lnguges on Imp presented here were ment to illustrte key spets of the frmeworkF yne hllenge is to invent more sophistited di'erene lnguges nd to hve wy to lssify them in systemti wy so tht one n determine if di'erene lnguge is relly new or if it is susumed y n existing oneF Decision procedures and automatic analysis yur min prtil motivtion is to uild @preferly erti(edA tools to give qulittive ount on the impt of hnges on progrm implementtionsD interfes nd spei(tionsF o hieve suh golsD the hllenge is to design di'erene inferene lgorithms over lnE guges tht tully orrespond to the semnti pthes progrmmers hve in mind nd tht remins responsive in prtieF ehniques nd heuristis imE ported from di'erentil stti nlysis will ertinly e helpfulF Bibliography I ediD wFD vmportD vFD vmportD vFD ediD wFX he existene of re(neE ment mppingsF snX roeedings of the Qrd ennul ymposium on vogi in gomputer ieneF ppF ITS!IUS @tuly IWVVA P espertiD eFX he intensionl ontent of rie9s theoremF snX egw sqvex xotiesF volF RQD ppF IIQ!IIWF egw @PHHVA Q fentonD xFX imple reltionl orretness proofs for stti nlyses nd proE grm trnsformtions @revisedD long versionA @PHHSA R footD pFD pilliâtreD tFgFD wrhéD gFD welquiondD qFD skevihD eFX he hyQ pltform HFVI @wr PHIQAD tutoril nd eferene wnul S frunelD tFD holigezD hFD rnsenD FFD vwllD tFvFD wullerD qFX e foundtion for )owEsed progrm mthingX using temporl logi nd model hekingF snX em igpln xotiesF volF RREID ppF IIR!IPTF egw @PHHWA T giD FD qirrussoD FqFD endelD FD ystermnnD uFX e theory of hnges for higherEorder lngugesX snrementlizing ΛEluli y stti di'erentitionF snX roeedings of the QSth egw sqvex gonferene on rogrmming vnguge hesign nd smplementtionF ppF IRS!ISSF vhs 9IRD egwD xew orkD xD e @PHIRA U gohenD tFX e gorret eftoring ypertion to enme qlol riles in g rogrmsF eserh reportD vsxeEniversity of xntes @he PHISA V pernsD xFD nngdenD FD reupD hFX fisimultion metris for ontinuous mrkov deision proessesF sew tournl on gomputing RH@TAD ITTP!IUIR @PHIIA W qirkD FD wentréD hFD égisEqinsD FX e mehnilly heked genertion of orrelting progrms direted y strutured syntti di'erenesF snX snterntionl ymposium on eutomted ehnology for eri(tion nd enlysisF ppF TR!UWF pringer @PHISA IH qordonD eFhFD rnkinD FhFD vssenD FfFX gompiltion nd equivlene of impertive ojetsF snX snterntionl gonferene on poundtions of oftwre ehnology nd heoretil gomputer ieneF ppF UR!VUF pringer @IWWUA II rwlitzelD gFD uwguhiD wFD vhiriD FD eeloD rFX wutul summriesX nifying progrm omprison tehniquesF ehF repF @eugust PHIIA IP vrsenD uFqFD kouD eFX fisimultion through proilisti testing @preE liminry reportAF snX roeedings of the ITth egw sqvexEsqeg symposium on riniples of progrmming lngugesF ppF QRR!QSPF egw @IWVWA IQ wrdreD FD rimiD gFD ugliD FD ginD yFX wodel heking iologil systems desried using mient lulusF snX snterntionl gonferene on gomputtionl wethods in ystems fiologyF ppF VS!IHQF pringer @PHHRA IR wrtinEvefD FX sntuitionisti type theory @IWVRA IS wilnerD FFX e lulus of ommuniting systemsF veture notes in omE 
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 3 Fig. 3. Updating a continuation modier.Denition 6. The dierence language ∆ SwapBranches Imp is the tuple (∆, s, i, O) such that ∆ is the set of localized condition modications ρ, the type of oracle states s is ρ, the initial oracle state i is ♦[π] and the function O is dened as above. Example 1. he ∆ SwapBranches Imp orle ¬[1 • ] desries the di'erene etween the two following progrmsX 1

  produe n in(nite sequene of waitD whih testi(es tht nothing n e sid out how the (nl on(gurtions of the two progrms n e ompredF sn our goq developmentD we o'er the two possiilities s two distint di'the orle stte in ∆ AbstractEquiv Imp iss = S 0 : ρ + S 1 : d × N × ρ × δMsn the stte S 0 (ρ)D the orle onsumes the input steps until it rehes C 1 nd C 2 D then it enters stte S 1 (d, n, ρ, ) where d is the diretion of the request tht rehed the modi(tion pointD n is the depth of the ontinution representing the exeution of C 1 D ρ is the remining ontinution modi(ers nd is the empty on(gurtion hngeF yne in the stte S 1 (d, n, ρ, δM )D the orle fores the diE retion d for further requests until it hs n = 0D tht is to sy until the ommnd C 1 is entirely exeutedF huring these silent preditionsD the orle umultes the memory hnges in δM F hen n = 0D the orle produes (m, (pop, δM ))

  puter sieneD pringerEerlgD ferlinD xew ork @IWVHA IT wimrmD FD hi qiustoD gFX e tegoril theory of pthesF iletroni xotes in heoretil gomputer iene PWVD PVQ!QHU @PHIQA IU rtushD xFD hvD iFX estrt semnti di'erening vi speultive orE reltionF snX egw sqvex xotiesF volF RWEIHD ppF VII!VPVF egw @PHIRA IV ersonD FD hwyerD wFfFD ilumD FD § s § renuD gFFX hi'erentil symoli exeutionF snX roeedings of the ITth egw sqyp snterntionl ymE posium on poundtions of softwre engineeringF ppF PPT!PQUF egw @PHHVA IW ittsD eFwFX ypertionllyEsed theories of progrm equivleneF emnE tis nd vogis of gomputtion IR @IWWUA PH lotkinD qFhFX e struturl pproh to opertionl semntis @IWVIA PI mosD hFeFD inglerD hFFX rtilD lowEe'ort equivlene veri(tion of rel odeF snX roeedings of the PQrd snterntionl gonferene on gomputer eided eri(tionF ppF TTW!TVSF ge9IID pringerEerlgD ferlinD reidelE erg @PHIIA PP huvendu vhiriD uenneth wwillnD gFrFX hi'erentil ssertion hekingF egw @eugust PHIQA PQ huvendu vhiriD ghris rwlitzelD wFuFFrFFX ymdi'X e lngugeE gnosti semnti di' tool for impertive progrmsF pringer @tuly PHIPA PR huvendu vhiriD upil swniD FrFX hi'erentil stti nlysisX ypportuE nitiesD pplitionsD nd hllengesF essoition for gomputing whineryD snF @xovemer PHIHA PS oresD qFD qheyiD FD wssoniD FX eutomted ehviorl testing of refE toring enginesF siii rnstions on oftwre ingineering QW@PAD IRU!ITP @PHIQA PT trihmnD yFD qodlinD fFX egression veri(tionE prtil wy to verify progrmsF snX orking gonferene on eri(ed oftwreX heoriesD oolsD nd ixperimentsF ppF RWT!SHIF pringer @PHHSA PU iD tFD iD hFD nD FrFD oyhoudhuryD eFX ixpressing nd heking inE tended hnges vi softwre hnge ontrtsF snX roeedings of the PHIQ snterntionl ymposium on oftwre esting nd enlysisF ppF Iskip;κ) = (M, κ) step(M, x = e; κ) = (M [x := n], κ) where M e ⇓ n step(M, (C 1 ; C 2 ); κ) = (M, C 1 ; (C 2 ; κ)) step(M, if (b) C 1 else C 2 ; κ) = (M, C 1 ; κ)where M b ⇓ true step(M, if (b) C 1 else C 2 ; κ) = (M, C 2 ; κ)where M b ⇓ false step(M, while (b) C; κ) = (M, C; while (b) C; κ) where M b ⇓ true step(M, while (b) C; κ) = (M, κ) where M b ⇓ false

  Denition 22. An oracle O(δ) is oopertive if for all input direction d, the direction ḋ allowed by the oracle for the next prediction is compatible with d, i.e. if O(δ)(s, d, δc) = (s , ḋ, p) then d Theorem 1. If (i) δ 1 is sound for P 1 and P 2 , (ii) δ 2 is sound for P 2 and P 3 ; and (iii) O(δ 1 ) and O(δ 2 ) are cooperative and (iv) P 2 never gets stuck, then their composition O(δ 1 ) • O(δ 2 ) is sound and cooperative.

	ḋ.

  Fig. 5. Properties of dierence languages on Imp. Denition 23. An oracle O(δ) is a oneEstep orle if the concretization of its predictions consists in at most one reduction step.eny omposition with oneEstep orle preserves produtivityF Theorem 2. If (i) δ 1 is sound for P 1 and P 2 , (ii) δ 2 is sound for P 2 and P 3 ; (iii) O(δ 1 ) is one-step and always bidirectional; and (iv) P 2 never gets stuck, then their compositions O(δ 1 ) • O(δ 2 ) and O(δ 2 ) • O(δ 1 ) are sound.

	Applicative Cooperative One-step & Bidirectional × ×	1 ×	1 × ×	1 ×	1 ×
	6.3 Synchronized composition				
	he two onditions desried in the previous setions remove the need for n
	internl stte tht rememers unproessed exeution steps of the intermedite
	progrmF st is therefore possile to de(ne restrited form of omposition lled
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Denition 11. The dierence language ∆ CrashFix Imp is the tuple (∆, s, i, O) such that ∆ is the set of triples made of a path π, a tuple (b, C) to describe the if statement implementing a x, and a proof of that one of the programs will be stuck at most n steps after reaching path π if the condition b is not met. The type of oracle states s is dened as above. The initial oracle state i is S 0 (♦[π]) and O is an oracle that implements the informal description given above.

Example 2. he ∆ CrashFix Imp orle (1 • , (y = 1, y = 0; sum = 42), H) where H is proof of rsh within R stepsD desries the di'erene etween the two following progrmsX 1 x = x + 2; Distinct output values he previous di'erene lnguge of rsh voidne hrE terizes some form of temporl di'erene etween two progrmsX efore the rshD the two progrms ehve similrlyY fter the rshD only one progrm n e reduedF st is lso possile to hrterize pirs of progrms tht hve redution hins of sme length ut holding di'erent on(gurtionsF sndeedD onsider two proE grms with the sme ontrolE)ow ut di'erent ssignmentsX these two progrms will ompute distint output vlues ut in somewht the sme wyF he di'erene lnguge of distint output vlues ssume tht vriles re split into two di'erent tegoriesX the input vriles nd the output vrilesF he input vriles in)uene the ontrolE)ow wheres the output vriles do notF wo progrms re relted y this di'erene lnguge if they shre the sme lssi(tions of their vriles nd the sme oolen expressions on ifE sttements nd whileEsttementsF es sid erlierD the ssignments of the output vriles n e di'erent in eh progrm @provided tht two ssignments t the sme pth either get stuk together or exeutes without errorAF wore preiselyD di'erene in this lnguge is pir formed y pth to n ssignment tht di'ers in the two progrms nd list of vrilesD nmely the output vrilesD tht re impted y this hngeF yne the orle hs rehed the pth where the ssignment modi(tion ours the orle mintins two stores in prllelD one for eh progrmF qiven n input exeution step δc whih is not n ssignmentD the orle ehves s the identityF ytherwiseD it exeutes the two distint ssignments seprtely in their dedited storeF sn this di'erene lngugeD the type of orle stte is

sn the stte S 0 (ρ)D the orle is witing for the point where the two progrms di'erF yne thereD it moves to the stte S 1 (M, M ) nd it ssigns output vriles in the two distint stores depending on the onsidered progrmF Denition 12. The dierence language ∆ ValueChange Imp is the tuple (∆, s, i, O) such that ∆ is the set of pairs made of a path π and a list of output variables. The type of oracle states s is dened as above. The initial oracle state i is S 0 (♦[π]) and O is an oracle that implements the informal description given above. Abstract inequivalence wuh like with ∆ AbstractEquiv Imp D it is possile to strt from the smllEstep semntis presenttion to reson out two semntilly di'erent ommnds C 1 nd C 2 of two otherwise identil progrmsF he di'erE ene lnguge of strt inequivlenes desries suh hngesD given proven ijetion translate etween the stores resulting from n exeution of C 1 nd C 2 F tust like ∆ AbstractEquiv Imp D the orle ehves s the identity s long s the pth π is not rehedF hen the pth π is rehedD if n exeution step of P 1 is provided s inputD the orle strts onsuming ll the exeution steps orresponding to the ommnd C 1 of P 1 nd produes the predition wait nd the llowed diretion F hen C 1 hs een ompletely exeutedD the orle uses the given ijetion to ompute the result of exeuting C 2 D nd produe predition for P 2 tht simply pops the ommnd C 2 nd pplies the omputed hnges on storesF efter thisD the orle does not know how to relte the progrms furtherD nd will simply return waitF he type of the orle stte in ∆ AbstractInequiv Imp is

sn the stte S 0 (ρ)D the orle onsumes the input steps until it rehes C 1 nd C 2 D then it enters stte S 1 (d, n, ρ, ) where d is the diretion of the request tht rehed the modi(tion pointD n is the depth of the ontinution representing the exeution of C 1 D ρ is the remining ontinution modi(ers nd is the empty on(gurtion hngeF yne in the stte S 1 (d, n, ρ, δM )D the orle fores the diretion d for further requests until it hs n = 0D tht is to sy until the ommnd C 1 is entirely exeutedF huring these silent preditionsD the orle umultes the memory hnges in δM F hen n = 0D the orle produes (m, (pop, δM )) s preditionD where δM is hnge on stores suh tht M ⊕ δM = translate(M ⊕ δM )D nd the nturl numer m is n upper ound on the numer of steps needed for the onvergene of C 2 X we ssume tht it is provided y the proof ompgnying the di'ereneF he orle then swithes to stte S 2 in whih it returns wait no mtter the inputF Denition 13. The dierence language ∆ AbstractInequiv Imp is the tuple (∆, s, i, O) such that ∆ is the set of pairs made of a path π, a proven bijection between the stores resulting from execution of the commands at this path, and proofs of termination for these commands. The type of oracle states s is dened as above. The initial oracle state i is S 0 (♦[π]) and O is an oracle that implements the informal description given above.

Example 4. he di'erene etween the following two progrms n e desried y n orle of ∆ AbstractInequiv Imp relting the suEprogrms t pth 1 Congurations correlated by an oracle es oined in the introdutionD the eE hvior of n orle is hrterized y ll the possile sequenes of direted preditions it n performF ih predition is either performed from known on(gurtion c 1 of P 1 to on(gurtion c 2 of P 2 or from known on(gurE tion c 2 of P 2 to on(gurtion c 1 of P 1 F fesidesD s we hve seen erlierD t some pointD the orle my fore spei( diretion for the next preditionF he pirs of on(gurtions relted y the orle through its @potentilly non termintingA intertion with the ller re lled the on(gurtions orrelted y the orleF he set of these reltions is the informtive ontent of eh orleF wore formllyD we sy tht he two on(gurtions c 1 of P 1 nd c 2 of P 2 re orrelted y the orle of δ nd for the next preditionD the llowed diretions re ḋ nd the orle stte is s 2 if the judgment c 1 ∼ δ c 2 ⇓ (s 2 , ḋ) n e derivted from the rules of pigure RF he rule C-Start sserts tht ny sequene of orrelted on(gurtions strts with two initil on(gurtions nd with n orle whose stte is lso iniE tilF he rule C-StepFromLeft sttes tht from two on(gurtions c 1 nd c 2 whose orreltion hs een estlished y n orle ending t stte s 2 nd llowE ing ḋ1 F sf ḋ1 is omptile with then the orle n e lled in tht diretion with the stte s 2 nd with the input step δc 1 of P 1 to predit n redution steps of P 2 represented y δc 2 F st su0es to pply the two on(gurtion hnges to get the next orrelted sttesF fesidesD in ddition to the preditionD the orle hs returned the new stte s 3 s well s the llowed diretion ḋ2 for the next preE ditionF he rule C-StepFromRight is similr to the rule C-StepFromLeft exept tht the predition diretion is nd hene the roles of δc 1 nd δc 2 re exE hngedF he rules C-StopRight nd C-StopLeft ount for the se where the predition hs mde no progress on the redution hins trgeted y the request to the orleF his n hppen if the orle needs more input steps to mke deision out the predition or euse the redution hins is endedD either euse the progrm hs onverged or euse it is stukF Validation of predictions e predition of the form wait is lwys vlidF yn the ontrryD the other forms of preditions must lwys orrespond to tul future on(gurtions to e vlidF Denition 14 (Valid predictions of execution). A prediction ( ḋ, s, (n, δc)) is valid for a conguration c if the natural number n is greater or equal to the strictly positive number of reduction steps needed to reach the conguration c⊕δc from c.

Denition 15 (Valid predictions of failure). A prediction ( ḋ, s, (n, stuck)) is valid for a conguration c if the natural number n is greater than the strictly positive number of reduction steps needed to reach a stuck conguration from c. e vlid predition for on(gurtion c n e onretized s n tul hin of redutions strting from c using the following onretiztion funtionX xotie tht this de(nition prevents O(δ) to e unde(ned on the sttes nd on(gurtions rehle from pir of orrelted sttesF Denition 17. A dierence language is sound (resp. canonically sound) if for all dierence δ there exists a (resp. unique) pair of programs P 1 and P 2 such that δ is sound for P 1 and P 2 .

Decidability properties e lnguge of di'erenes n a priori hrterize ny pointwise reltion etween the on(gurtions of ny pirs of redution hinsF his high expressivity my jeoprdize the prtiility of the pprohF e re therefore interested in lsses of di'erene lnguges with deidility resultsF Denition 18. A language of dierences has a deidle heking prolem if there exists an algorithm that decides for any triple (δ, P 1 , P 2 ) if δ is a sound dierence between P 1 and P 2 . Denition 19. A language of dierences has a deidle inferene prolem if there exists a sound and complete algorithm that computes for any pair of programs (P 1 , P 2 ) a sound dierence δ between P 1 and P 2 if such a dierence exists in that language.