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Example: a 2-term polynomial times a 3-term one

We want to compute

C (X ) = (a 1 • X + a 0 ) × (b 2 • X 2 + b 1 • X + b 0 ) = a 1 b 2 • X 3 + (a 1 b 1 + a 0 b 2 ) • X 2 + (a 0 b 1 + a 1 b 0 ) • X + a 0 b 0
Only 5 products required instead of 6

• use Karatsuba's trick

C (X ) = a 1 b 2 •X 3 +(a 1 b 1 +a 0 b 2 )•X 2 +((a 0 + a 1 )(b 0 + b 1 ) -a 1 b 1 -a 0 b 0 )•X +a 0 b 0 • compute the products g 0 = a 0 • b 0 , g 1 = a 0 • b 2 , g 2 = a 1 • b 1 , g 3 = a 1 • b 2
, and g 4 = (a 0 + a 1 ) • (b 0 + b 1 ).

• reconstruct the result

C (X ) = g 3 • X 3 + (g 1 + g 2 ) • X 2 + (g 4 -g 2 -g 0 ) • X + g 0

General form of a multiplication formula

We want to compute, over a given field K (or any K -algebra K),

(a n-1 • X n-1 + • • • + a 0 ) × (b m-1 • X m-1 + • • • + b 0 ) = c n+m-2 • X n+m-2 + • • • + c 0
All formulae for multiplication can be expressed as:

• compute some linear combinations of the a i 's

a j = α i,j • a i • compute some linear combinations of the b i 's b j = β i,j • b i
• perform some products

g j = a j • b j
• reconstruct the result by linear combinations of the products

c k = γ j,k • g j
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(a n-1 • X n-1 + • • • + a 0 ) × (b m-1 • X m-1 + • • • + b 0 ) = c n+m-2 • X n+m-2 + • • • + c 0
All formulae for multiplication can be expressed as:

• compute some linear combinations of the a i 's a j = α i,j • a i , with α i,j ∈ K

• compute some linear combinations of the b i 's b j = β i,j • b i , with β i,j ∈ K

• perform some products g j = a j • b j , with a j , b j ∈ K

• reconstruct the result by linear combinations of the products

c k = γ j,k • g j , with γ j,k ∈ K

General form of a multiplication formula

We want to compute, over a given field K (or any K -algebra K),

(a n-1 • X n-1 + • • • + a 0 ) × (b m-1 • X m-1 + • • • + b 0 ) = c n+m-2 • X n+m-2 + • • • + c 0
All formulae for multiplication can be expressed as:

• compute some linear combinations of the a i 's a j = α i,j • a i , with α i,j ∈ K

• compute some linear combinations of the b i 's b j = β i,j • b i , with β i,j ∈ K

• perform some products g j = a j • b j , with a j , b j ∈ K

• reconstruct the result by linear combinations of the products c k = γ j,k • g j , with γ j,k ∈ K This is also valid for any bilinear map F :

K n × K m -→ K ((a 0 , . . . , a n-1 ) , (b 0 , . . . , b m-1 )) -→ (c 0 , . . . , c -1 ) Formulae for polynomial multiplication Enumerating formulae Further improvements and heuristics Some results
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V = Span V, with basis V = {a i b j } 0≤i<n, 0≤j<m ,
where the a i b j 's are seen as formal elements
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Formal framework

F : K n × K m → K
Represent the products and the coefficients of the result as elements of the nm-dimensional K -vector space

V = Span V, with basis V = {a i b j } 0≤i<n, 0≤j<m ,
where the a i b j 's are seen as formal elements

Targets: the coefficients of the result form a set

T = {c i } 0≤i< ⊂ V
Generators: the set G ⊂ V of the potential products to use in a formula We only consider products modulo a nonzero scalar factor

G = {( α i a i ) • ( β j b j ) | ∀i, α i ∈ K and ∀j, β j ∈ K } \ {0} / ∼
where g ∼ g when ∃λ ∈ K , λ = 0 such that g = λg

Example (cont'd)

Consider the previous example: 2 × 3-term polynomial product in F 2 [X ]
V is a 6-dimensional vector space with basis

V = {a 0 b 0 , a 0 b 1 , a 0 b 2 , a 1 b 0 , a 1 b 1 , a 1 b 2 }
The set of targets is

T = {a 1 b 2 , a 1 b 1 + a 0 b 2 , a 0 b 1 + a 1 b 0 , a 0 b 0 }
The set of generators contains 21 products:

G = { a 0 • b 0 , a 1 • b 0 , (a 0 + a 1 ) • b 0 , a 0 • b 1 , a 1 • b 1 , (a 0 + a 1 ) • b 1 , a 0 • (b 0 + b 1 ), a 1 • (b 0 + b 1 ), (a 0 + a 1 ) • (b 0 + b 1 ), a 0 • b 2 , a 1 • b 2 , (a 0 + a 1 ) • b 2 , a 0 • (b 0 + b 2 ), a 1 • (b 0 + b 2 ), (a 0 + a 1 ) • (b 0 + b 2 ), a 0 • (b 1 + b 2 ), a 1 • (b 1 + b 2 ), (a 0 + a 1 ) • (b 1 + b 2 ), a 0 • (b 0 + b 1 + b 2 ), a 1 • (b 0 + b 1 + b 2 ), (a 0 + a 1 ) • (b 0 + b 1 + b 2 ) }

Naive algorithm

Goal: find the optimal formulae (i.e., with a minimum number of products) • enumerate the subsets W ⊂ G of exactly k products which yield a valid formula • starting with k = rk(T ), increase k until a solution is found
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Naive algorithm

Goal: find the optimal formulae (i.e., with a minimum number of products) • enumerate the subsets W ⊂ G of exactly k products which yield a valid formula • starting with k = rk(T ), increase k until a solution is found Look for W such that • W is a set of k generators:

W ⊂ G and #W = k
• W linearly generates the coefficients of the results:

T ⊂ Span W Naive approach: • enumerate the #G k subsets W of size k
• for each subset, test whether it generates T or not G has to be finite:

• look for formulae over finite fields: K = F q (typically, q = 2, 3, 4)

• restrict to a finite subset of the generators G (but search not exhaustive) Drawback: Distinct subsets may span the same subspace Improved algorithm: subspaces instead of subsets Look instead for subspaces W of V such that • W can be generated by products only: Span (W ∩ G) = W • only k products are required: dim W = k • W contains the target space spanned by the target vectors: T = Span T ⊂ W Algorithm:

1: procedure expand subspace(W ) 2: if dim W = k and T ⊂ W then 3: W is a solution 4: else if dim W < k then 5:
for each g ∈ G \ W do 

1: procedure expand subspace(W ) 2: if dim W = k and T ⊂ W then 3: W is a solution 4: else if dim W < k then 5:
for each g ∈ G \ W do 6:

expand subspace(W ⊕ Span(g )) 7: end procedure 8: expand subspace({0})

Several formulae can correspond to a single solution subspace W

• each basis of W comprising only elements of G gives a k-product formula

Improved algorithm: incomplete basis

We already know part of W !

• target space T is a subspace of every solution space W • find each W by constructing W ⊂ G such that W = T ⊕ Span W Modified algorithm:

1: procedure expand subspace(W ) 2: if dim W = k and T ⊂ W then 3: W is a solution 4: else if dim W < k then 5:
for each g ∈ G \ W do 6:

expand subspace(W ⊕ Span(g )) 7: end procedure 8: expand subspace({0})

Improved algorithm: incomplete basis

We already know part of W !

• target space T is a subspace of every solution space W • find each W by constructing W ⊂ G such that W = T ⊕ Span W Modified algorithm:

1: procedure expand subspace(W ) 2: if dim W = k and T ⊂ W then 3: W is a solution 4: else if dim W < k then 5: for each g ∈ G \ W do 6:
expand subspace(W ⊕ Span(g )) 7: end procedure 8: expand subspace(T )

Improved algorithm: incomplete basis

We already know part of W !

• target space T is a subspace of every solution space W • find each W by constructing W ⊂ G such that W = T ⊕ Span W Modified algorithm:

1: procedure expand subspace(W ) 2: if dim W = k and T ⊂ W then 3: W is a solution 4: else if dim W < k then 5: for each g ∈ G \ W do 6:
expand subspace(W ⊕ Span(g )) 7: end procedure 8: expand subspace(T )

Improved algorithm: incomplete basis

We already know part of W !

• target space T is a subspace of every solution space W • find each W by constructing W ⊂ G such that W = T ⊕ Span W Modified algorithm:

1: procedure expand subspace(W ) 2: if dim W = k and rk(W ∩ G) = k then 3: W is a solution 4: else if dim W < k then 5: for each g ∈ G \ W do 6:
expand subspace(W ⊕ Span(g )) 7: end procedure 8: expand subspace(T )

Improved algorithm: incomplete basis

We already know part of W !

• target space T is a subspace of every solution space W • find each W by constructing W ⊂ G such that W = T ⊕ Span W Modified algorithm:

1: procedure expand subspace(W ) 2: if dim W = k and rk(W ∩ G) = k then 3: W is a solution 4: else if dim W < k then 5: for each g ∈ G \ W do 6:
expand subspace(W ⊕ Span(g )) 7: end procedure 8: expand subspace(T )

Complexity now depends on #G k-rk T Targets: T = {a 1 b 2 , a 1 b 1 + a 0 b 2 , a 0 b 1 + a 1 b 0 , a 0 b 0 } • at least rk(T ) = 4 products required Attempt with k = 4: • W = T • T ∩ G = { a 0 • b 0 , a 1 • b 2 , (a 0 + a 1 ) • (b 0 + b 1 + b 2 ) } Targets: T = {a 1 b 2 , a 1 b 1 + a 0 b 2 , a 0 b 1 + a 1 b 0 , a 0 b 0 } • at least rk(T ) = 4 products required Attempt with k = 4: • W = T • T ∩ G = { a 0 • b 0 , a 1 • b 2 , (a 0 + a 1 ) • (b 0 + b 1 + b 2 ) } • rk(T ∩ G) = 3 < k • no solutions with k = 4 products only Example (cont'd) 2 × 3-term polynomial product in F 2 [X ] Targets: T = {a 1 b 2 , a 1 b 1 + a 0 b 2 , a 0 b 1 + a 1 b 0 , a 0 b 0 } • at least rk(T ) = 4 products required Attempt with k = 4: • W = T • T ∩ G = { a 0 • b 0 , a 1 • b 2 , (a 0 + a 1 ) • (b 0 + b 1 + b 2 ) } • rk(T ∩ G) = 3 < k • no solutions with k = 4

products only

Attempt with k = 5:

• Try with W = T ⊕ Span {a 0 b 1 } • W ∩ G = { a 0 • b 0 , a 1 • b 0 , (a 0 + a 1 ) • b 0 , a 0 • b 1 , a 1 • b 2 , (a 0 + a 1 ) • (b 1 + b 2 ), a 0 • (b 0 + b 1 ), a 1 • (b 0 + b 2 ), (a 0 + a 1 ) • (b 0 + b 1 + b 2 ) } Example (cont'd) 2 × 3-term polynomial product in F 2 [X ] Targets: T = {a 1 b 2 , a 1 b 1 + a 0 b 2 , a 0 b 1 + a 1 b 0 , a 0 b 0 } • at least rk(T ) = 4 products required Attempt with k = 4: • W = T • T ∩ G = { a 0 • b 0 , a 1 • b 2 , (a 0 + a 1 ) • (b 0 + b 1 + b 2 ) } • rk(T ∩ G) = 3 < k • no solutions with k = 4
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• Try with W = T ⊕ Span {a 0 b 1 } • W ∩ G = { a 0 • b 0 , a 1 • b 0 , (a 0 + a 1 ) • b 0 , a 0 • b 1 , a 1 • b 2 , (a 0 + a 1 ) • (b 1 + b 2 ), a 0 • (b 0 + b 1 ), a 1 • (b 0 + b 2 ), (a 0 + a 1 ) • (b 0 + b 1 + b 2 ) } • rk (W ∩ G) = 5 = k, W is a solution! Example (cont'd) 2 × 3-term polynomial product in F 2 [X ] Targets: T = {a 1 b 2 , a 1 b 1 + a 0 b 2 , a 0 b 1 + a 1 b 0 , a 0 b 0 } • at least rk(T ) = 4 products required Attempt with k = 4: • W = T • T ∩ G = { a 0 • b 0 , a 1 • b 2 , (a 0 + a 1 ) • (b 0 + b 1 + b 2 ) } • rk(T ∩ G) = 3 < k • no solutions with k = 4

products only

Attempt with k = 5:

• Try with W = T ⊕ Span {a 0 b 1 } • W ∩ G = { a 0 • b 0 , a 1 • b 0 , (a 0 + a 1 ) • b 0 , a 0 • b 1 , a 1 • b 2 , (a 0 + a 1 ) • (b 1 + b 2 ), a 0 • (b 0 + b 1 ), a 1 • (b 0 + b 2 ), (a 0 + a 1 ) • (b 0 + b 1 + b 2 ) } • rk (W ∩ G) = 5 = k, W is a solution! • {a 0 b 0 , a 1 b 0 , a 0 b 1 , a 1 b 2 , (a 0 + a 1 )(b 1 + b 2 )} is a basis of W , and gives a formula Example (cont'd) 2 × 3-term polynomial product in F 2 [X ] Targets: T = {a 1 b 2 , a 1 b 1 + a 0 b 2 , a 0 b 1 + a 1 b 0 , a 0 b 0 } • at least rk(T ) = 4 products required Attempt with k = 4: • W = T • T ∩ G = { a 0 • b 0 , a 1 • b 2 , (a 0 + a 1 ) • (b 0 + b 1 + b 2 ) } • rk(T ∩ G) = 3 < k • no solutions with k = 4

products only

Attempt with k = 5:

• Try with W = T ⊕ Span {a 0 b 1 } • W ∩ G = { a 0 • b 0 , a 1 • b 0 , (a 0 + a 1 ) • b 0 , a 0 • b 1 , a 1 • b 2 , (a 0 + a 1 ) • (b 1 + b 2 ), a 0 • (b 0 + b 1 ), a 1 • (b 0 + b 2 ), (a 0 + a 1 ) • (b 0 + b 1 + b 2 ) } • rk (W ∩ G) = 5 = k, W is a solution! • {a 0 b 0 , a 1 b 0 , a 0 b 1 , a 1 b 2 , (a 0 + a 1 )(b 1 + b 2 )
} is a basis of W , and gives a formula • there are 3 such solution spaces which yield a total of 162 formulae

A generic algorithm

This algorithm will find all formulae with a prescribed number of products k • as long as we consider all the potential products in G • can be used to prove lower bounds on the number of required products This algorithm works for every bilinear maps:

• short products, middle products, cross products • multiplication in complexes, quaternions, field extensions, matrices • multiplication of sparse polynomials and matrices • etc.

A generic algorithm

This algorithm will find all formulae with a prescribed number of products k • as long as we consider all the potential products in G • can be used to prove lower bounds on the number of required products This algorithm works for every bilinear maps:

• short products, middle products, cross products • multiplication in complexes, quaternions, field extensions, matrices • multiplication of sparse polynomials and matrices • etc. Also works for maps where the coefficients are quadratic forms • simply requires extending the definition of G:

G = {( α i a i ) • ( α i a i ) | (α 0 , . . . , α n-1 ) lex (α 0 , . . . , α n-1 )} \ {0} / ∼

A generic algorithm

This algorithm will find all formulae with a prescribed number of products k • as long as we consider all the potential products in G • can be used to prove lower bounds on the number of required products This algorithm works for every bilinear maps:

• short products, middle products, cross products • multiplication in complexes, quaternions, field extensions, matrices • multiplication of sparse polynomials and matrices • etc. Also works for maps where the coefficients are quadratic forms • simply requires extending the definition of G:

G = {( α i a i ) • ( α i a i ) | (α 0 , . . . , α n-1 ) lex (α 0 , . . . , α n-1 )} \ {0} / ∼ • example: squaring of a 2-term polynomial in F 3 [X ] G = { a 0 • a 0 , a 0 • a 1 , a 1 • (a 0 + a 1 ), a 0 • (a 0 + a 1 ), a 1 • (a 0 + a 1 ), (a 0 + a 1 ) • (a 0 + a 1 ), a 0 • (a 0 -a 1 ), a 1 • (a 0 -a 1 ), (a 0 + a 1 ) • (a 0 -a 1 ) (a 0 -a 1 ) • (a 0 -a 1 ) }

Symmetric bilinear maps

We consider only symmetric bilinear maps • same number of a i 's and b j 's:

F : K n × K n → K • symmetry: F (a, b) = F (b, a)
• for instance, multiplication of two n-term polynomials Heuristic: consider only products with same linear combination for the a i 's and b i 's

G sym = {( α i a i ) • ( α i b i ) | ∀i, α i ∈ K } \ {0} / ∼
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reduce the number of generators: #G sym = √ #G formulae involving asymmetric products will not be found

Symmetric bilinear maps

We consider only symmetric bilinear maps • same number of a i 's and b j 's:

F : K n × K n → K • symmetry: F (a, b) = F (b, a)
• for instance, multiplication of two n-term polynomials Heuristic: consider only products with same linear combination for the a i 's and b i 's

G sym = {( α i a i ) • ( α i b i ) | ∀i, α i ∈ K } \ {0} / ∼
reduce the number of generators: #G sym = √ #G formulae involving asymmetric products will not be found

Example: 2 × 2-term polynomial product in F 3 [X ] G = { a 0 • b 0 , a 1 • b 0 , (a 0 + a 1 ) • b 0 , (a 0 -a 1 ) • b 0 , a 0 • b 1 , a 1 • b 1 , (a 0 + a 1 ) • b 1 , (a 0 -a 1 ) • b 1 , a 0 • (b 0 + b 1 ), a 1 • (b 0 + b 1 ), (a 0 + a 1 ) • (b 0 + b 1 ), (a 0 -a 1 ) • (b 0 + b 1 ), a 0 • (b 0 -b 1 ), a 1 • (b 0 -b 1 ), (a 0 + a 1 ) • (b 0 -b 1 ), (a 0 -a 1 ) • (b 0 -b 1 ) }

Symmetric bilinear maps

We consider only symmetric bilinear maps • same number of a i 's and b j 's:

F : K n × K n → K • symmetry: F (a, b) = F (b, a)
• for instance, multiplication of two n-term polynomials Heuristic: consider only products with same linear combination for the a i 's and b i 's

G sym = {( α i a i ) • ( α i b i ) | ∀i, α i ∈ K } \ {0} / ∼
reduce the number of generators: #G sym = √ #G formulae involving asymmetric products will not be found

Example: 2 × 2-term polynomial product in F 3 [X ] G sym = { a 0 • b 0 , a 1 • b 0 , (a 0 + a 1 ) • b 0 , (a 0 -a 1 ) • b 0 , a 0 • b 1 , a 1 • b 1 , (a 0 + a 1 ) • b 1 , (a 0 -a 1 ) • b 1 , a 0 • (b 0 + b 1 ), a 1 • (b 0 + b 1 ), (a 0 + a 1 ) • (b 0 + b 1 ), (a 0 -a 1 ) • (b 0 + b 1 ), a 0 • (b 0 -b 1 ), a 1 • (b 0 -b 1 ), (a 0 + a 1 ) • (b 0 -b 1 ), (a 0 -a 1 ) • (b 0 -b 1 ) }

Orbits of a group action

Back to bilinear maps F :

K n × K m → K Consider the vector space V = Span V, with basis V = {a i b j } 0≤i<n, 0≤j<m
Suppose there exists σ ∈ Aut(V ) such that

• the set of generators G ⊂ V is fixed by σ: G σ = G • the target space T ⊂ V is also fixed by σ: T σ = T
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Orbits of a group action

Back to bilinear maps F :

K n × K m → K Consider the vector space V = Span V, with basis V = {a i b j } 0≤i<n, 0≤j<m
Suppose there exists σ ∈ Aut(V ) such that • the set of generators G ⊂ V is fixed by σ: G σ = G • the target space T ⊂ V is also fixed by σ: T σ = T • for instance, for the n × m-term polynomial product over K :

σ : a i b j -→ a n-1-i b m-1-j ( α i a i ) • ( β j b j ) -→ ( α n-1-i a i ) • ( β m-1-j b j )
(corresponds to replacing X by 1/X ) Fact: if W is a solution space, then so is W σ Idea: group generators g ∈ G according to their σ-orbit

G = {g | g ∈ G},
where

g = {g ∈ G | g = σ i (g )}

Orbits of a group action

Back to bilinear maps F :

K n × K m → K Consider the vector space V = Span V, with basis V = {a i b j } 0≤i<n, 0≤j<m
Suppose there exists σ ∈ Aut(V ) such that • the set of generators G ⊂ V is fixed by σ: G σ = G • the target space T ⊂ V is also fixed by σ: T σ = T • for instance, for the n × m-term polynomial product over K :

σ : a i b j -→ a n-1-i b m-1-j ( α i a i ) • ( β j b j ) -→ ( α n-1-i a i ) • ( β m-1-j b j )
(corresponds to replacing X by 1/X ) Fact: if W is a solution space, then so is W σ Idea: group generators g ∈ G according to their σ-orbit

G = {g | g ∈ G},
where

g = {g ∈ G | g = σ i (g )}
As long as W is fixed by σ, try only one generator per equivalence class

Orbits of a group action

Back to bilinear maps F :
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• Provides new formulae that cannot be found with previous methods • We can cherry-pick the one with minimum number of additions and scalar multiplications

Conclusion

General algorithm

Method that proves lower bounds on the number of subproducts Gives all formulae

• Provides new formulae that cannot be found with previous methods • We can cherry-pick the one with minimum number of additions and scalar multiplications Work in progress and perspectives

• Lifting formulae for higher-characteristic or characteristic-0 fields • Find formulae for your bilinear application!

  W ⊕ Span(g )) 7: end procedure 8: expand subspace({0}) Improved algorithm: subspaces instead of subsets Look instead for subspaces W of V such that • W can be generated by products only: Span (W ∩ G) = W • only k products are required: dim W = k • W contains the target space spanned by the target vectors: T = Span T ⊂ W Algorithm:
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where each pivot w i,j i = 0, and with

Actual representation: since dim W ≤ dim V , force the matrix W to N rows • rows corresponding to pivot w i,j i placed at row j i • other rows set to zero • all pivots now lie on the diagonal waste of memory easier to insert extra rows when expanding W
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• sequentially cancel the contribution of pivot rows of W to v • stop when no pivot corresponds to the leading coefficient of v

• let i be the iteration at which the algorithm returns g ( = 0) • then w i ← g Improvement: since W is constructed incrementally • keep the vectors of G reduced by W at all times • when expanding W by Span(g ), reduce G by g only
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