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Abstract. We developed a formal framework for CDCL (conflict-driven clause
learning) in Isabelle/HOL. Through a chain of refinements, an abstract CDCL
calculus is connected to a SAT solver expressed in a functional programming
language, with total correctness guarantees. The framework offers a convenient
way to prove metatheorems and experiment with variants. Compared with earlier
SAT solver verifications, the main novelties are the inclusion of rules for forget,
restart, and incremental solving and the application of refinement.

Researchers in automated reasoning spend a significant portion of their work time spec-
ifying logical calculi and proving metatheorems about them. These proofs are typically
carried out with pen and paper, which is error-prone and can be tedious. As proof assis-
tants are becoming easier to use, it makes sense to employ them.

In this spirit, we started an effort, called IsaFoL (Isabelle Formalization of Logic),
that aims at developing libraries and methodology for formalizing modern research in
the field, using the Isabelle/HOL proof assistant [5]. Our initial emphasis is on estab-
lished results about propositional and first-order logic. In particular, we are formal-
izing large parts of Weidenbach’s forthcoming textbook, tentatively called Automated
Reasoning—The Art of Generic Problem Solving. Our inspiration for formalizing logic
is the IsaFoR project, which focuses on term rewriting [14].

The objective of formalization work is not to eliminate paper proofs, but to comple-
ment them with rich formal companions. Formalizations help catch mistakes, whether
superficial or deep, in specifications and theorems; they make it easy to experiment with
changes or variants of concepts; and they help clarify concepts left vague on paper.

We present our formalization of CDCL from Automated Reasoning on propositional
satisfiability (SAT), developed via a refinement of Nieuwenhuis, Oliveras, and Tinelli’s
account of CDCL [13]. CDCL is the algorithm implemented in modern SAT solvers.
We start with a family of abstract DPLL [6] and CDCL [2,3,10,12] transition systems.
Some of the calculi include rules for learning and forgetting clauses and for restarting
the search. All calculi are proved sound and complete, as well as terminating under a
reasonable strategy. The abstract CDCL calculus is refined into the more concrete calcu-
lus presented in Automated Reasoning and recently published [16]. The latter specifies
a criterion for learning clauses representing first unit implication points (1UIPs) [3],
with the guarantee that learned clauses are not redundant and hence derived at most
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once. The calculus also supports incremental solving. This concrete calculus is refined
further, as a certified functional program extracted using Isabelle’s code generator.

Any formalization effort is a case study in the use of a proof assistant. Beyond the
code generator, we depended heavily on the following features of Isabelle:

• Isar [17] is a textual proof format inspired by the pioneering Mizar system [11]. It
makes it possible to write structured, readable proofs—a requisite for any formal-
ization that aims at clarifying an informal proof.

• Locales [1, 9] parameterize theories over operations and assumptions, encouraging
a modular style of development. They are useful to express hierarchies of related
concepts and to reduce the number of parameters and assumptions that must be
threaded through a formal development.

• Sledgehammer integrates superposition provers and SMT (satisfiability modulo
theories) solvers in Isabelle to discharge proof obligations. The SMT solvers, and
one of the superposition provers [15], are built around a SAT solver, resulting in a
situation where SAT solvers are employed to prove their own metatheory.

Our work is related to other verifications of SAT solvers, typically with the aim
of increasing their trustworthiness. This goal has lost some of its significance with the
emergence of formats for certificates that are easy to generate, even in highly optimized
solvers, and that can be processed efficiently by verified checkers [8]. In contrast, our
focus is on formalizing the metatheory of CDCL, to study and connect the various
members of the family. The main novelties of our framework are the inclusion of rules
for forget, restart, and incremental solving and the application of refinement to transfer
results. The framework is available online as part of the IsaFoL repository [7].

This extended abstract is based on our paper [4] presented at IJCAR 2016. It is
available online.1
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