
HAL Id: hal-01397200
https://inria.hal.science/hal-01397200

Submitted on 15 Nov 2016

HAL is a multi-disciplinary open access
archive for the deposit and dissemination of sci-
entific research documents, whether they are pub-
lished or not. The documents may come from
teaching and research institutions in France or
abroad, or from public or private research centers.

L’archive ouverte pluridisciplinaire HAL, est
destinée au dépôt et à la diffusion de documents
scientifiques de niveau recherche, publiés ou non,
émanant des établissements d’enseignement et de
recherche français ou étrangers, des laboratoires
publics ou privés.

Distributed under a Creative Commons Attribution 4.0 International License

Concern Based SaaS Application Architectural Design
Aldo Suwandi, Inggriani Liem, Saiful Akbar

To cite this version:
Aldo Suwandi, Inggriani Liem, Saiful Akbar. Concern Based SaaS Application Architectural Design.
2nd Information and Communication Technology - EurAsia Conference (ICT-EurAsia), Apr 2014,
Bali, Indonesia. pp.228-237, �10.1007/978-3-642-55032-4_22�. �hal-01397200�

https://inria.hal.science/hal-01397200
http://creativecommons.org/licenses/by/4.0/
http://creativecommons.org/licenses/by/4.0/
https://hal.archives-ouvertes.fr


Concern Based SaaS Application Architectural Design 

Aldo Suwandi, Inggriani Liem, Saiful Akbar1) 

School of Electrical Engineering and Informatics, Institut Teknologi Bandung 

West Java, Indonesia 

aldosuwandi@gmail.com,inge@informatika.org,saiful@informatika.org 

Abstract. With SaaS application, tenant can focus on application utilization 

while Independent Software Vendor (ISV) is responsible for application de-

ployment, installation, operation and maintenance. Using Aspect Oriented 

Software Development (AOSD), we propose eight concerns, i.e. configurabil-

ity, discriminator, measurement, monitoring, tenant management, billing man-

agement, performance management, and application management. Those con-

cerns are integrated into a SaaS system architectural design, to enhance SaaS 

operational flexibility and maintainability. As proof meterof concept, we devel-

oped a SaaS operational environment using Spring and AOP. Two Java applica-

tions have been integrated to this environment after tailoring. We have tested 

the modules, classes and services and then the applications, to demonstrate that 

the platform is able to run a set of web applications as a SaaS.  Using this sys-

tem, ISV can modify an existing Java application easily to be a part of SaaS and 

measure resource usage and monitor SaaS operation by a dashboard. 

Keywords— SaaS, Software as a Service, Concern, Aspect Oriented Software 

Development 

1 Introduction 

Traditional software users are typically overburdened with operational work such as 

maintenance and software deployment. SaaS model is raised to overcome these prob-

lems. Many software companies start adopting this model. Instead of buying, more 

and more individual users and companies rent software. Software maintenance and 

deployment that were previously handled by users now is handled by ISV. 

 

Based on [1], [2], [3], [4], [5], [6], SaaS is a hosted software and delivered over a 

network on a subscription basis.  SaaS operational systems could be categorized into 

platform centric or service provider centric [7]. ISV and tenant are two main factors 

of SaaS operational systems. The maturity of SaaS application is determined by ten-

ancy, configurability, and scalability [8]. 

Seven pricing models for SaaS application has been studied by Kalisa [9]. Billing 

should be built as part of SaaS application [14]. However, this functionality must be 

flexible because each tenant may have a preference of its his own billing scheme. 
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Enhancement of SaaS application design is required. Aspect oriented software devel-

opment is one of the application development model to improve the structuring, reus-

ability, and reduce the complexity of the model compared with object oriented model 

[10].  

Our research has studied “concerns” that should be considered to develop SaaS appli-

cation based on AOSD. Separation of concern is a fundamental principle to facilitate 

software deployment [11]. Concern is interest which pertains to the system’s devel-

opment, its operation or any other aspects that are critical or otherwise important to 

one or more stakeholders [12]. Core concern represents functional requirement. 

Cross-cutting concern represents non-functional requirement. Object oriented model 

is appropriate for core concern development, whereas AOSD is better for developing 

cross-cutting concern. Cross-cutting concern could be implemented with aspect ori-

ented programming (AOP). Implementation of AOP is based on four design elements, 

namely aspect, join point, point cut and advice [4]. Aspect is a class consisting of one 

or a number of advices. Join point is a point on program that will be intercepted by 

the aspect class. Point cut is a boolean expression that determines join point. Advice 

is a method containing a logical process to be executed when the class aspect inter-

cepts. 

In this paper, we describe our approach in using AOSD for identifying general SaaS 

requirements, proposing a SaaS system architecture that contains all of the proposed 

concerns, and the proof of concept for the proposed architecture.  

2 Related Work 

Chate [13] proposed a way to build multi-tenant SaaS application either from scratch 

or from existing application. Corrent’s SaaS-Factory is used to convert legacy data-

base into a new multi-tenant database. Tang, et al [14] proposed SaaS Platform Man-

agement Framework as modules that can be considered to manage SaaS application 

platform. The platform of this framework consists of two levels, namely business and 

operations. Business contains related modules with billing management, whilst opera-

tion contains related modules with operational system such as metering, configura-

tion, monitoring, etc. Those modules should be considered when implementing SaaS 

management platform.  

Different from Chate[13] and from Tang et all[14], in this paper we focused on apply-

ing AOSD as fundamental technique to build a SaaS framework for the benefit of ISV 

and tenant. We also provided dashboard in the environment that we consider im-

portant for monitoring the operation of SaaS. We believe that aspect oriented software 

development (AOSD) can contribute as a fundamental approach for operating appli-

cations in a SaaS environment. 

3 Separation of Concern 

In AOSD, separation of concern is the first phase of design. Concern affecting SaaS 

application could be identified from SaaS application requirement. 



 

Before adopting AOSD, we tried to describe the different characteristics of SaaS and 

non SaaS applications using McCall’s Software Quality Factor. However, our obser-

vation proved that McCall Software Quality factors don’t relate closely to software 

operational factor that is tightly coupled to SaaS operational characteristics. Most of 

the quality factors which are used to assess non SaaS application also can be used for 

SaaS application. The only difference is on maintainability factor. A non SaaS appli-

cation is maintained by user, while a SaaS application is maintained by ISV. Thus, we 

decide using another approach to define general requirement of SaaS application. We 

chose to make further study based on AOSD and AOP. 

 

Aspect-oriented software development (AOSD) is software development technology 

that seeks for new modularizations of software systems in order to isolate secondary 

or supporting functions from the main program's business logic. AOSD allows multi-

ple concerns to be expressed separately and automatically unified into working sys-

tems. AOSD is supported by AOPL (Aspect-oriented programming languages). By 

combining AOSD and AOPL, designer can modularize concerns that cannot be 

modularized using traditional procedural or object-oriented (OO) methods. Examples 

of crosscutting concerns include tracing, logging, transaction, caching and resource 

pooling. These examples are relevant to SaaS application. 

 

Two main actors of SaaS application are tenant and ISV. Tenant’s main purpose is to 

use application functionalities as a service. Multi-tenant SaaS application should be 

configurable to fulfill tenant’s requirement varieties. Furthermore tenant should have 

an isolated data, that can only be accessed or modified by authorized users.  

 

To make it easier for the tenant, ISV manages application deployment and mainte-

nance for them. ISV could have one or many applications to be operated with SaaS 

model. ISV requires design enhancement on SaaS application to reduce maintenance 

and development cost to operate multiple SaaS application. It is also important for 

ISV to know the performance of each SaaS operated application. Furthermore ISV 

also needs information of resources usage and transaction by each tenant. In order for 

an application to be considered as having high level maturity, not only it has to have 

billing functionality, but it also has to be configurable and scalable, and have mul-

titenant [9]. 

 

In this research we focused on the design of configurable multi-tenant SaaS applica-

tion. We specify six main generic-requirements of SaaS application: 

a. Tenant should have appropriate functional requirement needed. 

b. Tenant should have their own copy of data. 

c. ISV should be provided with a centralized application management enabling it 

to operate many SaaS applications. 

d. ISV should be informed of each application’s performance status. 

e. ISV should be informed of resources which are used by tenant in each applica-

tion. 



f. ISV should be provided with transaction management in order to manage billing 

transaction of each application. 

These six main user requirements are shown in the diagram below (see Figure 1). 

User requirements derive one or more concerns. We proposed eight concerns depicted 

on Figure 1. Those concerns are configurability, discriminator, measurement monitor-

ing, tenant management, billing management, performance management, and applica-

tion management. We derived those concerns from ISV and tenant requirement, and 

crosscutting elements of SaaS application. Concerns are grouped into core concern 

and cross-cutting concern, referring to AOSD terminology. 

 

 

Fig. 1.Concern Derivation Process and Result 

4 Proposed SaaS System Architecture 

By applying AOSD, the architectural design of a SaaS system contains eight modules. 

Each module is the implementation of corresponding proposed concern. The architec-

ture is shown on Figure 2. 

 



 
Fig. 2. Proposed SaaS System Architecture 

 

Concerns are implemented into module, service, or library. Those concerns are inte-

grated into SaaS system architecture that consists of SaaS operational system and set 

of applications. 

 

Core concerns are implemented as modules. Concern configuration is attached into 

application main functionality, to support variation of configuration as proposed by 

W.-T.Tsai [15] i.e. GUI, service, workflow, data, and QoS. Other core concerns such 

as tenant management, billing management, performance management, and applica-

tion management will be implemented as modules on SaaS operational system’s 

dashboard. This dashboard provides centralized SaaS operational system information 

from set of applications (application x1, x2, ....., xn). It will facilitate ISV to monitor 

and to control its SaaS operated applications. 

 

Discriminator, monitoring, and measurement are considered as cross-cutting concern,  

used by all SaaS applications. These concerns are implemented into web service or 

library. The Service helps application to communicate with SaaS operational system. 

The Library contains of aspect classes, representing the interoperability of application 

with SaaS operational system. These classes reduces the complexity of application 

operational model of SaaS application. Aspect classes in the library will be imple-

mented with AOP. 



5 Implementation 

To test our proposed SaaS system architecture, a case study has been conducted as a 

proof of concept. A SaaS system called Olympus shown on Figure 3. has been devel-

oped as SaaS system implementation of the designed architecture in Figure 2.  

 

 
Figure 3. Example of Implementation 

 

We have developed and implemented SaaS application (Vulcan) and ISV dashboard 

(Plutus). To prove that it is easy to integrate an existing application to our proposed 

SaaS application, we use Affablebean, an e-commerce application [16]. We have 

implemented Vulcan and Affablebean in different mode of SaaS operation and bill-

ing. 

 

Vulcan and Plutus have been developed using Spring Framework [17], Spring 

AOP [17], Jerseyclient [18] and Jamon library [19]. Spring Framework and 

Spring AOP are chosen as the application framework because of their support to 

AOP. Jersey client library is used as a client for REST web service. Jamon is used 

as a library application monitoring.  

 

ISV configures SaaS operational system such as billing model and application info 

through Plutus dashboard. AOP facilitates billing model on SaaS operated application 

without modification of existing code. AOP also increases reusability. For example if 

an application has a number of resources to be measured, programmer’s task is to 



implement annotation with boolean expression as join point where the resource is 

used.  

 

ISV is provided with performance information such as application’s method response 

time and error report on performance management. This information will help ISV 

tracing error on application and to decide maintenance activity. Performance man-

agement works by monitoring service and monitoring aspect. Techniques that have 

been implemented for billing can be used to monitor SaaS application. 

 

We also integrate applications one by one, to simulate how applications in the archi-

tecture grow. Those applications are integrated with Plutus via combination of pro-

vided service and library to be operated as SaaS model. ISV configures SaaS opera-

tional system such as billing model and application info through Plutus dashboard. 

 

Vulcan is a problem set databank application that facilitates tenant to manage, re-

view, publish and create various types of questions such as multiple choice, true/false, 

short answer, etc. Test is extracted from data bank based on a predefined test blue-

print. Vulcan provides web services to external system that is authorized to use the 

test.  The implementation of configurable concern permits each tenant to define his 

own theme, question type, question statistics management, and question additional 

attributes. Parameterization technique is used to implement theme configuration. User 

preferred theme is saved in Vulcan database and will be used for differentiating one 

tenant from others. Metadata file configuration is used to implement question type 

modification and question statistic management. Tenant can configure the provided 

metadata in XML to modify or to create a new question type and statistic model. 

XML extension technique [21] is used to implement flexible attribute of question. 

Inside Plutus, Vulcan turned into multi-tenant SaaS application used by many aca-

demic institutions. ISV configures billing model of each Vulcan tenant. The number 

of questions and time usage of Vulcan can be limited by a specific implementation of 

measurement modules. 

 

Affablebean is an existing web application that builds by NetBeans team for JEE 

application development tutorial. The main functionality of this application is being a 

point of sales between Affablebean store and customer. Before being integrated to 

Plutus environment, Affablebean is modified to be a multi-tenant SaaS application. 

It is assumed that there are a number of Affablebean stores, where each store has 

different kinds of product and customer. Instead of usage limitation, the resource 

model in Affablebean is implemented by a period of time 

 

Before integrating a new application to the environment, we have to configure and to 

tailor it to a multitenant SaaS application, then to register the application to the envi-

ronment. The following steps illustrate the process: 

a. Change the old database connection to new multi-tenant database. This connection 

will be provided when ISV registers their application to Plutus. We adopted 

shared database separated schema model for supporting multi-tenant database ar-



chitecture. ISV should save the application database schema. The saved database 

schema will be used to automatically generate new parameterized schema (schema 

with all table name extended with tenant identifier) for each tenant when ISV reg-

isters new tenant 

b. Extend the Plutus library to support the new database. All supporting libraries 

needed by new application should also be included. 

c. Include service identifier method, provided by Plutus library on SaaS application 

login method. It permits application to be recognized by the system. This method 

is used to identify tenant and billing method when they login to SaaS application.  

d. Define annotation in measurement and monitoring class using Plutus library, to 

specify which method or class needed to be metered or monitored.  

6 Testing 

Our SaaS system has been tested in two folds: testing the environment and dash-

board, and then testing the integration of a new operated SaaS Application as shown 

in Figure 4. Each fold consists of unit testing, functional and integration testing. Both 

of the testing process (adding new application and SaaS environment) can be done 

separately until interoperability testing is done. 

 

The flow of unit testing, functional testing, interoperability testing for the envi-

ronment and dashboard is shown in Figure 4. JUnit is used to test each class contain-

ing services and module of Dashboard. All Plutus Dashboard functional requirement 

[22] has also been tested.   

 

Fig. 4. The Whole Testing Proces 

Some of the functionalities are related to SaaS operational issues such as meas-

urement, transaction, and performance information. Plutus provides operation related 

functionalities that are needed by ISV such as registering SaaS application and creat-

ing new multi-tenant database, new database schema for new tenant, and new billing 

model. The other functionalities have been performed in interoperability testing. 



  

Once the environment is ready, we can add SaaS application to the environment 

by doing the configuration steps that have been explained in section 5. This process 

can be easily done without modifying the existing application code, as we take benefit 

from AOP technology.  

 

JUnit is also used for testing each application (Vulcan, Affablebean) before inte-

gration. The purpose of functional testing is to assure that each application will meet 

the requirement. This functional testing was performed on each functional require-

ment of Vulcan and Plutus. Vulcan has 18 functional requirements [22] and has been 

tested with test scenarios in Figure 4. Once an application passed Unit and functional 

test, it is ready to be deployed in Olympus.  

 

Interoperability testing is used to show how easy is to start an existing application 

to operate. For this test, Vulcan and Affablebean are integrated into Plutus. These 

tests are conducted after functional testing is done. We register Vulcan and Affa-

blebean in Plutus application management and configure billing management. We 

also include Plutus library in those application projects, and configure aspect class in 

Plutus library according to their needs. All of these integration processes do not re-

quire modification from the existing code. However, the three testing processes must 

be done, each time ISV needs to add a new application to the environment. 

7 Conclusion 

In this research we have identified general SaaS application requirement from two 

points of views that of ISV and of tenant. Concerns are derived from those require-

ments. Eight (8) concerns are identified, including tenant management, discriminator, 

monitoring, performance management, measurement, billing management, and appli-

cation management. Each concern has been implemented as modules, service, or li-

brary. This research also proposed SaaS system architecture that contains all of the 

proposed concerns. Those eight concerns are implemented as library and services. As 

a result, an architecture consists of sets of SaaS applications and a SaaS operational 

system are proposed. Each application in the set of applications will utilize SaaS op-

erational system as a centralized management system, so it can be operated as SaaS 

model. By using AOSD approaches on this architectural design, both ISV and tenant 

can take benefit. Using the AOP technology, ISV easily deploy an application before 

operation where tenant can have his own database and configuration. Furthermore, 

through resource measurement and performance monitoring, ISV and tenant have a 

transparent and accountable billing. ISV can separate its concern to tenant require-

ment, and reuse Plutus. Integration of Affablebean showed that the architecture per-

mits a non  aspect oriented application to be integrated and operated as SaaS after 

small effort of tailoring. 
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