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Abstract. Software-as-a-service (SaaS) is a very successful model for providing 
cloud-based services over the internet. However, due to the dynamic nature of 
SaaS services, it becomes very challenging to ensure provision of scalability, 
applying frequent maintenance and functionality updates to SaaS Services. 
SOAP and REST are the two mostly used software architectural styles for ac-
cessing and consuming SaaS services in cloud environment and each have its 
distinct advantages. Therefore, to address above mentioned challenges, it is crit-
ical to choose the suitable architectural style because the success of a SaaS is 
strongly coupled with its architecture style. Choosing the right software archi-
tecture for a system is a multi-criteria decision making problem and it takes into 
consideration the architectural style characteristics, non-functional requirements 
and working domain requirements. In this paper, we propose a rule-based multi-
criteria decision support system (DSS) for a SaaS application architecture selec-
tion. Our proposed DSS uses weighted sum model (WSM) that take into ac-
count the architectural style characteristics, non-functional and domain specific 
requirements. 

Keywords: cloud computing; software as a service; software architecture; 
SOA; REST; SOAP;   architectural style; decision support system 

1 Introduction 

Cloud computing provides ubiquitous access to shared pool of configurable compu-
ting resources, software and data services hosted over the internet. The five important 
characteristics of cloud computing model are on-demand self-service, broad network 
access, resource pooling, rapid elasticity and measured service [2]. The cloud compu-
ting service models are software-as-a-service (SaaS), infrastructure-as-a-service 
(IaaS), and platform-as-a-service (PaaS).  

Cloud computing is built on top of virtualization that consists of compute, storage 
and network components in servers. Virtualization provides a solid foundation for 
cloud computing to expand. However, cloud computing service models are not mature 
enough. These service models require proven software design and architecture in 
order to provide scalable cloud computing platforms [4]. Therefore, selecting a suita-



ble architecture for SaaS service provisioning is a critical decision and it contributes 
towards success of the software. Software architecture describes the complete design 
of any system. This includes identifying system components, their interactions, granu-
larity of communication needed for interactions, placement of system components in 
different subsystems, and interface protocols used for communication. Hence, selec-
tion of the correct software architecture is critical for the successful implementation 
of cloud computing platform.  

In literature, different architectural styles have been used for delivery of service 
over the Internet. Service-oriented Architecture (SOA), in broader context, is an evo-
lution of software architecture that provides software application functionality as a 
service to other applications or services. SOA provides software architectural guide-
lines for non-functional requirements such as reusability, modularity, extensibility and 
flexibility. Cloud computing platforms have not fully adopted SOA to make them 
more reusable, flexible and extensible [3]. To build scalable cloud computing plat-
form, we need to leverage SOA to build reusable components, standardized interfac-
es, and extensible solution.  

A Web service provides basic building block to develop a SOA based application. 
Web service is a method of communications between two computers over a network. 
There are two very famous types of web service architectural styles that are SOAP 
and REST. SOAP based implementations are also termed as Service oriented Archi-
tecture (SOA) while REST based implementations are known as Resource Oriented 
Architecture (ROA). We will explore these two architectural styles in next section. 

Due to the complexity of cloud computing environment and the software systems 
running on it, success of the system strongly depends on their architecture. Software 
architecture has been a key element in software development process for last two 
decades [14]. Moreover, software architecture selection is a multi-criteria decision-
making problem in which software architect try to analyze different goals and objec-
tives for the system under consideration. Some architectural styles may have good 
effects on a particular problem domain but may not be suitable for another problem 
domain. Similarly, both REST and SOAP have their own quality attributes and limita-
tions that may have good or bad effect(s) on different problem domains. Although 
comprehensive list of attributes have been listed for each style in different texts, but 
we cannot understand the extent to what advantages and disadvantages of quality and 
quantity attributes of architecture are considered [14]. Therefore, comparing capabili-
ties, characteristics and benefits of software architecture is somehow difficult task. In 
this paper, a rule based decision support system (DSS) has been developed which tries 
to support the decision making process by considering different related criteria for 
web service architecture including quality attributes, domain requirements and archi-
tectural style characteristics.  

In the next section, a comparison of REST and SOAP architectural styles is pre-
sented. In Section 3 we will describe the motivation for selection of architectural style 
in cloud-based environment. Section 4 will present factors and criteria for architectur-
al styles, non-functional requirements and domain requirements for multi-criteria 
decision making. Section 5 will present proposed DSS for Web service architectural 
selection and finally Section 6 will conclude this paper. 



2 REST vs. SOAP 

A Web service provides software functionality online that is accessible through net-
work endpoints. As discussed above, Web service can be technically distinguished 
between SOAP and RESTful Web services.  

SOAP Web services use XML for message format and description of interfaces 
(WSDL). A SOAP-based architectural style is suitable for application domain with 
following characteristics [5]. 

• A formal contract is required between service provider and consumer. Web Ser-
vices Description Language (WSDL) takes care of all the information required 
about the web service operations, parameters, types and message format. This is 
useful in situations where service composition is required in complex business pro-
cess models.  

• Architecture needs to handle complex non-functional requirements such as securi-
ty, trust and coordination. 

• Architecture needs to handle asynchronous invocation and processing of service 
requests. 

RESTful web services are usually considered suitable for lightweight and ad hoc 
services. RESTful web services use existing W3C standards, e.g. HTTP. A REST-
based architectural style is suitable for application domain with following characteris-
tics. 

• There is no formal description of service endpoints (e.g. no WSDL) between ser-
vice producer and consumer. The service producers usually provide some addition-
al toolkits describing how to invoke REST web services. 

• Architecture needs to handle non-functional requirements such as scalability, net-
work bandwidth, and integration. 

• Architectures where web services are completely stateless just like HTTP requests 
on a website. For example, existing web applications can expose their functionality 
easily through CRUD operations using RESTful web services.  

Many comparative studies have been carried out to identify strengths and weaknesses 
of SOAP and RESTful Web services with respect to architecture, technology, securi-
ty, performance, and scalability. The conceptual, principal and technological level 
comparison of RESTful Web services and SOAP based “big” web services is per-
formed in [6]. The author says, “On the principle level, two approaches have similar 
quantitative characteristics. On the conceptual level, less architectural decisions must 
be made when deciding for SOAP-based Web services. On the technology level, the 
same number of decisions must be made but fewer alternatives have to be considered 
when building RESTful Web services”. SOAP-based Web services produce consider-
able network traffic and high latency due to large message size [8]. But payload size 
in SOAP can be reduced using different compression techniques [7]. RESTful Web 
services have better performance than SOAP-based Web services in wired and wire-



less communication networks. The RESTful web services are lightweight, easy and 
self-descriptive with higher flexibility and lower overhead. 

Another main difference between REST and SOAP Web services [9] is that SOAP 
is a tightly coupled design similar to RPC (Remote Procedure Call), and REST is a 
loosely coupled design similar to navigating Web links. As a study of two opposing 
standards based on SOAP and REST, SOAP has the advantage of tight coupling of 
operations, while REST has the advantage of scalability and lightweight access to its 
operations.  REST has the disadvantage of managing the name space with a large 
number of objects, and a disadvantage of SOAP is the need for dedicated client ports 
for different types of notification. REST principles also played an important role in 
standardizing SOAP 1.2.  

Internet of Things (IoTs) and Mobile devices has taken this discussion of selecting 
REST or SOAP style architecture to the next level. A comparative study of SOAP vs 
REST for provisioning Web services on Mobile phone is performed in [7]. A bench-
marking evaluation of SOAP and RESTful Web services is performed in [10] for 
mobile devices. Benchmarking includes string concatenation and float number addi-
tion web services. The performance evaluation results show the advantages of using 
RESTful web services over conventional web services for mobile devices. Authors in 
[11] compared REST and SOAP Web services with respect to performance. They 
concluded that RESTful Web services are now emerging as an alternative to SOAP-
based Web services and might be a more suitable choice in some cases. 

The more recent work on SOAP and REST highlights that Web Service perfor-
mance is becoming an important factor. This work “concluded that RESTful web 
service is a better alternative for SOAP based web services. SOAP based web services 
are produces considerable network traffic, high latency and the message size is also 
large this is not in the case of RESTful. The RESTful web services have better per-
formance than SOAP based web services in wired and wireless communication net-
work. The RESTful web services are lightweight, easy and self-descriptive with high-
er flexibility and lower overhead [12]. 

3 Motivation 

Evolution of Cloud services, Internet of Things (IoTs) and Web mobile apps are shap-
ing the future of internet. This will determine how smartphones and physical devices 
will interact with each other. In this paper, we have focused on why choosing the right 
architecture for cloud based software-as-a-service (SaaS) is important and what fac-
tors drive architecture selection.  

Each architectural style chosen has trade-offs related to Non-functional require-
ments (NFRs) and Architectural characteristics (ACs). Domain requirements (DRs) 
are equally important while choosing the right architecture. Currently software archi-
tect give less preference to the domain requirements while choosing the architecture. 
Within each of above mentioned area, there are number factors that need to be taken 
care of while choosing the right architecture. But there is no such automated tool that 
makes this multi-criteria decision making easy. Very rare work has been done in this 



domain. Existing systems focus on ACs and DRs only [14] and does not take NFRs 
into account. Our proposed DSS takes all three areas into consideration and uses a 
knowledge base that has the ability to update its knowledge and suggest suitable 
choices to the software architect.  

 

 
Fig. 1. Pictorial representation of the problem 

Architecture must be chosen according to the nature of the applications, its domain 
requirements, non-functional requirements and required characteristics of architec-
ture. Architecture style chosen by considering these requirements will be best suited 
for cloud based software-as-a-services (SaaS). Therefore a need for decision support 
systems in this domain is appreciated. 

4 Multi-criteria decision maker for architecture selection 

A multi-criteria decision maker will give suitable option to software architect for 
solving above mentioned problem. A decision support system (DSS) provides support 
for all phases of the decision making process. It should be easy to use meanwhile 
providing support for users at all levels to make decision [14]. We have used CLIPS 
as a Rule-Based DSS in which the knowledge component includes procedural and 
inferential rules. We found number of ACs and NFRs for various domains and tried to 
analyze cloud based SaaS web services. We then prepared a comparative analysis of 
these ACs and NFRs for both SOAP and REST implementations. 

4.1 Domain Requirements (DRs) 

We have selected some domain characteristics (or high level functional requirements) 
according to type of application. The selected cloud-based SaaS web services fall in 
the following domains: E-commerce, Logistics, Telecommunications and Health-care. 

4.2 Architectural Characteristics (ACs) 

We explored the architectural characteristics for SOAP and REST that important for 
selection of architecture. The characteristics that are considered in our DSS are given 
below in Table 1.  



 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

Table 1. Architectural Characteristics  

4.3 Non-functional Requirements (NFRs) 

There are a number of non-functional requirements and their sub-factors but we only 
selected security, reliability and performance as key NFRs for our DSS for architec-
ture selection process. The reason for selecting these NFRs is that these are the most 
common NFRs required for applications domains mentioned above.  
 

NFR Sub-factors SOAP REST 
Security Encryption   

Integrity   

Authentication   
Authorization    
Non-repudiation   
Confidentiality    

Reliability Point-to-Point   
Ordered delivery of message   
Delivery status   
Elimination of duplicate message   

Architectural Style Characteris-
 

SOA
 

REST 
Heterogeneity   

Protocol layering   

Loose coupling   

Integration style    

Resource identification   

URI design   

Resource interaction semantic   

Resource relationship   

Contract design   

Data representation   

Message exchange pattern   

Traffic monitoring   

Traffic determination   

Traffic transformation   

Service description   

Service identification   

Service composition   

   



Resending message   
Reliable delivery of message   

Performance 
 

Caching   
Load balancing   
Throughput    
Response time   
Latency    
Execution time   

Table 2. Common NFRs required for applications domains 

5 Working of proposed rule-based DSS 

In order to select architecture style correctly and precisely, all existing information 
related to the application are considered. The proposed DSS uses characteristics of 
Web service architectural styles, characteristics of domain of application being devel-
oped and non-functional requirements. We assigned weightage to these characteristics 
and requirements against both REST and SOAP architectures and used this weighted 
criteria for inference in DSS. The complete design of proposed DSS is depicted in 
figure 2 in detail. The proposed DSS has five essential components that help in deci-
sion making process. 

• Repository 
• Tools 
• Rule base 
• Decision maker 
• User interface 

Responsibilities of each component and what they contribute to decision making 
process is given below. 

5.1 Repository 

We have three types of repositories which are DRs (Domain Requirements), NFRs 
(Non-Functional Requirements) and ACs (Architecture Characteristics). In DRs we 
have characteristics regarding requirements for different domains mentioned in the 
previous section. NFRs contain requirements provided by different quality attributes 
and also information regarding the number of sub-attributes of quality attributes pro-
vided by specific web service architectural style. ACs has information of all the char-
acteristics of web service architectural styles SOAP and REST so that architect can 
select according to the nature of application being developed. 



 
Fig. 2. Rule-based DSS for Web service architectural style selection 

5.2 Tools 

Domain requirements and architectural styles characteristics would be prioritized on 
the basis of number of characteristics selected. 

When the necessary information is gathered and importance of levels of quality at-
tributes are obtained, the DSS applies Weighted Sum Model (WSM) for NFRs and 
number of characteristics required for specific Web service architectural style and 
domain requirements would already be counted while gathering information accord-
ing to the need of app being developed as shown in figure 2. WSM is the simplest 
MCDA (multi-criteria decision analysis/making) method for calculating a single re-
sult from a number of alternatives [15]. 

We can generalize an MCDA problem by assuming M alternatives and N decision 
criteria [16]. We further assume that all criteria/factors mentioned in Table 1 and 
Table 2 are our benefit criteria which means that higher the values, the better it is. A 
tick mark in the table is assumed to have a value of 1 and cross mark is assigned 0. 
Next suppose that wj denotes the relative weight of importance (priority) of the crite-
rion cj and aij is the performance value of alternative Ai when it is evaluated in terms 
of criterion cj. Then, the total (i.e., when all the criteria are considered simultaneous-
ly) importance of alternative Ai, denoted as Ai

WSM-score, is defined as follows: 
 
Ai

WSM-Score = ∑ j=1 wj aij, for i = 1, 2, . . , m 
 
In this case, SOAP and REST are alternatives and quality attributes (such as securi-

ty, reliability, performance) and architectural style characteristics are criteria. The 
rules that are extracted from architecture characteristics, Non-functional requirements, 
domain requirements and the priorities as defined by the user of the DSS will become 
inputs to the system. 



5.3 Rule Base 

In order to make decisions, we need some rules which indicate the interaction among 
DRs, NFRs and ACs with respect to the nature of Web services being developed. In 
other words, the rules determine which domain characteristics are required, which 
characteristics of architecture are required, what is the importance level of each quali-
ty attribute. These rules are kept in the rule base and are extracted from repository.  

5.4 Decision maker 

Decision maker provides a rule-based engine to allow a wide range of knowledge to 
be represented as heuristics or rule of thumb. These rules specify a set of actions to be 
performed for a given situation. This component is responsible of receiving infor-
mation about the priorities ci of every domain requirements, architecture characteris-
tics and non-functional requirements from software architect via user interface. These 
priorities ci are considered as inputs for the weighted sum model for NFRs and ACs, 
the decision maker determines a particular architectural style suitable for the cloud-
based services being developed. This result is then displayed to the user through user 
interface. If there is more than one architectural style suitable for a particular domain, 
the system recommends all of them, leaving the final choice to the software architect. 
The system also has the learning capability of storing the final selected architecture by 
the architect in knowledge base and uses it in future for similar situations to recom-
mend right architecture.   

5.5 User interface 

The user interface is responsible for receiving the information from user regarding 
domain requirements, architectural style characteristics, non-functional requirements 
and also the priorities for NFRs and ACs. The suggested architecture style(s) is/are 
represented by user interface as a suggestion to the architect by their priority. 

6 Conclusion 

REST and SOAP are the most used architectural styles for implementing cloud-based 
software-as-a-services (SaaS). Due to complexity, frequent maintenance and updates 
of the implemented services, it is important to choose the right architectural style 
based on NFRs, architectural style characteristics and domain requirements. However, 
choosing the right architectural style is a multi-criteria decision making problem that 
requires all the factors to be considered along with their priorities by the software 
architect. Our proposed system solves this problem by using the weighted sum model 
(WSM) and rule-based DSS. By defining ACs and NFRs criteria in the form of rules 
and using relative weight of importance (priority) to WSM, we get a suggested archi-
tectural style that is suitable for the given domain. 
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