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Operations for (H)ECC

E : y 2 = x 3 +

 23 4x + 20 over GF(1009)Points on E: P, Q= (x, y ) or (x, y , z)Coordinates: x, y , z ∈ GF(•) GF(p), GF(2 m ), t : 160-600 bits k = (k t-1 k t-2 . . . k 1 k 0 ) 2 ∈ N Scalar multiplication operation for i from 0 to t -1 do if k i = 1 then Q = ADD(P, Q) P = DBL(P)Point addition/doubling operations sequence of finite field operations DBL:v 1 = z 2 1 , v 2 = x 1 -v 1 , . . . ADD: w 1 = z 2 1 , w 2 = z 1 × w 1 , . . .GF(p) or GF(2 m ) operations operation modulo large prime (GF(p)) or irreducible polynomial (GF(2 m ))

  Customizable number of arithmetic units over F p : ±, ×, ÷ → n M multipliers of size n B
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2. Side Channel

Attacks (SCAs) 6. Deve nfigurations Metric for algorithms efficiency: number of multiplications (M) and squares (S) in Fp -Size of F p and scalar 2× larger -Simpler ADD and DBL operations HECC: -Smaller F p and scalar -More operations in F p for ADD and DBL In theory, HECC naturally better than ECC G.Gallin -A.Tisserand -N.Veyrat-Charvillon Comparison of Architectures ECCG.Gallin -A.Tisserand -N.Veyrat-Charvillon Comparison of Architectures ECC/HECC CryptArchi, Jun. 29-30, 2015 6 / 18 w : size of data words G.Gallin -A.Tisserand -N.Veyrat-Charvillon Comparison of Architectures ECC/HECC CryptArchi, Jun. 29-30, G.Gallin -A.Tisserand -N.Veyrat-Charvillon Comparison of Architectures ECC/HECC CryptArchi, Jun. 29-30, -BIN: standard binary from left to right -NAF: non-adjacent form -λNAF: window methods with λ ∈ {3, 4} Implementation results for an ECC processor (n M = 1, n B = 1)

Programming Tools for Our Crypto-Processor(s)
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Configuration: field size, internal word size, #AUs, type(AUs) Circuit/architecture level protections 7.

. Implementation Results on FPGA

  Crypto-processor(s) 

				Experiments & Comparisons	Conclusion
	FPGA characteristics			
	FPGA	Spartan 6 Virtex-4 LX200 [2] Virtex-5 LX110T [4] Virtex-4 LX100 [4]
	number of slices	11662	89088	17280	49152
	number of FF	93296	178176	69120	98304
	number of LUT	46648	178176	69120	98304

XC6SLX75 FPGA, GF(p), 256-bit ECC or 128-bit HECC, internal word size w = 32 bits
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write the result of de 12 wait fu add sub 0 wait until the end of (ab) + c 13 write fu add sub 0, 5 write the result of (ab) + c 14 read fu add sub 0, 5, 6 read (ab) + c and de 15 launch fu add sub 0 launch ((ab) + c) + (de) 16 wait fu add sub 0 wait until the end of ((ab) + c) + (de) 17 write fu add sub 0, 5 write ((ab) + c) + (de)