N

N

Types for REWERSE reasoning and query languages
13-D4

Horatiu Cirstea, Emmanuel Coquery, Wlodzimierz Drabent, Francois Fages,
Claude Kirchner, Luigi Liquori, Benjamin Wack, Artur Wilk

» To cite this version:

Horatiu Cirstea, Emmanuel Coquery, Wlodzimierz Drabent, Francois Fages, Claude Kirchner, et al..
Types for REWERSE reasoning and query languages 13-D4. 2005, 71p. hal-01149625

HAL Id: hal-01149625
https://inria.hal.science/hal-01149625
Submitted on 13 May 2015

HAL is a multi-disciplinary open access L’archive ouverte pluridisciplinaire HAL, est

archive for the deposit and dissemination of sci- destinée au dépot et a la diffusion de documents
entific research documents, whether they are pub- scientifiques de niveau recherche, publiés ou non,
lished or not. The documents may come from émanant des établissements d’enseignement et de
teaching and research institutions in France or recherche francais ou étrangers, des laboratoires
abroad, or from public or private research centers. publics ou privés.

Distributed under a Creative Commons Attribution - NonCommercial - ShareAlike 4.0 International

License


https://inria.hal.science/hal-01149625
http://creativecommons.org/licenses/by-nc-sa/4.0/
http://creativecommons.org/licenses/by-nc-sa/4.0/
http://creativecommons.org/licenses/by-nc-sa/4.0/
https://hal.archives-ouvertes.fr

REWERSE:

reasoning on the web

13-D4

Types for REWERSE reasoning and query
languages

Project title: Reasoning on the Web with Rules and Semantics
Project acronym: REWERSE

Project number: IST-2004-506779

Project instrument: EU FP6 Network of Excellence (NoE)

Project thematic priority: Priority 2: Information Society Technologies (IST)
Document type: D (deliverable)

Nature of document: R (report)

Dissemination level: PU (public)

Document number: IST506779/Warsaw,Link6ping /13-D4/D /PU /al
Responsible editors: W. Drabent and A.Wilk

Reviewers: Pierre Deransart, Hans Jiirgen Ohlbach
Contributing participants: Linkoping, Nancy, Paris, Warsaw

Contributing workpackages: 13

Contractual date of deliverable: 28 February 2005

Actual submission date: 04 March 2005

Abstract

This report presents proposals for a type system for a subset of REWERSE languages. We
study two approaches to such a type system, which are based on descriptive and prescriptive
typing. As an example rule language we use XML query language Xcerpt.

Keyword List
constraints, rewrite calculus, rule based language, type system, type inference, polymorphic
typing, descriptive typing, prescriptive typing

Project co-funded by the European Commission and the Swiss Federal Office for Education and Science within

the Sizth Framework Programme.

© REWERSE 2005.



ii



Types for REWERSE reasoning and query
languages

Horatiu Cirstea! and Emmanuel Coquery? and Wlodzimierz Drabent® and
Francois Fages? and Claude Kirchner' and Luigi Liquori® and Benjamin Wack!
and Artur Wilk*

! LORIA: CNRS, INRIA, Universities of Nancy
615, rue du Jardin botanique,
54600 Villers-lés-Nancy Cedex, France
2 INRIA
France

3 Institute of Computer Science, Polish Academy of Sciences,
Warsaw, Poland
4 Department of Computer and Information Science,
Linkoping University
S-581 83 Linkdping, Sweden
5 INRIA Sophia Antipolis

2004, route des Lucioles - BP 93
06902 Sophia Antipolis, France

04 March 2005

Abstract

This report presents proposals for a type system for a subset of REWERSE languages. We
study two approaches to such a type system, which are based on descriptive and prescriptive
typing. As an example rule language we use XML query language Xcerpt.

Keyword List
constraints, rewrite calculus, rule based language, type system, type inference, polymorphic
typing, descriptive typing, prescriptive typing



iv



Contents

R51 Emptiness Checd . . . . . . . . . .

B52 TIntersection of Tvped . . . . . o o o o o

6 Tvypine of Xcerpt Querv Resultd . . . . . . . o o o

B6.4 Computine Better Approximations of Set of Answers for a Querv Term

6.5  Computing the Type of Querv Resultsl . . . . . . . . . . . . ... ....

b7 Future world




vi



1 Introduction

This report presents proposals for type systems for subsets of REWERSE languages. It is
structured, following the approach already used in [CCDT04], by first considering descriptive
types and then prescriptive ones.

Section B presents a descriptive typing approach to XML query language Xcerpt. The role
of descriptive typing is to provide approximations of the semantics of programs. We propose a
formalism to define sets of data terms which is a generalization of tree automata. The defined
sets roughly correspond to sets of documents definable by means of XML schema languages,
like DTD and XML Schema. The main contribution is an algorithm for computing the type of
possible results of an Xcerpt rule, given the type of the database. Two versions of the algorithm
are presented, one is simpler and more efficient while the other provides more accurate results.
The algorithm can be used to automatically check correctness of Xcerpt programs with respect
to specification given by means of types, and to compute (approximations of) the sets of results
of non-recursive Xcerpt programs.

Prescriptive typing addresses the issue of the composition. By providing types for function
and predicate symbols, and in turn modules, one expresses the syntactic categories to which
they can be applied. By checking the consistency of a program w.r.t. these types, a prescriptive
type system therefore provide a discipline to compose them correctly. As the Rewriting calculus
provides a foundational framework to express in detail the operational semantics of rewrite based
languages, we show in Section B, how the calculus could be used to express Xcerpt constructions.
Then, we introduce a polymorphic type system for the Rewriting calculus. This provides the
capability to propose polymorphic type system for Xcerpt, via the expression of Xcerpt programs
as Rewriting calculus terms. As several rule languages for manipulating semi-structured data
have their semantics inherited from constraint logic programming, our prescriptive type system
TCLP for constraint logic languages provides a good basis for a type system for these rule
languages. Section Bl explains how the ideas of prescriptive typing for constraint logic languages
can be adapted for REWERSE rule languages such as the XML query language Xcerpt. First,
we present TCLP and recall some of its properties. Then we explain how it can be adapted to
rule languages for querying and transforming semi-structured data. This is illustrated through
a prescriptive type system for XML query language Xcerpt. We also discuss some type checking
issues for this type system.



2 Descriptive typing for Xcerpt

2.1 Introduction

In this section we present a descriptive typing approach to XML query language Xcerpt [BSO2b),
BS02d, [BS02a, [BBSW03|. As explained in the previous paper [CCDT04] types in descriptive
typing are approximations of program semantics. The considered programming language is
untyped and typing does not influence its semantics. In this way one can combine advantages
of typed and untyped programming languages. Descriptive types can be used as specifications
for programs and for XML databases. In the context of descriptive typing, type checking means
(automatic) verification whether a program is correct w.r.t. its specification; type inference
means computing (approximation of) the semantics of a given program. To make type checking
and inference possible a restriction to some class of recursive sets is necessary, together with a
fixed formalism of defining sets.

An objective of this work is to develop analysis techniques for rules used in web applications.
A main intended application is locating errors in (programs consisting of) rules. The rules we
deal with can be seen as transformers of sets of XML documents. Query language Xcerpt has
been chosen as a representative example of a rule language.

XML (eXtensible Markup Language) has become a dominant standard for data encoding
and exchange on the Internet. It has been designed to create more structured and adaptable
documents and document systems. Sets of documents, often called types, can be specified
using various schema languages, like DTD [Ext], XML Schema [Fe01], or RELAX NG [CM0O1].
Applications which deal with many different DTD’s or XML Schemas require mechanisms for
comparing such specifications; in other words to compare types. This includes comparing types
given by different schema languages. For this purpose a common view of them is necessary.

As XML data are essentially tree structured, a natural approach is to view XML documents
as trees (or, equivalently, terms), and types as sets of trees. So we need a formalism to describe
decidable sets of trees. It should be able to describe sets corresponding to those specified by
major schema languages for XML. Our intended application requires that basic operations on
sets expressed in the formalism (like intersection and checks for membership, emptiness and
inclusion) are decidable and efficient algorithms for them exist. A well known such formalism
is tree automata [CDGT99| (or tree grammars, which are just another view of tree automata).
However tree automata deal with terms where each symbol has a fixed arity. This is not
compatible with XML, where the number of elements between a given pair of a start-tag and
end-tag is not fixed. One can adjust the view of XML data to the tree automata formalism, by
representing sequences of arbitrary length as lists (this means terms built using two symbols of
fixed arities 2 and 0). In this way n children of a tree node can be replaced by one child, which
is a list of length n. Such an approach is used in [HVP00]. We follow here another approach —
extending the tree automata formalism.

As abstraction of XML data we employ data terms. Data terms can be seen as mixed trees,
which are labelled trees where children of a node are either linearly ordered or unordered. Our
formalism for defining sets of data terms combines tree grammars with regular expressions. The
latter are used to describe the possible sequences (or sets) of children of a single node in a tree.
Similar formalism is used in [MLMKO3|, the novelty of our approach is that we deal with mixed
trees.

There exist various rule languages related to XML documents (like RuleML [BTW(I] or
Xcerpt). Usually rules are (intended to be) applied to documents of a certain type. An obvious



question arises about the set of possible results of such a rule (or of a set of rules). One would
like to express the type of rule results in terms of the types of documents to which the rule is
applied. A variant of this question is checking whether the rule is type correct — one requires
that any result of the rule is of certain type and wants to prove (or disprove) this fact. Ability
to perform such checks automatically, or to compute the type of results, is instrumental for
discovering errors in the rules. Experience with programming languages shows how crucial
static typing has been for quick discovering of certain kinds of errors in programs and thus for
improving efficiency of programmers and quality of programs. On the other hand, experience
with untyped programming languages, like Prolog, shows how lack of typing makes many simple
errors difficult to discover.

In this chapter we present descriptive typing for (a large subset of) XML query language
Xcerpt [BSO2b, [BSO2d, [BSO2al, [BBSWO3|. Xcerpt stems from logic programming. It uses pat-
terns instead of paths to navigate the database. The mechanism of matching a pattern against
a database resembles unification. We present a method of computing the type of results for
an Xcerpt program, given a type of the database. To simplify the presentation, our method is
introduced for programs consisting of a single rule of a rather restricted form. Abandoning this
restriction is however discussed informally. The method applies to checking of type correctness
of arbitrary programs and to finding the result type for non recursive programs. It also sub-
sumes checking whether a given data term is a member of a given type. A former version of
this chapter appeared as [WDO03|; a main contribution of the current paper is a more precise
version of the algorithm.

The chapter is organized as follows. The next section introduces data terms and their
correspondence to XML data. Section EZJ presents the formalism of type definitions. Section
Bl discusses certain restrictions on type definitions, their purpose is to obtain simpler and more
efficient algorithms. The following section discusses algorithms for basic operations on types.
Section LA presents Xcerpt and introduces the algorithm for computing query answer types.

2.2 Modelling XML Data

We model XML data using a formalism of data terms similar to that defined in [BS02bh]. Data
terms can be seen as mixed trees which are labelled trees where children of a node are either
linearly ordered or unordered. This is related to existence of two basic concepts in XML: tags
which are nodes of an ordered tree and attributes that attach attribute-value mappings to nodes
of a tree. These mappings are represented as unordered trees. Unordered children of a node
may also be used to abstract from the order of elements, when this order is inessential. We
assume that there is no syntactic difference between XML tag names and attribute names and
they both are labels of nodes in our mixed trees (and symbols of our data terms). The infinite
alphabet of labels will be denoted by L.

A content of an element is a sequence of other elements or basic constants. Basic constants
are basic values such as attribute values and all “free” data appearing in an XML document
— all data that is between start and end tag except XML elements. Basic constants occur as
strings in XML documents but they can play a role of data of other types depending on an
adequate definition in DTD (or other schema languages) e.g. IDREF, CDATA,.... The set
of basic constants will be denoted by 5. In our notation we will enclose all basic constants in
quotation marks ””.

XML documents are represented as data terms.

Definition 2.2.1 A data term is an expression defined inductively as follows:



o Any basic constant is a data term,

o Iflis alabel and t1, ..., t, are n > 0 data terms, then l[t1 - -t,] and [{t1---t,} are data
terms.

The linear ordering of children of the node with label [/ is denoted by enclosing them by brackets
[], while unordered children are enclosed by braces {}.

A subterm of a data term ¢ is defined inductively: ¢ is a subterm of ¢, and any subterm of
t; (1 <i<n)is asubterm of I'[ty---t,] and of I'{t1---t,}.

To show how XML elements are represented by data terms, consider an XML element

E = <tag attri=value; - - - attry=valuex>E - - - E,</tag>,

(k > 0,n > 0) where each E; (for i = 1,...,n) is an element or the text occurring between two
elements or before the first element or after the last element. F is represented as a data term
taglattributes childy - - - child,], where the data terms childy, ..., child, represent E1, ..., E,,
and the data term

attributes = &{attri[value;] - - - attry[valueg|}

represents the attributes of E. If E has no attributes then attributes is the data term &{ },
which will be usually abbreviated as &. Subterms representing attributes are not ordered and
this is denoted by enclosing them by braces.

Example 2.2.1 This is an XML element and the corresponding data term.

<CD price="9.90" year="1985">  CD[&{price[’9.90”] year[’1985"]}

Empire Burlesque “"Empire Burlesque”

<subtitle></subtitle> subtitle[&]

<artist>Bob Dylan</artist> artist{& "Bob Dylan”]

<country>USA</country> country[& "USA”|
</CD> ]

The root of a data term ¢, denoted root(t), is defined as follows . If ¢ is of the form I[t; - - - ¢,]
or l{ty - -t,} then root(t) = I; for ¢ being a basic constant we assume that root(t) = $.

2.3 Type Definitions

Here we introduce a formalism for specifying a class of decidable sets of data terms representing
XML documents. It is a certain simplification of the formalism of [BDM04]. First we specify a
set of type names 7 = CUS UV which consist of

e type constants from the alphabet C
e special type names from the alphabet S
e type variables from the alphabet V

We associate each type name T with a set [T] (the type denoted by T') of data terms which
are allowed values assigned to 7. For T being a type constant or a special type name, the
elements of [T are basic constants.



Type constants corresponds to an XML schema language base types. The set of type
constants is fixed and finite. In our examples we will use a type constant # assuming that [#]
is the set of non empty strings of characters. This is similar to #PCDATA in DTD.

For a special type name T the corresponding set [I] is a finite set of basic constants
{c1,...,¢em} (m > 0). This set is specified by a rule of the form 7" — ¢4| ... |¢;,- In our notation,
type constants and special type names are sequences of letters beginning with character #.

Each type variable T is associated with a set of data terms [7'] which is specified in a way
similar to that of [BDMO4] and described below. First we introduce some auxiliary notions.
The empty string will be denoted by €. A regular expression over an alphabet ¥ is €, ¢, any
a € ¥ and any 77, 71|re and 77, where r,ro are regular expressions. A language L(r) of
strings over X is assigned to each regular expression r in the standard way (see e.g. [HUZ9]).
In particular, L(¢) = 0, L(e) = {e} and L(r1|rz) = L(r1) U L(r2).

Definition 2.3.1 A regular type expression is a regular expression over the alphabet of
type names T. We abbreviate a regular expression r"|r" 1| ... |r™ where n < m, as r(n : m),
r"r* asr(n:oo), rr* asrt, and r(0: 1) as r’. A regular type expression of the form

Wi« Wy

where k > 0, each W; is T;(ni1 :ni2), 0<n;1 <n;o2<ooc fori=1,....k, and T1,..., T} are
distinct type names, will be called o multiplicity list.

Multiplicity lists will be used to specify multisets of type names.

Definition 2.3.2 A type definition for type variables T1, ..., T, is a set of rules {R1, ..., R,,}
where each rule R; (i =1,...,n) is of the form

ﬂ"Gi,

T, ...,y are distinct, and each G; is an expression of the form l;[r;] or l;{q;} where l; is a
label, r; is a regular type expression over {T1,...,T,} UCUS, and q; is a multiplicity list over
{T1,...,T,} UCUS.

A type definition for type variables together with a set of rules defining special type names
will be called a type definition. A rule of the form 7' — G (occurring in a type definition D)
will be called the rule for T (in D). We require that for any special type name S the definition
contains at most one rule for S.

Example 2.3.1 Consider type definition D:

Cd — cd[Title Artistt # Category’]
Title — title[# Subtitle’

Subtitle — subtitle[#]

Artist — artist[#]

# Category — pop | rock | classic

D contains a rule for each of type variables: Cd, Title, Subtitle, Artist and a rule for special
type name # Category. Labels occurring in D are: cd, title, subtitle, artist, and pop, rock,
classic are basic constants.



Type definitions are a kind of grammars, they define sets by means of derivations over data
patterns.

Definition 2.3.3 A data pattern is inductively defined as follows
e a type name and a basic constant are data patterns,

e ifdy,...,d, (n>0) are data patterns andl is o label then l[d; ---d,] and l{d; ---d,} are
data patterns.

Thus, data terms are data patterns, but not necessarily vice versa, since a data pattern may
include type names in place of data terms. Given a type definition D we use it to define a
rewrite relation —p on data patterns.

Definition 2.3.4 Let d,d’ be data patterns. d —p d' iff one of the following holds:

1. d' is obtained from d by replacing an occurrence of a type variable T in d by l[s], for some
rule T — I[r] in D and some s € L(r) (so s is a string of type names).

2. d' is obtained from d by replacing an occurrence of a type variable T in d by l{s}, for
some rule T — I{r} in D and a permutation s of some so € L(r).

3. d' is obtained from d by replacing an occurrence of a type constant C by a basic constant

in [C].
4. There exists in D a rule S — c1| ... |cm for a special type name S, and d’' is obtained from
d by replacing an occurrence of S by one of the basic constants c1, ..., Cp,.

Example 2.3.2 For the type definition D from the previous example it holds:
Cd —p cd[Title Artist # Category] —%, cd[title[#] artist[#] “pop”] —7% cd[title["Stop”]
artist["Sam Brown”] “pop”).

Iterating the rewriting steps we may eventually arrive at a data term. This gives a semantics
for type definitions.

Definition 2.3.5 Let D be a type definition. The type [T]p associated with a type name T by
D is the set of the data terms that can be obtained from T

[Tlp ={¢t|T —} t and t is a data term}

Notice that if T is a type constant then [T]p = [T]. If it is clear from the context which
type definition is considered, we will often omit the subscript in the notation [ |p and similar
ones.

2.4 Proper Type Definitions

For our analysis of Xcerpt rules we need algorithms computing intersection of sets defined by
type definitions, and performing emptiness and inclusion checks for such sets. To obtain efficient
algorithms we impose certain restrictions on type definitions. They are discussed in this section.

Consider a type definition D. If T' — G is the rule for a type variable T in D, where G is
of the form [[r] or I{q}, then [ will be called the label of T (in D) and denoted labelp(T) = I.



For T being a type constant or a special type name we define labelp(T) = $. So if d € [T] then
root(d) = label(T).

We assume that alphabet of labels £ U {$} is totally ordered by a relation <; we call this
ordering alphabetic ordering. A multiplicity list W1 ... W}, where each W; = T;(n;1 : n;2) and
T; is a type name, is sorted w.r.t D if labelp(Ty) < ... < label p(T};). For practical reasons we
assume that the multiplicity lists occurring in our type definitions are sorted.

We say that a type definition D is proper, if for each regular expression r in D all distinct
type names occurring in r have different labels. Thus given a term [[c;...c,] and a rule
T — I[r] € D or a term I{c;...c,} and a rule T — I{r} € D for each ¢;, the root of ¢;
determines at most one type name S such that S occurs in r and labelp(S) = root(c;) = I;.
Such type name S will be denoted typep(l;,r). If any type occurring in r does not have label
l; we assume that typep(l;,7) = NULL. We use types,(r) to denote the set of all type names
occurring in the regular expression r.

Notice that, for a proper type definition D, at most one type constant or special type name
occurs in any regular expression of D since all type constants and special type names have the
same label $.

Restriction to proper type definitions results in simpler and more efficient algorithms. Unless
stated otherwise, we assume that the considered type definitions are proper. The class of proper
type definitions, when restricted to ordered terms (i.e. without {}), is essentially the same as
single-type tree grammars of [MLMKO03|. Dealing only with proper definitions seems reasonable,
as the sets defined by main XML schema languages (DTD and XML Schema) can be expressed
by such definitions [MLMKO3].

Example 2.4.1 Type definition D1 = {A—a[A|B|C], B—b[D], C—bl#], D—c[#]} is not proper
because type names B, C have the same label b and occur in one regular expression. In contrast,
Dy = {A—a[A|B|D], B—=b[CD], C—b[#], D—c[#]} is proper and e.g. typep, (b, A|B|D) = B
and typep,(b,CD) = C.

Our algorithms employ inclusion and equality checks for languages described by given regu-
lar expressions, and computing intersection of such languages. This can be done by transform-
ing regular expressions to deterministic finite automata (DFA’s) and using standard efficient
algorithms for DFA’s.

In the general case the number of states in a DFA may be exponentially greater than the
length of the corresponding regular expression [HU79]. Notice that the XML definition [Ex{]
requires (Section 3.2.1) that content models specified by regular expressions in element type
declarations of a DTD are deterministic in the sense of Appendix E of [Exf]. It seems that the
formal meaning of this requirement is that the regular type expressions are 1-unambiguous in
a sense of [BKWO9S|. For such regular expressions a corresponding DFA can be constructed in
linear time.

2.5 Operations on Types

In this section we describe algorithms computing basic operations on types: check for emptiness,
intersection, and check for inclusion.

2.5.1 Emptiness Check

We show how to check if a type defined by a type definition is empty. In what follows we assume
that the regular expressions in type definitions do not have useless symbols. A type name T is



useless in a regular expression r if no string in L(r) contains T'. (If r contains a useless symbol
then the regular expression ¢ occurs in r.)

A type name T in a type definition D will be called nullable if no data terms can be derived
from T. In other words, [T]p = 0 iff T" is nullable in D.

To find nullable symbols in a type definition D we mark type names in D in the following
way. First we mark all type constants and all special type names (that do not denote (). Then
we mark each unmarked type variable T; in D with the rule for T; of the form T; — I[r;] or of
the form T; — I{r;} such that there exists a sequence of marked type names S; ... Sy, € L(r;)
(m > 0). We repeat the second step until an iteration which does not change anything. The
type names which are unmarked in D are nullable.

Example 2.5.10 Let us use the algorithm to find nullable type names in a type definition
D = { A—a[AB], B—b[B*|}. The initial step does not mark any type names. In the second
step we mark B because ¢ € L(B*). In the next iteration we cannot mark any other type names
and the algorithm stops. Since A is unmarked, it is nullable.

2.5.2 Intersection of Types

Here we explain a way of obtaining the intersection of two types. Let D;, Dy be type definitions
(possibly D1 = Ds). We construct a type definition D describing intersections of types defined
by D1, Ds. For each pair of type variables Sy, S5 from, respectively, D1, D> we introduce a new
type variable S1NS>. D will satisfy [S11S2]p = [Si]p, N [S2]ps-

We assume that for each pair S1, So of type constants there is a type constant S1MNS3 such
that [S1NS2] = [S1] N[S2]- For each pair S1, S2, where one element is a type constant and the
other is a special type name or both are special type names, we introduce a new special type
name S1NSs.

The type definition D is the smallest set of rules such that if S7,Sy are type variables
and Dy, Ds contain, respectively, rules of the form S; — I[r1] and Sy — I[r2] or of the form
Sl — 1{7“1} and 52 — 1{7“2} then

e let, for i = 1,2, s; be the regular expression r; with every type name U replaced by
labelp,(U),

e let s be a regular expression such that L(s) = L(s1) N L(s2), if the parentheses in the
rules for 51,52 are {} then we require that s is a sorted multiplicity list (like s, s2 are),

o for each label [ occurring in s let Sy ;, S2,; be the type names such that typep, (I,71) = S1,1,
typep, (I,r2) = Sa,1,

e let r be s with every label [ replaced by S1,;MS2,,

o if the rules for 51,52 are of the form S; — {[r1] and Sy — [[rs] then D contains the rule
Sl,lﬁSQ,l — l[?‘];
if the rules for S1, S2 are of the form S; — [{r1} and Sy — I{r2} then D contains the rule
Sl,lﬁSQ,l — l{’l“}

If S; and S are type variables and D1, D2 contain, respectively, rules of the form S; — I[r]
and Sy — [{r2} or of the form S; — I{r;} and Sy — [[rs] then D contains the rule S;NSy — [[¢].



If 51,55 are special type names, or one of them is a special type name and the other
is a constant type then D contains the rule S11S2 — c1]...|c,, where [Si]p, N [S2]p, =
{Cl, N ;Cn}-

From the description above and from Definition EEZA (of the derivation relation —p) it
follows that

TﬂU —D l[TlﬂUlTnﬂUn] iff T — D1 Z[TlTn],
U —p, l[Uy---U,), and
labelp, (T;) = labelp, (U;) for i = 1,...,n,

for any n > 0 and type variables T, U, Ty,...,T,,U;,...,U,. A similar fact holds for rules
with {}. Thus TNU —7 tiff T —} t and U —5, t (for any data term t); this implies
[TAU]p = [T]p, N [U]p,- If definitions D; and D, are proper then D is proper.

Example 2.5.11 Consider type definitions: D = { A—I[B|C], B=I[AT], C—m[]} and D' =
{A'=I[A*|C"], C"—=m[C"™*]}. We construct a type definition D" which defines type ANA’
being the intersection of types A and A’ ([ANA'|p» = [A]lp N [A']p/). D" = {ANA" —
[[BAA'|CNC'], BNA" — I[(ANA)T], CNC" — m][]}. Ezample EZZIA will show that [A]p C
[A'lp and that is why [ANA'|pr = [A]p.

2.5.3 Inclusion Subtyping

The algorithm presented here is based on the approach taken in [BDM04]. The slight difference
comes from the fact that our formalism is more specific for Xcerpt. In our approach we do not
use label language but instead we assume that every type constant has the same label $.

Let T3, 75 be type names defined in type definitions D1, D5, respectively. T} is an inclusion
subtype of Ty iff [Th]p, C [T]p,- We present an algorithm which checks this fact. It is not
required that D; is proper.

The first part of the algorithm constructs a set C(T3,T2) of pairs of types to be compared.
It is the smallest set such that

o if label(Ty) = label(T3) then (T4,T2) € C(Ty,Ts),
o if
- (TII’T2I) € C(T17T2)7

— Dy, Dy contain, respectively, rules 7] — [[r1] and T4 — I[ro], or T| — I{r1} and
T35 — l{re} (with the same label /), and

— type names Ty, T occur respectively in ry, 72, and labelp, (T]") = labelp,(Ty)

then (17, Ty) € C(T1,T2). As Dy is proper, for every T} in r;, there exists at most one
TY in ro satisfying this condition.

The second part of the algorithm checks whether [T7] C [73] for each (17,73) € C(T1,T2):



IF C(T1,T2) = ) THEN return false
ELSE for each (T7,Ty) € C(T1,T») do the following:
IF T}, T} are special type names or type constants
THEN check whether [T7] C [73] and return the result
Let T — I[r1] and T4 — I[ra], or Ty — I{r1} and T§ — {r2}
be rules of Dy, D3, respectively
Let s; and sy be the regular expressions over labels
corresponding to r; and o
Check whether L(s1) C L(s2)
IF for all pairs from C(T4,Tz) the answer is true THEN return true
ELSE return false

The algorithm employs a check if [T]] C [T4], where each of Ty, T} is either a special type
name or a type constant. This check is based on recorded information about inclusion of the
sets defined by type constants and about which constants are members of these sets.

If the algorithm returns true then [T1]p, C [T2]p,. If it returns false and D; has no nullable
symbols (i.e. [T]p, # 0 for each type name 7' in D) then [T1]p, € [T2]p,- The main fact used
in the proof of this property is that a positive answer of the algorithm means the following. For
any (S,U), (S1,U1),...,(Sn,Upn) € C(Th,T2) if S —p, I[S1---Sp] then U —p, l[[Uy---Uy]. A
similar fact holds for terms with {} (remember that in this case the regular expressions in the
applied rules are sorted multiplicity lists).

Example 2.5.12 Consider the type definitions from the Example 2 11: D = { A—I[B|C],
B—l[AT], C—m]]} and D' = { A —=I[A*|C"], C"—=m][C"*] }. To check whether [A]p C [A']p/,
first we construct set C(A, A") which is {(A,A"),(B,A"),(C,C")}. Then the second part of the
algorithm checks if L(lm) C L(I*|m), L(IT) C L(I*|m) and L(¢) C L(m*). Since all the checks
give positive results, we conclude that [A]lp C [A']p-.

Notice that for a proper Dy and 1-unambiguous regular expressions [BKWOS| in D;, Dy the
algorithm is polynomial. In the general case a polynomial algorithm does not exist, as inclusion
for a less general formalism of tree automata is EXPTIME-complete [CDGT99).

2.6 Typing of Xcerpt Query Results

In this section we first introduce XML query language Xcerpt. Then we discuss objectives of
computing types of query results and present an algorithm.

2.6.1 Xcerpt — Introduction

Xcerpt is a rule-based query and transformation language for XML (see [BS02al, [BS02b!, [BS02d,
BBSW03, [FBST04]). It employs patterns instead of paths to query XML and semistructured
data. This approach stems from logic programming. A query term is matched against a data
term from a database. A successful matching results in binding the variables in the query term
to certain subterms of the data term. This operation is called simulation unification.

We consider here a somehow simplified version of Xcerpt. We focused on core Xcerpt features
to make our algorithms simpler and better understandable. The main difference is that our
data terms represent trees while in full Xcerpt terms are used to represent graphs (by adding
unique identifiers to some tree nodes and introducing nodes which are references to these iden-
tifiers). Other neglected Xcerpt features in respect to the Xcerpt version described in [SB04] are:
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functions and aggregations, non-pattern conditions, optional subterms, position specifications,
negation, regular expressions, all and some constructs, and label variables in query terms.

We assume that a database is a data term or a multiset of data terms. There are two other
kinds of terms in Xcerpt: query terms and construct terms. A construct term is a data term
possibly with some subterms replaced by variables. We define query terms later on. Any data
term is a construct term, and any construct term is a query term. The role of query terms is
to be matched against a database. Construct terms are used in constructing data terms which
are query results. Queries in Xcerpt are (sets of) rules; the premise of a rule is a query term
and the conclusion of a rule is a construct term.

Definition 2.6.1 Query terms are inductively defined as follows:
e Any basic constant is a query term.

o A wariable X is a query term.

If q is a query term, then desc q is a query term.

If X is a variable and q is a query term, then X ~> q is a query term.

Iflisalabel and q . ..q, (n > 0) are query terms, thenl(qy .. .qn), {q1---qn}, U[q1 - - - qn]]
and l{{q1 .. .qn}} are query terms (called rooted query terms).

For a rooted query term q = laqi, . .., qn 8, where a5 are parentheses [],[[]], {} or {{}}, root(q) =
land qq,...,q, are the child subterms of q. If q is a basic constant then root(q) = $.

To informally explain the role of query terms, consider a query term ¢ = lag; . .. ¢ and
a data term d = l'd’d;y ...d, ', where «, 3,0d/, 3 are parentheses. In order to ¢ match d it is
necessary that [ = I’. Moreover the child subterms ¢1,...,¢q,, of ¢ should match certain child
subterms of d. Single parentheses in d ([] or {}) mean that m = n and each ¢; should match
some (distinct) d;. Double parentheses mean that m < n and ¢i, ..., ¢, are matched against
some m terms out of di,...,d,. Curly brackets ({} or {{}}) in ¢ mean that the order of the
child subterms in d does not matter; square brackets in ¢ mean that ¢, ..., ¢, should match
(a subsequence of) di,...,d, in the same order.

A variable matches any data term, desc ¢ matches a data term d whenever ¢ matches some
subterm of d. A query term X ~» ¢ matches any data term matched by ¢. A side effect of a
query term X or X ~» ¢ matching a data term d is that variable X obtains a value d.

Now we formally define which query terms match which data terms and what are the
resulting assignments of data terms to variables. We do not follow the original definition of
simulation unification. Instead we define a notion of answer substitution for a query term ¢
and a data term d. As usually, by a substitution (of data terms for variables) we mean a
set 6 = {X;/dy,...,Xn/dn}, where X1,..., X, are distinct variables and ds,...,d, are data
terms; its domain dom(f) is {X1,...,X,}, its application to a (query) term is defined in a
standard way.

Definition 2.6.2 A substitution 6 is an answer substitution (shortly, an answer) for a query
term q and o data term d if q and d are of one of the forms below and the corresponding
condition holds. (In what follows m,n > 0, X is a variable, | is a label, q,q1,... are query
terms, and d,dy, ... data terms; set notation is used for multisets, for instance {d,d} and {d}
are different multisets).

11



q d condition on ¢ and d

C c c is a basic constant

Ugr---qn] Idy---dy] 6 1is an answer for ¢; and d;,
foreachi=1,...,n

g+ gm]] ld1---dy,] for some subsequence d;,,...,d;, of di,...,d,
(ie. 0<iy <...<im<n)
¢ is an answer for ¢; and d;;,

foreach j=1,...,m,

Tm

Hagr---qn} {dy---d,} for some permutation d;,,...,d;, of di,...,d,
or (1e {di17~-~;din}:{d17~-~7dn})
l[dy ---dy,] 0 is an answer for ¢; and d;;

foreach j=1,...,m,
l{{qlqm}} l{dldn} for some {di1;-~-7dim} Q {dl,...,dn}
or ¢ is an answer for ¢; and d;;
l[dy---dy] foreach j=1,...,m,
X d 0X =d
X ~q d #X = d and 0 is an answer for ¢ and d
desc q d 6 is an answer for ¢

and some subterm d’ of d

We say that ¢ matches d if there exists an answer for q,d.

Thus if ¢ is a rooted query term (or a basic constant) and root(q) # root(d) then no answer
for ¢, d exists. If ¢ = d then any 6 is an answer for ¢,d. A query [{{}} matches any data term
with the label [. If 6,6’ are substitutions and # C ¢’ then if 6 is an answer for ¢, d then ¢’ is an
answer for ¢,d. If a variable X occurs in a query term ¢ then queries X ~» ¢ and X ~» descq
match no data term, provided that ¢ # X and ¢ is not of the form desc - - - desc X.

Example 2.6.1 Query term ¢ = a[c{{d[]”¢"}} fllg[]~{"7"}]]] matches data terms
alc{7e”d[] g1} flg[1I[) A["i"]]] and a[cld[]g[]”e”] flg[]h[""]]]. In contrast, data terms
fIR["7] g[]] and f{g[] R[]} are not matched by f[lg[] h{"i"}]]. Query term g2 = desc w{{}}
matches data terms a[b{w[]}] and w{’s”}. Query term g2 = a[[ X1~c[[d{}]] X2"p" ]] matches
al”s”c[d{} ] h{j[]} "p”], with an answer which binds X1 to c[d{}"r"] and X2 to h{j[]}.

Each answer for a query term ¢ binds all the variables of the query to some data terms. For
any such answer ¢’ (for ¢ and d) there exists an answer 6 C ¢’ (for ¢ and d) binding exactly
these variables. We will call such answers non redundant. Qut of Definition EEE one can derive
an algorithm which produces non redundant answers for a given ¢ and d. Construction of the
algorithm is rather simple, we skip the details. Non redundant answers are actually those of
interest; we consider a more general class of answers to simplify Definition

An Xcerpt program is a set of construct-query rules. We restrict ourselves to a simple kind
of rules and to programs consisting of a single rule.

Definition 2.6.3 A construct-query rule (shortly, query rule or query) is an expression of
the form t < q, where t is a construct term, q is a query term and every variable occurring in
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t also occurs in q. t will be sometimes called the head and q the body of the rule. If 0 is an
answer for q and o data term d then t0 is a result for queryt — q and d.

Each result of a query rule is a data term, as an answer for a query term binds all the
variables of the rule to data terms.

Example 2.6.2 Consider a database:

catalogue|  cd[title] "Empire Burlesque") artist|"Bob Dylan"| year["1985"] ]
cd[ title| "Hide your heart"] artist] "Bonnie Tyler") year|"1988"]]
cd[ title[ "Stop ") artist]["Sam Brown"| year["1988"] |

Here is a rule which extracts titles and artists for the CD’s issued in 1988 and presents
the results in a changed form (title as name and artist as author). TITLE and ARTIST are
variables.

result[ name[ TITLE] author[ARTIST]]| «
catalogue{{ cd{title[ TITLE] artist ARTIST] year|["1988"] } }}

The results returned by the rule are:

result] name| "Hide your heart"] author|"Bonnie Tyler']|
result] name[ "Stop"] author["Sam Brown"]|

2.6.2 Reasoning about Types of Xcerpt Query Results

In this section we study the relation between types of databases and types of query results.
Assume that the only information available about the database is that it is a data term (or
a set of data terms) of a given type [Ipg]. One may want to know what query results are
possible for such database. We show how to compute (a superset of) the set of such results.
The set will be expressed as a type, specified by a type definition. We will usually call it the
query result type.

Computing the query result type may serve some additional purposes. 1. If this type is
empty, then the query will never give an answer for a data term from [Tpg]. An algorithm
checking this property is obtained by combining computing query result type with checking
emptiness of a type. 2. If some specification of the intended type of results exists, one may
check if the query is correct w.r.t. the specification, by checking whether the computed type
of the results is included in the specified one. 3. If we use a data term d as the body of the
query, then computing the result type is also a check whether d € [Ipp]. Namely d € [Tpg]
iff the result type is not empty. 4. The algorithm computing the query result type produces as
a side effect the types of the variables of the queries. For each variable from the query it gives
a set containing every value that can be assigned to the variable (when querying a data term
from type [Tpg]). This provides additional information about the behaviour of the query. We
may consider specifications of the types of the query variables. A query is correct w.r.t. such a
specification if for every variable the computed type is a subset of the specified type.

Example 2.6.3 Consider the type definition D from Ezample 21l and o construct-query
rule Q:

result[ name[ TITLE] author[ARTIST]| «—
cd{{ TITLE ARTIST~~artist{{}} "rock”}}
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The intention of the rule is to collect titles and authors of all the CD’s of the rock cate-
gory. When the query term of the rule is matched against a database of type Cd, the vari-
ables TITLE, ARTIST are bound to data terms of types, respectively, Title, Artist or Artist,
Artist. As the variable TITLE is intended to take values only of type Title, the query is in-
correct w.r.t. our expectations. The type Result of the query result can be described by the
following type definition D' = D U { Result—result[Name Author|, Name— name|Title| Artist],
Author—author|Artist] }.

In what follows we assume a fixed proper type definition D (describing the type of the
database).

To represent a set of answers (for a query term and a set of data terms) we will use a mapping
m:V — &, where V is the set of variables occurring in the considered query rule and £ is a set
of expressions. £ contains 0, 1, the type names from D, and expressions of the form 77 N 75,
where T1, Ty € £. Each expression F from £ denotes a set [E] of data terms. [1] denotes the
set of all data terms, [0] = 0, [T] = [T]p for any type name T, and [11 N Ts] = [T1] N [12].
The set of substitutions corresponding to a mapping m: V — £ is

substitutionsp(m) = {0 | Vxev 60X € [m(X)] }.

(So if 8 € substitutionsp(m) then V C dom(f) and if 8 C 0’ then 0" € substitutionsp(m).)
We define 1L, T:V — &by L(X)=0and T(X) =1 for every X € V. For Y3,...,Y} €
V, Ty,..., Ty € €, mapping [Y1 — T1,..., Y, — T}]: V — £ is defined as

T, it X=Y;

1= T, Vi T(X) = { 1 otherwise.

We will not distinguish between expressions 7'M 1 and T, and between T'N 0 and 0 (where
T € £). For any m1,ms: V — & we introduce m1Nmgy: V — & such that

(m1 ﬂmg)(X) = ml(X) ﬂmg(X).

Notice that mN L =1L and mNT =m for any m: V — £.
For a particular query term there may be many possible assignments of types for variables.
That is why we will use sets of mappings from V' — £. For such sets M; and Ms we define:

MMMy = {mlﬂm2|m1€Ml,m2€Mg}
MyuUMy = M;UDM,

Hence MM {Ll} = {L}, MN{T} = M, for any set of mappings M. We will not distinguish
between M U {1} and M, and between M U{T} and {T}.

2.6.3 Computing Approximated Set of Answers for a Query Term.

A first step of computing the types of results of query rules is computing the set of answers
for a given query term ¢ and the data terms from a given [T]p. We begin presentation of our
algorithm from its auxiliary procedure, called restrict _language.

The input for restrict _language are a regular type expression rg, parentheses a8 and a
type variable T. As it will be explained later, rg is related to a query term lagqs,...,q,0
and all the strings in L(rg) are of the same length n. Below we assume that r is a regular
type expression occurring in the rule for 7" in D. The procedure returns a regular language
L' C L(rg). The strings T3 - - - T;, that belong to L’ satisfy certain conditions depending on the
kind of parentheses a(:
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e if af3 are single or double brackets, and the rule for T in D contains braces then L' = (),
e if af are single brackets, and the rule for T in D contains brackets then T3 - - - T,, € L(r),

e if af are double brackets, and the rule for T in D contains brackets then T3 ---T,, is a
subsequence of a string from L(r),

e if af are single braces then a permutation of T} - - - T,, belongs to L(r),

e if af are double braces then a permutation of Tj---T,, is a subsequence of a string
from L(r).

Ty---T, € L' means that applying query laqi,...,q,0 to data terms from [77] results in
applying ¢; to data terms from [T;] (for i = 1,...,n).

restrict _language(rs,af,T) :
let r be the regular expression in the rule for 7'
let s be r with every type name U replaced by Ule
IF the rule for T in D is of the form T"— [{r} and (af =[] or a8 = [[]]) THEN

return ()
IF o3 =[] THEN return L(r) N L(rg)
IF of = [[]] THEN return L(s) N L(rs)

IF a8 = {} THEN return perm(L(r)) N L(rg)
IF a8 = {{}} THEN return perm(L(s)) N L(rg)

Here perm(L) stands for the language of permutations of the strings from a language L.

The procedure employs some operations on regular languages. One of them is intersec-
tion of such languages which can be computed in standard way by construction of a product
automaton. The other operation computing intersection of a regular language L(rg) and a
language perm(L(r)) containing all permutations of words of some other regular language is
more complex. To compute it we use the fact that the regular expression rg has a special form.
Let T1,...,T,, be type names occurring in r and let r4;; be the regular expression 71| ... |T},.
The regular expression rg has the form 5155 - - - S,,, where each S; is a type name occurring in
r or it is the regular expression r4;. Let Uy --- Uy be Sy - - - .S, with all r4;; removed.

To compute perm(L(r)) N L(rg) we first construct an automaton for the language L(r).
Then, treating it as a graph, we find all paths of a length n leading from a start state to
some final state, containing transitions with labels Uy, ..., Uy in an arbitrary order. To do that
we can use a standard algorithm e.g. breadth first search. For each such path consider the
multiset {U1,...,Uk, V1,..., Vo_i} of the labels of the path, and the multiset {Vi,...,V,_}.
Let W be the set of such (n — k)-element multisets corresponding to the obtained paths. Then
perm(L(r))NL(rg) is the set of all strings S - - - S/, where S} - - - S}, is obtained from S; - - - S,, by
replacing the i-th occurrence of r4;; by V;, for some {Vi,...,V,_x} € W. (So for each multiset
{Vi,...,Vo_r} € W and each permutation V/,..., V! _, of Vi,...,V,_; there exists one string
of the form ---V{---V/_, ---in perm(L(r)) N L(rg). Such strings for a given {Vi,...,V,_;} €
W can be described by a DFA with O(k - 2"~*) states, where each state records the set of
the already consumed symbols from {V1,...,V,,_x} and the number of consumed symbols from
{Ula SRR Uk})

The algorithm is inefficient and is applicable only to cases where n and k are small. It seems
that mainly such cases occur in practice. For a general case one can resort to an approximate

15



algorithm, for instance returning ) if the above-mentioned set of paths is found to be empty
and L(rg) otherwise.

Now we are ready to present an algorithm which computes the set of answers for a given
query term ¢ and the data terms from a given type [T]p of a database.

match(q,T) :

IF ¢ is a variable X THEN
return {[X — T}

IF ¢ is of the form X ~» ¢/
return {[X — T} M match(q’,T)

IF ¢ is of the form descq’ THEN
IF T is a type constant or a special type name THEN

return match(q',T)

let r be the regular type expression in the rule for 7" in D
return match(q', T) U7y pes(r) match(q, T')

(Now ¢ is a rooted query term or a basic constant).

IF root(q) # label(T) THEN return ()

IF T is a type constant or a special type name THEN
IF ¢ is a basic value in [T] THEN return {T} ELSE return ()

let g =lagr - ¢ (n>0),

let r be the regular type expression in the rule for T in D

let {S1,...,Sm} be the set types(r)

let 745 be regular type expression Si|...|Sn

let rs be regular type expression rq7s ..., where
type(root(q;),r) if ¢; is a rooted query term

r; = or a basic constant,
T ALl otherwise

return {my N...Nmy, | T1...T, € restrict_language(rs,aB,T),
my € match(q1, Th), ..., myn € match(qn, Trn) }

Notice that each mapping m € match(q, T) has a property that m(X) is neither 1 nor 0 for any
variable X occurring in ¢, and m(X) = 1 for any X not occurring in ¢. (It is however possible
that m(X) = Ty N Ts, where [T1] N [T2] = 0.)

The set of mappings match(q,T) produced by the algorithm describes the possible answers
for ¢q. If ¢ does not contain ~» then the description is exact.

Proposition 2.6.1 Let g be a query term and S = U,,,c,naten(q,r) Substitutionsp(m). If 0 is an
answer for q¢ and a data term d € [T]p then 6 € S. If g does not contain ~ then each 0 € S

is an answer for ¢ and some d € [T7].

The values of the mappings from M = match(q,T) may be expressions of the form 77 N
...NT,, where each T; is a type name. Consider the set W), of all such expressions

n..NT,=m(X), meM, XeV }

WMZ{Tlm"'ﬂT" n > 1, each T; is a type name

For any expression E € Wy, [E] is the intersection of types defined by D. Using the algorithm
from we can construct a type definition D), such that for each £ € W), there exists a
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type variable T for which [Tg]p,, = [E]. Moreover, [T]p,, = [T]p for all type variables
occurring in D (hence for those occurring in M). If D is proper then D), is proper.

So without lack of generality we can assume that match(q,T') returns a set of mappings M
such that m(X) is a type name, for each m € M and for each variable X occurring in g.

The complexity of the procedure match(q,T) is bad for query terms of a certain structure.
The worst case is when a query term ¢ is of the form [{{¢q1 - - - ¢, }} and the number of unrooted
query terms among qi, ..., ¢, is big. In this case the practical usage of the algorithm may be
impossible. The complexity increases also when the number of the children of ¢ or the number
of different types occurring in the regular expression for 7' grows.

Example 2.6.4 Consider a type definition D = {T — I{Th T5},T1 — al#],T> — b[#]} and
a query term q¢ = [{{X~b["s"| Y}}. We execute match(q,T). In the first run of the pro-
cedure we call function restrict_language((T1|Te)(T1|Te), {}},T) which returns a language
L = {IW'T1, Th'T2, ToTy, ToTo}. Then for each element of the language L we call match for
relevant query terms and types:

o match(X~b["s"],T1) and receive ()

e match(Y,T1) and obtain {[Y — T1]}

o match(X~b["s"],Tz) and obtain {[X — T3]}
e match(Y,Ts) and obtain {[Y — Ts|}

Now we consider only two elements of L (TxT and Ty Ts) for which we get not empty mappings.
As a result for match(q, T) we get a set of mappings {[X — T2, Y — T1],[X — Ta,Y — Ts]}.
The received result is not exact. The mappings show that X may be bound to data terms of type
Ty. In fact X can be bound only to such data terms of Ty which have "s” inside.

2.6.4 Computing Better Approximations of Set of Answers for a Query Term

The previous section describes an algorithm which computes an approximation of the set of
answers for a query term. Here we provide an algorithm computing more precise approximations
of such sets. In the previous algorithm we only check if a query term matches data terms of a
given type. To have more exact results for a query X ~ ¢’ we must know which data terms
of a given type are matched by the query ¢’, and describe the set of such terms by a type
definition. The computed set of answers is exact in a case when a query term does not contain
multiple occurrences of a variable. The sets of answers for such query terms are not expressible
by regular sets. The algorithm is much more complex than the previous one as it requires
constructing new types which are subsets of the types defined by a given type definition.

As before we start the presentation from an auxiliary procedure restrict languager. Its
input arguments are: a regular expression r, a number of child query terms n and parentheses
af. Below we assume that 77, .. ., T;, are the type names occurring in r. The procedure returns
a regular language L’ over the alphabet {T1,...,T,,,U11,...,Un1, -« ;Ui -, Upm}. Each
symbol U;; will represent the set of data terms from the type [7;] matched by a query ¢;.

Let h be a homomorphism such that h(U;;) = T; and h(T;) = T;. The language L’ is the
biggest set satisfying the following conditions:

o W(L') C L(r)
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o for each w € L’ and for each ¢ = 1,...,n there is exactly one symbol U;; in w
e — if af =[] then
L’ contains only words of the form Uyj,--- Uy, (ji € {1,...,m}),
— if af = {} then
L’ contains only permutations of words of the form Uyj, ---Uy;, (4 € {1,...,m}),
— if a8 =[[]] then
every word of L’ has a subsequence of the form Uy, - - - Uyj,,
— if o = {{}} then
every word of L’ has a sub-sequence which is a permutation of a word of the form
Uijy - Ungy-

restrict _languageg (r,n, af) :
let 74 be the regular expression T4|...|T,, where {T1,...,T} = types(r)

let 7’ be the regular expression r with every type name T; replaced by T;|Uq;] . .. |Uni
let s be the regular expression (Ui1|...|Uim) ... (Uni|. .. |Unm)

let s” be the regular expression 7%, (Uri|...|Uim)riy - - 7y (Unt| - - [Unm) 7y

IF of =[] THEN return L(r") N L(s)

IF of = [[]] THEN return L(r') N L(s)

IF af = {} THEN return L(r') N perm(L(s))
IF af = {{}} THEN return L(r") N perm(L(s"))

The most complex operation employed by the algorithm above is a computation of a lan-
guage L(r")Nperm(L(s')). The intersection of regular languages can be computed in a standard
way by construction of a product automaton. Both languages L(r') and perm(L(s’)) are reg-
ular. An automaton for L(r’) can be obtained in a standard way; notice that we may use
an NFA, avoiding expensive construction of a DFA. We describe how to build a DFA for the
language perm(L(s’)). We use here the fact that the regular expression s’ is of a special
form: 74, (Un1]...\Uim)ry - - -7 (Unil - - - [Unm )75, The states of the automaton defining
perm(L(s’)) are subsets of {1,...,n}, there is also a garbage state error. The automaton is in
astate S C {1,...,n} when S is the set of indices ¢ of those symbols U;; that have been already
read. The initial state of the automaton is () and the final state is {1,...,n}. If a symbol U;;
is read in a state S then:

e if 5 € S then the next state is error,
e otherwise we move to state S U {i}.

If a symbol from {T1,...,T,} is read, the state is not changed.

The function matchg(q, T) presented below returns a set of pairs (my, Uy ), where my, is a
mapping from variables (occurring in ¢) to types and [Uy] is a set of data terms from [77] which
are matched by ¢, resulting in answers from substitutions(my). Let g be of the form lag; - - - ¢, 5,
the rule for T' be of the form T" — la/r3" and Ti,...,T,, be the type names occurring in 7.
For every (my, Uy) returned by match(q,T), the rule for Uy will be of the form Uy, — la/r'
where 1’ is a regular expression over the alphabet {T4,...,T\,U11,...,Upnm}- Each U;; is a
type name denoting a set of those data terms of type 7; which are matched by g;.

Every string of L(r') is obtained from a string from L(r) by replacing some occurrences of
type names 1) by U;;. The function restrict_languager suggests which query terms should
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be matched against which type names. As there are many possible such associations on each
level of query term ¢, matchg(q,T) returns not a single pair (my, Ux) but a set of such pairs.
The union of all such types Uy is the set of those data terms from [T'] which are matched by q.

For the algorithm below we assume that there exists a type definition D where the type T'
is defined. During the execution of the algorithm new types are being created and the type
definition D is being extended with rules defining the new types. We assume that procedure
define(U — ...) adds a rule U — ... to the type definition, and that U is a new type name, not
occurring elsewhere.

matchg(q,T) :
IF ¢ is a variable X THEN
return {([X — T1,T)}
IF ¢ is of the form X ~» ¢’ THEN
return {(m; N [X — U], U;) | (my,U;) € matchg(qd',T)}
IF ¢ is of the form descq’ THEN
IF T is a type constant or a special type name THEN
return matchg(q',T)
IF the rule for T is of the form T — I[r]
let {Th,..., T} = types(r)
let 7’ be a regular expression such that L(r’) = restrict_languageg(r, 1, {}})
return matchg(¢, T)U{(m;,U) | j € {1,...,m}, (m;,T1;) € matchg(q,T;),
define(U — la/r" 3"), where r”" is v/ with the type name U, replaced by T,
and each Uy, where k # j replaced by ¢ }
IF the rule for T is of the form 7' — [{r}
let » be a multiplicity list 77 (l1 : u1) - T (L © Um)
(we may assume that u; >0, for j=1,...,m)
return matchg(q',T) U
{ (mjv U) | J€ {1a EER m}v (mja U]) € matChE(Q7Tj)a
define(U — I{r"}), where 7" is a multiplicity list
Uj Tl(ll : ul) N ~Tj(max(lj - 1,0) Uy — ].) N Tm(lm : um)}
(Now ¢ is a rooted query term or a basic constant).
IF root(q) # label(T) THEN return {)
IF T is a type constant or a special type name THEN
IF cis a basic constant in [T] THEN
define(T" — ¢)
return {(T,7")}
ELSE return 0

let ¢ =lag; - g3 (n >0),
IF the rule for T is of the form T"— [[r] THEN
let {T1,...,Tm} = types(r)
let " be a regular expression such that L(r') = restrict _languageg(r,n, af)
return { (mqj, N...Nmy;,,U) | foreachi=1,...,n, j; € {1,...,m},
(mij,, Tij,) € matchp(qi, Tj,),
define(U — [[r"']), where r" is r’ with
the type names Uy, ,...,Uy;, replaced with Ty ,,...,Ty;,, and
all type names Uy (k=1,...,n, { =1...m) other than Uy ,,...,Uy;,
replaced with ¢ }
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IF the rule for T is of the form 7' — {{r} THEN

IF af =[] or a8 =[[]] THEN
return ()
IF of = {} THEN
return { (m1;, N...Nmy;,,U) |foreach i=1,...,n, j; € {1,...,m},

(mij,, Uij,) € matchg(q;, Tj,), Ty, ... Tj, € perm(L(r)),
define(U — {U1j, ... Unj, }}
IF of = {{}} THEN

let r be a multiplicity list 77 (l1 : w1) ... T (b : tim)

return { (m1;, N...Nmy;,,U) |foreach i =1,...,n, j; € {1,...,m},
(mij,, Uij,) € matchg(qi, Tj,),
y; (for j =1,...,m) is the number of occurrences of j in j; ... j,, and y; < u;,
define(U — I{r"'}), where r” is a multiplicity list
Uijy - Unj, Ti(maz(ly — y1,0) tur —y1) ... Tn(maz (b, — Ym, 0) : U, — Ym) }

The algorithm has the following property.

Proposition 2.6.2 If 0 is an answer for a query term q and a data term d € [T] then
there exists (m,T") € matchg(q,T) such that 6 € substitutionsp(m) and d € [T'].
The reverse implication holds if g does not contain multiple occurrences of a variable.

In general the algorithm may produce a huge number of new types and that is why its usage
is limited to queries of a certain structure. We are currently investigating the possibility to
make it more efficient at the cost of producing less accurate answers. We want to obtain an
algorithm that gives better approximations of answers than the previous algorithm and can be
practically used.

Example 2.6.5 Recall example We considered there a type definition D = {T —
T T5}, Ty — a[#], To — b[#]} and a query term q = {{X~b[’s"]Y}}. We execute
matchg(q,T). In the first run of the procedure we try to match query terms ¢ = X~»b["s”]
and ¢ = Y with all types that occur in the multiplicity list T\Ty (it is an abbreviation for
Ti(1:1)T5(0: 00)). As a result of matching a query term g; with o type T; we obtain type U,;.
In the following steps we call

e matchg(q1,T1) and receive O (this implies [U11] = 0),
e matchg(q2,T1), and obtain {([Y—T1],T1)}, which means Uz = T,

e matchg(q1,T2) and obtain {([X—Uiz|,U12)} with new rules {Uia — b[#1], #1 — 7"}
added to D,

e matchg(qe, T2) and obtain {([Y'—T3],T3)}, which means Uss = Ts.

Now we consider all possible associations of query terms qi1, g2 with types T1,Ts; this means
considering the set of pairs { Uy1,Us1; Ur1, Usg; Uia, Uay; Uia,Usa }. The pairs containing Ury
can be skipped, as [U11] = 0. For each remaining pair we construct a new type (adding new
rules to D):

e For the pair Uio,Us1, y1 = 1, y2 = 1 and we construct a new multiplicity list " =
U12U21T1(0: 0) T2(0 : 00). As Usy = T1, we replace Uay by Th in r” and eventually obtain
a rule Uy — I{TWU12T5}.
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o For Uy, Uss we have y1 =0, yo = 2, and " = U1oUs2T1(1 : 1) T2(0 : 00). As Usa = T,
we replace Usa by To obtaining r” = UroToT1(1: 1) T2(0 : 00) = U1y T2+. Eventually we
obtain a rule UY — I{TyU12T5 }.

As a result for matchg(q,T) we get a set of pairs {([X—U,Y—T1],U7),
([X—=Ui2, Y=To),UY) } and a new type definition D' = D U {U2 — b[#1], #1 — 757,
U{/ — l{TlUlgTQ*}, Ué/ — l{TlUlgT;} }

2.6.5 Computing the Type of Query Results.

In what follows we consider the first version of the algorithm computing the answers for a query
term (cf. Section ZZE3)).

Given a proper type definition D and a set match(q,T) of mappings describing answers to
a query term g, the set of results for a query ¢ «— ¢ and data terms from [17]p is a subset of

R= U R(m) where R(m) = {t0 | 0 € substitutionsp(m) }

mé&match(q,T)

(by Proposition ZET)). If ¢ does not contain ~» and there is only one occurrence of each variable
in ¢ then R is the set of resultsl]

We first show how to compute R(m). We construct a type definition with a type name T,
for each subterm u of the query head ¢. If w is a variable X then T'x is m(X). The type names
T, corresponding to the basic constants occurring in ¢ are new distinct special type names. For
the remaining subterms of ¢ the corresponding variables of ¢ are new distinct type variables.
We construct a set of rules

rules(t,m) = {T.— ¢ | cis a basic constant and a subterm of ¢ }
U {Tyu—laTy, Ty,f|u=Ilau; - u,0 is a subterm of ¢ }.

Type definition D,, = D U rules(t,m) describes R(m):
[Ti]p,. = {t0 | 0 € substitutions(m) }

Let us find out whether D,, is proper. For each subterm u of ¢ consider a corresponding
label. If u is a variable then the corresponding label is labelp (T,,) = labelp(m(u)). Otherwise it
is root(u). The type definition D,, is proper iff for each subterm u of ¢ the labels corresponding
to distinct child subterms of u are distinct. (Repeated occurrences of the same child subterm
are allowed.)

Computing rules(t,m) for each m € match(q, T) completes our algorithm. The union R of
the sets [T:] puruies(t,m) contains all the results for query ¢ «— ¢ and any database which is a
data term (or a set of data terms) from [77].

If ¢ is a variable then R may contain data terms with distinct roots; such a set is not a type
in our sense (i.e. is not [T]p for any type definition D). If ¢ is not a variable then one may
express R by a single type definition, possibly non proper. Assume that for no type name there
exist rules in two distinct sets rules(t,m) (in other words, all the newly introduced type names
are distinct). If ¢ is a basic constant then R is defined by an obvious definition {Tx — ¢} or 0.

LIf there is a multiple occurrence of a variable in a construct term ¢ it means that in the query result each
occurrence of the variable must be replaced with the same value. It is not sufficient for the values to be of the
same type. Such a set of results is not regular.
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So assume that ¢ is a term laty - - - £, 8. For each m € match(q,T), let T]™ be the type variable
corresponding to ¢ in rules(t,m) and let r,, be the regular expression in the rule for 7;". Let Tg
be a new type variable and r be the union of the regular expressions r,,, for m € match(q,T).
For the type definition

D'={Tr —larf}UDU U rules(t,m)

méEmatch(q,T)

we have R = [Tr]p.

In general, the type definition D’ is not proper. It may be impossible to describe R by a
proper type definition. Instead one may consider constructing a proper type definition defining
a superset of the given set. This topic is however outside of the scope of this chapter.

Example 2.6.6 Consider the type Cd from Ezxample EZZ1l and the construct-query rule
Q from FEzample ZEA We want to use the algorithm of Section to obtain the
type of the results for construct-query rule Q and a database from [Cd]. First, we call
match(cd{{ TITLE ARTIST~artist{{}} "rock"}}, Cd) which results in a set of mappings
{[TITLE — Artist, ARTIST — Artist], [TITLE — Title, ARTIST — Artist] }. Then, for each
obtained mapping we construct a new type definition as described above. Finally, we get two
type definitions:

D’ = D U {Result — result[Name Author], Name — name|Artist], Author — author[Artist]},
D" = D U{Result — result[Name Author|, Name — name[Title], Author — author[Artist]}.

Thus every query result is a member of [Result] pr U[Result]pr. The latter set is equal to that
described by the proper type definition of Example ZZE3

2.6.6 Analysis of Xcerpt Programs.

It is easy to generalize the method presented in this section to query rules containing more
than one query term. The method applies also to Xcerpt programs containing many query
rules, provided they are not recursive and the constructed type definitions are proper. If
a query term ¢ from a rule Ry is matched against the results of a query rule R; then the
algorithm applied to Ry gives a type definition which is an input to the algorithm applied to
Ry. The algorithm requires that the type definition is proper. It is however sufficient that
each D,,, treated separately, is proper (for a condition under which this happens, see above).
The algorithm for Ry can be executed repetitively, for each D,, as an input. Each run of the
algorithm produces some description of a result set, the union of these sets is the set of results
of query rule Rs.

Applying this idea to a recursive set of rules may result in a non terminating sequence of
applications of the algorithm. Here one needs an approach similar to abstract interpretation or
set constraints solving. (For related work in the area of logic programming see e.g. [DMP02] and
references therein.) However our approach can still be used to check correctness of recursive
sets of rules w.r.t. type specifications. Consider a set P of Xcerpt rules and a specification
S describing a set of allowed database terms and sets of allowed query results. A sufficient
condition for correctness of P w.r.t. S is that each rule of P applied to allowed data terms
produces an allowed result. This is an inductive proof method, similar to those used for partial
correctness of programs. (For such a method for logic programs see [DMOI] and references
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therein.) If specification S is given by a proper type definition then the sufficient condition
can be checked by means of algorithms described in this paper. For each rule of P one can
compute the set of results, using the algorithm described above; it is not necessary that the
obtained type definition is proper. Then, using the algorithm of Section BEB3 one can check if
the computed set is included in that given by S.

Example 2.6.7 Consider Example 6 and assume that, according to the specification, the
set of allowed query results is [Result] p. The set of query results R = [Result] pr U[Result] pr
obtained in Example BB is not a subset of [Result]p. (The algorithm of Section B2 shows
that [Result]pr € [Result]pr.) So the sufficient condition for correctness described above is
not satisfied. Actually, any member of R is an answer to the considered query, so the query is
indeed incorrect w.r.t. the given specification.

2.7 Future work

We need a better understanding of the complexity of the presented algorithms from the practical
point of view. We mean here application of descriptive typing to locating errors in rule programs.
The main questions is, in which cases the computational costs become unacceptable. The related
question is, in which cases we need the better accuracy provided by the second, less efficient
version of match. We need both theoretical considerations and practical experiments, which
would lead to a design of a practical algorithm, which would be a useful compromise between
accuracy and efficiency. For the experiments we need a prototype implementation of the more
precise algorithm.

Another subject is to study how much the restriction to proper type definitions may be
relaxed. (A slightly more general class of definitions is considered in [BDMO04].) Also, we
should learn how serious the restriction is from the practical point of view.

The presented work should be generalized to the omitted features of Xcerpt. Some of them,
e.g. label variables or optional subterms, seem to be easy to be dealt with. Dealing with others,
e.g. negation or terms representing graphs, may be more problematic and will be an object of
our investigation.

An interesting topic is comparison between the descriptive typing approach of this section
and the prescriptive approach of Section Bl The comparison may possibly be formalized by
describing (what is computed by) our algorithms by means of rules similar to those used in
prescriptive type systems.

2.8 Conclusions

We introduced an abstraction of XML data by data terms and a formalism of type definitions
to specify sets of data terms. To simplify our algorithms, we restrict this formalism to proper
type definitions. The restriction seems acceptable, as the sets defined by main XML schema
languages (DTD and XML Schema) can be expressed by proper type definitions. (Here we
neglect some special features of these languages, like non context-free conditions of DTD on
uniqueness of identifiers). Our algorithms are more efficient when the regular expressions in
the type definitions are l-unambiguous in a sense of [BKWOR|. Restriction to such regular
expressions seems not unnatural; for instance the regular expressions in DTD are required to
be 1-unambiguous.

The main contribution of this work is an algorithm for computing (approximations of) the
sets of results of Xcerpt rules, given (approximations of) the sets of databases. This makes it
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possible to prove correctness of Xcerpt programs w.r.t. specifications expressed by type defini-
tions, and to compute approximations of the sets of results of non recursive Xcerpt programs.
The algorithm is presented in two versions, one giving more precise results, the other one more
efficient.

We have chosen Xcerpt as an example rule language; we expect that the ideas of this paper
are applicable to other rule languages used in web applications.

The work on a prototype implementation of the algorithms is in progress. The less precise
algorithm has been implemented as an additional module in Xcerpt prototype. We plan to
implement the other version of the algorithm and also to extend the prototype to be able to
handle all constructs used in Xcerpt.
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3 Prescriptive type inference for rewrite-based languages

3.1 Introduction

A promising line of research unifying the logic paradigm with the functional paradigm is that of
rewrite-based languages [MOMO2| (Elan [The04d|, Maude [The04d|, ASF+SDF [Theh4al, OBJ*
[ENG6, [Gog04], ...). Although these languages are less used than object-oriented languages
(Java [Sun04], C# [Mic04], .. .), they can also serve as (formal) common intermediate languages
for implementing compilers for rewrite-based, functional, object-oriented, logic, and other “high-
level” modern languages.

One of the main advantages of the rewrite-based languages is pattern-matching which allows
one to discriminate between alternatives. Each pattern is associated with an action; once an
instance of a pattern is recognized, the corresponding term is rewritten to a new one. Another
advantage of rewrite-based languages (in contrast to ML or Haskell) is the ability to handle non-
determinism by means of a collection of results: pattern-matching needs not to be exclusive,
i.e. multiple branches can be taken simultaneously. An empty collection of results represents a
matching failure, a singleton represents a deterministic result, and a collection with more than
one element represents a non-deterministic choice between the elements of the collection.

Useful applications of pattern-matching lie in the field of pattern recognition, and strings/trees
manipulation. It has also been widely used in functional and logic programming, for instance
in ML [MTTTHM97, [The03al, Haskell [I'he04b], Scheme [The04e], or Prolog [I'hei3b]. However,
in all these applications, pattern-matching is considered as a convenient mechanism for ex-
pressing complex requirements about the function’s argument, rather than a basis for an ad
hoc paradigm of computation; we argue that the computational behavior of a calculus can be
deeply influenced by the presence of pattern-matching.

3.1.1 The Rewriting-calculus

One of the most commonly used models of computation, the Lambda-calculus, uses only trivial
pattern-matching. This calculus has recently been extended, initially for programming concerns,
either by introducing patterns in Lambda-calculi [Pey87, O90|, or by introducing matching
and rewrite rules in functional languages. More concerned with extending logics, Stehr has
studied a Calculus of Constructions enhanced with rewriting logic [Ste02].

The Rewriting-calculus [CKLOTD, [CLW04] is a foundational framework integrating match-
ing, rewriting and functions in a uniform way. Its abstraction mechanism is based on the rewrite
rule formation: in a term of the form P — A, one abstracts over the pattern P.

If an abstraction P — A is applied to the term B, then the evaluation mechanism is based
on the instantiation (in A) of the free-variables present in P with the appropriate subterms of
B. Indeed, this instantiation is achieved by matching P against B. One of the advantages of
matching is that it can be customized with elaborated theories, in particular equational ones.

As a foundational calculus, the Rewriting-calculus is a non-trivial generalization of the
Lambda-calculus, since we get the Lambda-calculus back if every pattern P is a variable. The
rewrite relation generated by a set of rewrite rules, i.e. what is usually called “term rewriting”
can also be conveniently modelled in the Rewriting-calculus [CLW04]. In particular, the notions
of rule application and result (basic ingredients of Term Rewriting Systems) become explicit.

In the Rewriting-calculus, a rewrite rule is a first-class citizen, which can be created, ma-
nipulated and modified by the calculus itself. The abilities to manipulate rules and to define
evaluation strategies represent the basic methods in rewrite-based languages. These strategies
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can be implicit as in ASF+SDF [wxDHK96]|, local as in OBJ* and Maude, or user defined as in
Elan and Maude [CM02]. Previous papers [Cir00, [CKT.0Tal, [CTW04] showed that the Rewriting-

calculus can be used as a core engine calculus for rewrite-based languages such as Elan and
Maude.

3.1.2 A foundational framework for Web Reasoning

What makes the Rewriting-calculus appealing for reasoning on the web is precisely its foun-
dational features that allow us to represent the atomic actions (i.e. rules) and the chaining of
these actions (i.e. what we called above strategies) in order to achieve a global goal like, for
example, transforming semi-structured data, extracting informations or inferring new ones. As
the matching mechanism of the calculus is parameterized by a theory, this allows us for example
to express in a precise way how the semi-structured data should be matched.

To exemplify these features, let us consider again the simple but useful example on
page

In this example, the data base considered is the term

DB = catalogue| cd[title["Empire Burlesque"] artist["Bob Dylan"] year["1985"] ]
cd| title]["Hide your heart"] artist|"Bonnie Tyler"] year|"1988"] |
cd| title["Stop"] artist|"Sam Brown"] year["1988"]] ]

A rule extracting titles and artists for the CD’s issued in 1988 and presenting the results in
a changed form (title as name and artist as author) is expresses, using an Xcerpt like syntax
where TITLE and ARTIST are variables, by

result[ name[ TITLE] author[ARTIST]] «
catalogue{{ cd{title]| TITLE) artist{ARTIST| year["1988"] } }}

Notice in particular that in this example, the syntax used in the rule states that matching
should be done using an associative and commutative like equational theory.
In the Rewriting calculus, the database can be seen as an algebraic p-term:

DBrho = catalogue( cd(title("Empire Burlesque"), artist("Bob Dylan"), year("1985")),
cd(title("Hide your heart"), artist("Bonnie Tyler"), year("1988")),
cd(title("Stop"), artist("Sam Brown"), year("1988")))

and the request is expressed by the following expression, called a p-term (rewrite rule):

cd88Rule = catalogueg (cdg (title(TITLE), artist(ARTIST), year("1988")), SubCat)

—>

result(name(TITLE), author(ARTIST))

The cataloguey and cdy symbols indicate that the matching against the corresponding
symbols in the database are done modulo the equational theory that we denote on purpose
TH({}) and which roughly corresponds to an associative and commutative theory with neutral
element. The SubCal variable is an extension variable, classical in associative and commutative
rewriting [PSK1] LIK&6, [KK99]. When no subscript is used a syntactic matching is used.

As we formally detail it below, the evaluation rules of the calculus yield as result for the
application of the request to the database, i.e. for the p-term (cd88Rule DBrho), the p-term:

result(name("Hide your heart"), author("Bonnie Tyler"))

result(name("Stop"), author("Sam Brown"))
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“w.n

where the “;” operator states that a “list” of elementary result is obtained.

On this simple example, the Rewriting calculus allows us to express in a fully explicit way all
the components that should be acting to solve a query: the rules, the data base, the matching
theory in use. We can also see that the result is a first class entity of the calculus. This allows
us in particular to chain application of rules as can be shown on more elaborated examples.

If we consider an associative and commutative ; operator and we apply the following p-term

authorsRule = (X ;L

—>

(result(name(TITLE), author(ARTIST)) — singer(ARTIST)) X)
to the previously obtained result then we obtain as result the term

singer("Bonnie Tyler")
)
singer("Sam Brown")

The variable X can be instantiated by the matching algorithm either by a term of the form
result(...) or by a structure of this kind of terms. In the former case, the rule in the right
hand side can be applied successfully and the result is the corresponding singer. For the latter
case, the matching fails and the failure is eliminated as shown in the next sections. Since the
matching algorithm yields several solutions, the final result is a structure corresponding to all
the possible instantiations of X.

As for many other frameworks, what is open today is to understand whether the Rewriting
calculus is able to model the main features of languages like Xcerpt. This needs in particular to
make explicit the matching theory used at run time in such languages, see for example [DPRIS8,
Schod4.

As detailed in [CCDT04|, rewrite based languages have been equipped with various pre-
scriptive type systems. We study here a powerful such polymorphic one.

3.1.3 Typed Rewriting calculi

Static analysis via a type system (inherited from the Lambda-calculus) enforces a safer program-
ming discipline. In [LW053], a Rho-calculus a la Church (called RhoF) featuring second-order
polymorphic types was proposed, together with a corresponding type inference system a la
Curry (uRhoF). A simple type inference was provided for RhoF, but only undecidability of typ-
ing was proved for uRhoF. In this work, we characterize the reasons for this undecidability, and
we define a proper subset uRhoF« with an inference algorithm.

In Subsection 2.2, we present the syntax of the calculus and its small-step semantics. In
Subsection 2.3, we introduce the fully typed second-order rewriting calculus a la Church RhoF:
types of the bound variables are specified in the term, making type reconstruction and verifi-
cation quite straightforward. The calculus enjoys subject reduction, and type uniqueness. In
Subsection 2.4, we present the calculus a la Curry uRhoF: type information is not given in the
term, and the type system is not fully syntax-directed, thus enforcing a flexible polymorphic
type discipline. The calculus enjoys subject reduction, but as it is well-known for the A-calculus,
type inference is undecidable. In Subsection 2.5, we give the type inference algorithms, and
prove their correctness, completeness and principality.
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Syntactic Cat. Abstract Syntax
K € Kinds K = x

.. € Type T tla|T— 71| Var

I''A € Context 0] A, K |A fir| A X

P.QQ € ‘Pattern stk | a | X | f(P) (all vars occur only once in any P)

S
i

AB.f € Term stk| fI|X|P—-aA|[P<aAJA|AA|AT|AA

Figure 1: Syntax of RhoF

3.2 The System RhoF

This section stems from [LW05]. We detail the syntax and the semantics of RhoF, and we give
some examples.

3.2.1 Syntax

Notational Conventions. We consider the meta-symbols “ — ” (function- and type-

abstraction), and “[_ <« _]” (delayed matching constraint), and “_; " (structure operator).
The application operator is denoted by concatenation.

We assume that the application operator associates to the left, while the other operators
associate to the right. The priority of the application is higher than that of “[<]” which is
higher than that of “— “ which is, in turn, of higher priority than the “;”. The symbol T ranges
over the set Type of types, the symbol ¢ ranges over the set Typex of type constants (Typex C
Type), the symbols «, [ range over the set Typey of type-variables (Typey C Type), the symbols
A,B,C,..., U V,W range over the set Term of (un)typed terms, the symbols X,Y, Z, ... range
over the set Var of term variables (Var C Term), the symbols a, b, ¢, ..., f,g,h,... range over a
set Termg of term constants (Zermyx C Term). The symbols P, Q) range over the set Pattern
of patterns, (Var C Pattern C Term). The symbols 6, ¢, range over substitutions. Finally,
the symbols A, B,C range over Type U Term. We denote A for A;---A,, for n > 0. The
application of a constant, say f, to a term A will be usually denoted by f(A), following the
algebraic folklore; this convention can be currified in order to denote a function taking multiple
arguments, e.g. f(A)2 f(Ay, -, Ap) =S f AL A,

Syntax (Figure[ll). The types are as one would expect from a polymorphic type system (i.e.
type-variables can be bound in types through the V binder). The patterns are algebraic terms
(i.e. terms constructed only with variables, constants and applications) which can be used as
left-hand sides of the rewriting rules; the set of patterns is obviously included in the set of
terms. The well-known linearity restriction [£0O90] is needed to keep the small-step semantics
confluent. A typed rewriting rule of the form P —a A abstracting over the free-variables of
P is a first-class citizen of the calculus. The context A records the type of the free-variables
of P (bound in A). When a pattern is a variable, we write X —, A, instead of X —(x.;) A
(by a little abuse of notation). An application is implicitly denoted by concatenation; note that
“terms can be applied to types”. The delayed matching constraint [P < A]B can be seen as
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the term B with its free-variables (declared in A) constrained by the matching between P and
A. The symbol stk is the special constant representing all the delayed matching constraints
whose matching problem is unsolvable. A structure is a collection of terms that can be seen
either as a set of rewriting rules or as a set of results.

3.2.2 Free-Variables and Substitutions.
Definition 3.2.1 (Free-variables Fv)

Fv(f) £ 0 Fv(P —a A) £ Fv(A)UFv(A)\ Fv(P)
Fu(stk) = 0 Fv([P <a AIB) £ Fv((P—a B) A)
Fv(X) 2 {X} Fv(A;B/AB) £ Fv(A)UFv(B)
Fv(a) < {a} Fv(A 1) 2 Fv(A)UFv(7)

Fv(mi — 72) 2 Fv(n) UFv(m)

As usual, we work modulo a-conversion and we adopt Barendregt’s “hygiene-convention” [Bar84],
i.e. free- and bound-variables have different names. This allows us to define substitutions quite
straightforwardly, since it avoids problems like variable capture.

Definition 3.2.2 (Substitutions)

A substitution 0 is a mapping from the set of term variables (resp. type variables) to the
set of terms (resp. types). A finite substitution 0 has the form {A;/X1...An/Xm}, or
{n/a1...7Tm/am}, and its domain Dom(0) denotes {X1,...,Xm}, resp. {aq,...,amn}. The
application of a substitution 6 to a term A (resp. type 7), denoted by A0 (resp. 70), is defined
as follows:

fo = f (P —>n A)0 N T
stkd S stk ([P <a AIB)) = [P <a A0B
(A7)0 = (A0) (10) (A;B/AB)Y = A0;B6/AY BY
A; if X; € Dom(8 Ti if ; € Dom(6
X0 = @ a0 = )
X; otherwise w; otherwise
0 S (11 — 12)0 R

3.2.3 Matching Equations, Theories and Term Approximations.

The core mechanism of the Rewriting-calculus is pattern-matching. When a delayed matching
constraint is evaluated, then a corresponding matching problem has to be solved. We use a
theory for the Rho-calculus (introduced in [CLW04]) that handles uniformly matching failures
and eliminates them when not significant for the computation. We define rules for handling
this kind of terms and we show how they are integrated in the calculus. The classical notions
of matching equations and matching solutions are defined as usual.

Definition 3.2.3 (Matching)
Given a theory T

1. A matching equation is a problem T= P <1 A where P is a pattern and A is a term;
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2. A substitution 6 is a solution of the matching equation T if PO yy

Different theories and the corresponding pattern-matching problems can be formally defined
and solved, for example as explained in [CKL0Ta]. If the equation P <1 A has a unique solution,
we denote it by 0 p <« 4)-

We define a superposition relation T : Pattern x Term between patterns and terms whose
aim is to characterize a broad class of matching equations that are potentially solvable. If
P C A we say that “P does potentially superpose with A” and, by negation, if P [Z A then “P
surely does not superpose with A”.

Definition 3.2.4 (Superposition)

1. The relation of superposition P T A is defined according to the structure of P as follows:

f s f(P) C AifA=f(BYAPCB

stk T stk XV (Ai1;A) VATV

X C A (VA P C AifA=<( (A1 Az A A1 ¢ Pattern)V
a C 7 (V)

([Q <a A1]JA2 AQE A1 AP T Ay) (VP)

2. If P C A is not satisfied we write P [Z A.

Starting from the superposition relation, we define a reduction relation that eliminates from a
term all the definitively stuck subterms, i.e. all the delayed matching constraints whose matching
problem is unsolvable independently of subsequent instantiations and reductions.

Definition 3.2.5 (Stuck Theory, Tq)
The relation —qy is defined by the following rules:

[P<a AlB — stk if PZ A
stk; A —ak A
A ; stk —k A

stk A —stk Stk

We denote by s the contextual closure induced by these rules. Its reflexive and transitive
closure is denoted by —»s. The symmetric and transitive closure of —sy s denoted by . Let

Tsk be the theory associated to the congruence . Matching equations in the theory Ty are
denoted P <Kgk A.

As mentioned previously, these rules are used to propagate or eliminate the definitively stuck
terms.
3.2.4 The Polymorphic Rewriting-calculus, RhoF

Figure A shows the reduction rules of RhoF parameterized by the theory Ty (recall the symbols
A, B,C range over Type U Term).
Let us quickly explain the top-level rules:
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(P—-pnA)B —, [P<aBlA
[P <A B]A —g Ae(p etk B)
(A;B)C —s5 AC;BC

A —g B
Figure 2: Top-level Rules of RhoF

(p) this rule triggers the application of an abstraction to a term, but does not immediately try
to solve the associated matching equation.

(o) this rule is applied if and only if the matching equation P <4 B has at least one solution:
in this case the matching solutions are computed and applied to the term A. If there is
more than one match, a structure collecting all the different results is obtained when the
rule is applied. If there is no solution, this rule does not apply and thus, the term that is
on the left-hand side represents a matching failure. As we shall see, further reductions or
instantiations are likely to modify 55 so that the equation has a solution and the rule can
be triggered.

(0) this rule distributes structures on the left-hand side of the application. This gives the
possibility, for example, to apply in parallel two distinct pattern-abstractions A and B to
a term C.

(stk) pushes into the operational semantics the rewriting rules that are particular to the theory
adopted in the calculus; in our case the above defined Ty -theory.

We denote by —,s the contextual closure induced by these rules. Its reflexive and transitive
closure is denoted by 5. The symmetric and transitive closure of s is denoted by =s.

stk

Notice that these relations are parameterized by the adopted theory Tex. We denote by —
the relation gy U 5. For —, the following holds.

Theorem 3.2.1 (Church Rosser for RhoF [CLWO04])

stk

The relation . is confluent.

3.3 The Polymorphic Type System RhoF

Types can be used as predicates for terms of Rho-calculus. Terms can be directly decorated
with types and then every closed term comes directly with a unique, intrinsic type. In the
fully typed approach of [LW05], a type judgement will be denoted by the symbol Ft (for Typed
terms). A typed system is a set of rules for proving judgements of the shape I' 1t A : 7, where
A is a typed term, 7 is a type, and I' is a context. The meaning of such a judgement is: the
term A has type 7 under the context I', and I' records the types of the free-variables of I" and
7. Figures @ and Bl presents the kinding/typing rules of RhoF, which are directly inspired by
the Girard System F [Gir86]. More precisely, the system proves judgement of the shape:

I'brok and 'y 7:% and ’HH P:7 and ' A 7

We discuss only the typing rules for well-formed terms and patterns, the other typing rules
being standard.
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Well-formed Contexts

(Ctz-Empty)

@ '_T ok
I'Frok ¢ Dom(T)
(Ctz-Const)
T, v b1 ok

Well-kinded Types
Ty, e, Ty b1 ok

(Type-Const)
Ty, ek, o b0

I asxbFr 7.«
—————— (Type-Poly)
't Va.r @ %
I'Frok ¢ Dom(T)
(Ctz-Const)
T, v b1 ok

Well-kinded Types
Ty, e, Ty b1 ok

(Type-Const)
Ty, ek, o b0

I asxbFr 7.«
——  (T'ype-Poly)
I'br Va.r @ %

Itt ok o ¢ Dom(T)

(Ctz-Var")
T, a:x Bt ok

F'krok Thr7:% X ¢ Dom(T)

(Ctz-Var)
I X7 1ok

I'y,a:x, s F1 ok

(Type-Var)
I'y,ax, o b1 a:

T'brmix Thrmx

(T'ype-Arrow)
I'krym — %

F'krok Thr7:% X ¢ Dom(T)

(Ctz-Var)
I, X7 1ok

I'y,a:x, s F1 ok

(Type-Var)
I'y,ax, o b1 a:

T'brmix Thrmox

(T'ype-Arrow)
'y — %

Figure 3: The Kind System for RhoF

- (Term-Var)(Term-Const): As usual, the context determines the type of variables. It cannot

contain two declarations for the same variable (or constant);

- (Term-Stuck): Since stk can appear in any structure, its type can be virtually anything but

falsum, i.e. L =Vo.a;

- (Term-Abs™): For the left-hand side of the arrow-type, we use the type of the pattern P; this
rule allows one to hide some type information in a pattern containing applications (e.g.
7o disappears in the final type of f(X) in the judgement f:7o — 7, X:m2 F f(X) :
The context A gives the types of the free-variables of P. The type system ensures that

the solutions of the corresponding matching equations are well-typed;

- (Term-Appl™): We directly exploit the information given in the type of the function, stati-

cally checking that the given argument has the expected type 7;
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Well-formed Terms and Patterns

'y, X:r,Ts b1 ok Ty, fir,To b1 0k
(Term-Var) (Term-Const)
I', Xem,I'ob X : 7 Oy, fr, Dbt for
't A1 —» 1 Abt P:7 Fv(P)=Dom(A)
I'krB:my TAFT Ay TVAFT 71— 79 0 %
(Term-Appl™) (Term-Abs™)
I'trAB:7 PbrP—oaA A1 —
Naxtr A1 't A:Var; T'hkrm:x
(Term-Abs") (Term-Appl”)
I'ta—. A:Va.r Pkt Am:mi{rn/a}
AT I AbFr P:7 Fv(P) =Dom(A)
't B:7 IN'AFtA: 'y B:my
——  (Term-Struct) (Term-Match™)
'kt A;B:7 'Hr[P<a BJA: 7
F'brr:x 741 F'brmix Taxbkr A:m
(Term-Stuck) (Term-Match")
Ihystk:r Tt o <y ]A: i {r/a}

Figure 4: The Type System for RhoF

- (Term-Abs"): The rationale is: o —, A ~ « —>(a:x) A. Abstraction on type-variables makes
the polymorphic mechanism available at the user-level: note that a trivial pattern is used
in polymorphic-abstraction.

- (Term-Appl”): The rationale is: all free occurrences of o in 71 are substituted with 7. Any
well-formed type 73 is suitable, which makes the typing fully polymorphic.

- (Term-Struct): This rule states that all the members of a structure have the same type. This
is important when considering structures as a collection of results; if a function can return
different results, then we would at least expect them to have the same type;

- (Term-Match™)(Term-Match”): The first rule states that the constraint [P < B]A gets
the same type as (P —a A) B. This is sound since (P —a A) B —, [P <A B]A. The
second rule instantiates « with 7.

Example 3.3.1 (Some derivable typing judgements [Bar92|-inspired)
Let T' = 1%, fiu — 1, a:t. The following judgements are derivable:

0 Fr L=Vaa:x* Second-order definition of falsum

0 Fr a—.X -1 (X a):Va.(lL —a) Ez falso sequitur quodlibet®

0 Fr B—.Y =3 X:VB.(8—p0) Polymorphic identity

L kv (vy—=« f(Z2) =2y Z) ¢ f(a) it Polymorphic instantiation-application

2 Anything follows from a false judgement: the subject of this judgement is its proof.
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3.3.1 Metatheory of RhoF

The type system ensures that arguments of a function have the same types as the corresponding
formal parameters. The rule (Term-Appl) only checks that the pattern expected by a function
and the argument (considered as a single term) have the same type. The shape of pattern is
essential to guarantee the soundness of the type system: the more expressive the patterns are,
the more non-sense can follow.

Remark 3.3.1 (Spoofer [BCKLO03]) If we allow variables as the head symbol of a pattern
(called “active variables”), then we can write the following counterexample. In the context

r2x:m — T, Y Ty, fiT3 — To,a:T3, the pattern

't X:im—»7m T'HY:m by fims—m T'hra:Ts

P X(Y): 7 and the term Lkt fla):m

have a common type, but the solution of the matching problem X (Y) < f(a) instantiates X and
Y with terms not having the expected type (i.e. subject reduction is lost); if T 2 firs — T2, a:73
and A= X1y — 79, Y7, then T F1 (X(Y) A Y)f(a): 71 but T Fra: 3.

All the metaproperties presented below for RhoF are adapted from the classical properties of
the Girard’s Lambda-calculus.

Lemma 3.3.1 (Substitution Lemma)

1. IfT,Att P:7 and T k1 B : 7 and Dom(A) = Fv(P), are such that P <« B has a
solution 0, then for all X € Fv(P), there exists o suchthatT,A bt X : 0 andT b1 X0 : 0.

2. IfT,A b1 A: 7, then for any well-typed substitution 6 such that Dom(6) = Dom(A), we
have I' b1 A0 : 1.

Theorem 3.3.1 (Subject Reduction for RhoF)
IfTHr A7 andAHS;;B, thenT'F1 B : 7.

Proof. By an induction on the derivation of ' 1 A : 7. a

Theorem 3.3.2 (Type Uniqueness for p™
IfTHr A:m and Tt A: 7o, and stk ¢ A, then 71 = To.

Proof. By an easy induction on the structure of A. ]

The next example shows that termination is not guaranteed for typable terms in RhoF.

Example 3.3.2 (Non Termination of Typable Terms [CKLW02|)

IfT 1 A: 7 then A can diverge. Take T2 f:(1 — 1) — ¢, and A= X1, and A2 w f(w) with
w=f(X) —=a X f(X). Therefore, T F1 w f(w) : ¢, but w f(w) s .... This negative result
proves that conjecture (i) of Exercise at pp. 14 of [CKLOZ] was false. Notice that wf(w) is
typable without using the second-order features of RhoF.
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3.3.2 Typing the representation of Xcerpt queries

To show the flexibility of this polymorphic type system, let us take back the example query
W

(catalogue{{ cd{title[TITLE] artist ARTIST] year["1988"] }, SubCat}}

—

result[ name| TITLE] author[ARTIST]])

It is possible to assign it a simple type, by declaring the following signature:

title :  string — tl

artist : string — art
year : int — yr
cd : tl— art — yr — entry
{}} : entry — entry — entry
catalogue : entry — ctl
name : string — nm
author : string — aut
result : nm — aut — res

The query is then assigned type ctl — res (which is correct: it takes a catalogue and returns
a result). During type checking, the bound variables TITLE, ARTIST and SubCat are found
to be of types respectively string, string and entry. Thus, this type checking mechanism allows
a basic account of correctness.

However, it remains quite limited and can not scale up for real size examples. Supposing
for instance in our query we have two instances of {{ }} used on distinct data types, we will
not be able to give a proper signature. The previous signature can then be modified using type
variables:

{}} o Va(a = a—a)

This way, a structure built using {{ }} can contain any kind of elements, provided they all
have the same type. Still, this setting is not really convenient since in RhoF the instantiation
of type variables has to be explicitly specified in the terms. For instance, in the previous query,
we would have to annotate the curly brackets with the type of the elements they contain:
{ Pentry in order to force a to be entry. The next subsection provides a mechanism for
implicit instantiation of such type variables.

3.4 The Polymorphic Type Inference uRhoF

In the previous subsection, we studied terms of the Rho-calculus decorated with types. In
this fully typed approach, every closed term comes directly with a unique, intrinsic type. In
this subsection, we discuss another way of giving types to terms of the Rho-calculus: the type
assignment approach introduced by Curry [Cur34] for the Theory of Combinators, and then
modified by Curry and Feys [CEAR, [CHS72]. The judgements have the shape I' -y U : 7, where
U is a term of the (untyped) Rho-calculus, 7 is a type, and T is the context that assigns types
to the free-variables of U and .
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Syntactic Cat. Abstract Syntax
As for RhoF As for RhoF

UV.f € Term UV w=stk| f| X |P—-U|[PUWU|UU|U;U

Figure 5: Syntax of uRhoF

In this approach (called a la Curry by Barendregt), types are viewed as predicates (prop-
erties) of terms, and each closed term can be assigned either none or infinitely many types.
Those systems are called type assignment systems. When we look at the Rho-calculus as a
kernel calculus underneath a pattern-matching based programming language, this approach
corresponds to Elan, or Maude, or OBJ*, or ASF+SDF, or Haskell, or ML-like languages, where
the user can write programs in a completely untyped language, and types are automatically
inferred at compilation-time. Type inference can be also intended as the construction of an
abstract interpretation of the program, that can be used as a correctness criterion.

For the Lambda-calculus, in [Cur34, [Lei83, [(GR&Y], it was observed that some of the type
assignment systems already known in the literature can also be obtained from a fully typed
system by means of an erasing function that erases type information from terms in a typed
system. In particular, the Curry type assignment system (F'1) [Cur34] can be obtained from
A —, the polymorphic type assignment system (F'2) [Lei83| from A2, and the higher-order type
assignment system (Fw) [GR88| from the higher-order A-calculus Aw.

Let Dert be a typed derivation, and (—| be the erasing function. By applying (—) to
the “subject” of every judgement in Dert, we obtain a valid type assignment derivation Dery
with the same structure of the typed one. Vice versa, every type assignment derivation can
be viewed as the result of an application of (—] to a typed one. In particular, the erasing
function (— ) induces an isomorphism between every typed system and the corresponding type
assignment system.

Definition 3.4.1 The FErasing Function.

(stk) S stk (AT) = (4)
(f) S f (o = A) = (A)
(x) = X (<. 7]B) = (B)
(AB) = (A)(B) (P—=aA) £ P—(A) P#a
(A;B) = (A);(B) ([P<aAB) = [P<(A)(B) P#a

This definition can easily be extended to derivations.

Syntax (Figure B]). One can easily see that the syntax is obtained by simply “hiding” the
types from the user. Type abstraction (o« —,. A) and type application (A 7) are no longer
necessary since the polymorphism is fully implicit. Asin ML, a term can be seen as an untyped
one, but the typing machinery is called before accepting such a term.

Typing Rules (Figures [l and [l). A primitive polymorphic type assignment system was
sketched in [CKT.02| (without any metatheory). It proves judgement of the shape:

I'tyok and I'ty7:% and 'y P:7 and 'y U i 7
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Well-formed Contexts

(Ctz-Empty)

@ |_U ok
I'ky ok ¢ ¢ Dom(T)
(Ctz-Const)
T, ux by ok

Well-kinded Types
Ty, e, Ty by ok

(Type-Const)
Ty, ek, To by

I asxby 78
——  (T'ype-Poly)
'ty Va.r :

Ity ok o ¢ Dom(T)

(Ctz-VarY)
T, a:x Fy ok

Ftyok ThHy7:% X & Dom(T)

(Ctz-Var)
I, X7y ok

'y, a:x, s by ok

(Type-Var)
'y, Ty by a:x

T'Fym:ix ThHym:x

(T'ype-Arrow)
Tr I_U T1 —> To I %

Figure 6: The Kind Assignment System for uRhoF

We discuss only the typing rules for well-formed terms and patterns which differ from the the

corresponding typed ones.

- (Term-Abs™): The domain of A is given by the free-variables of P, i.e. Dom(A) = Fv(P).

- (Term-Abs"): This rule is not syntax directed; the classical side-condition about the freshness

of « is enforced by the well-formedness of the context in the premises.

- (Term-Appl"): This rule is not syntax directed; the type 7 is guessed.

- (Term-Match™): The context A is built from the free-variables of P, i.e. Dom(A) = Fv(P).

All the metaproperties presented below for uRhoF are adapted from system F'2 of Leivant and

for RhoF.

Lemma 3.4.1 (Substitution of type variables in uRhoF)
IfTFy U : 7 and Dom(0) C Typey and CoDom(0) C Dom(T') then TO +y U : 76.

Theorem 3.4.1 (Subject Reduction for uRhoF)
IfTHyU: 7T and U 5V, then Ty Vi 7.

Proof. By an induction on the derivation of T Fy U : 7.

Since uRhoF is essentially the counterpart of F'2 of Leivant, and since Rho-calculus is a con-
servative extension of Lambda-calculus, it follows that type inference problem is undecidable.

Theorem 3.4.2 (Undecidability of Type Inference for uRhoF)
For a closed U such that stk ¢ U, the following problem is undecidable:
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Well-formed Terms and Patterns
FFy7r:x 7#1

(T'erm-Stuck)

Thystk: 7
I'y, X1, T's Fy ok Iy, fir,Ty Fy ok
(Term-Var) (T'erm-Const)
Iy, Xer,I'oby X = 7 Ty, fir,Toby for
Py U:m — 1 Ay P:7m Dom(A) =Fv(P)
'k V:m DAFGU :mm TVAFy 1 — 12t %
(Term-Appl™) (Term-Abs™)
TFWUV:m T'FyP—-U:1 —m
NaxkFyU: 71 'y U :Yar Thym:x
—————— (Term-Abs") (Term-App")
L'y U :Yar Py U :ni{m/a}
FyU: 7 Aty P:7m Dom(A) =Fv(P)
Py Vr DAFU:mm TRV :m
(T'erm-Struct) (Term-Match™)
Py U; VT Iy [P VU 72

Figure 7: The Type Assignment System for uRhoF

o Type Inference: given T (gives meaning to constants), is there a type T such that Ty U : 7
¢

Proof. It follows a fortiori from the well known result of Wells [Wel99). ]

3.4.1 Typing the representation of Xcerpt queries

Again in this system we can assign a polymorphic type Va.(aw = o — «) to constructors such
as {{ }} but we do not need to state which type will instantiate o. The query

(catalogue{{ cd{title[TITLE] artist| ARTIST] year["1988"] }, SubCat}}

—>

result| name| TITLE) author[ARTIST]]|) DB

can then be assigned the type ctl — res without having to annotate it. The instantiation
of the type variable « to entry is inferred, but the constructor {{ }} remains fully polymorphic
for further use in another query.

A perhaps even more interesting use of such a type system is the definition of polymorphic
functions (i. e. in the context of the semantic web, polymorphic queries). Suppose we want to
maintain a database containing any kind of objects, with the only assumption that a colour is
assigned to these objects. The constructors of such a database will be:
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colour : string — clr

coloured_object : Va.(a — clr — clrd(a))
[] ¢ Va(ao—a—a)
coloured__catalogue : clrd(a) — clrd_ctl(a)

Then for instance, if cat : animal and mouse : animal, the database

coloured _catalogue| coloured_object|cat, colour|[“black”]],
coloured _objectmouse, colour|[“white]]]

is correct and has type clrd_ctl(animal).
For querying, we will use the constructors

{}} : Va(a—a—a)
result : Va.(a — res(a))

The following query selects every black object:

coloured__catalogue{{coloured object|OB.J, colour|[“black”]], SubCat}}

—>

result[OB.J]

It is accepted by our type system and can be assigned the type Vo.(clrd_ctl(a) — res(a)).
It denotes that its argument can be a coloured catalogue of any type of objects, and ensures
that the results of the query all have the same type as the elements of the catalogue.

The next subsection deals with automated type inference for such polymorphic queries.

3.5 Type inference

This section recalls the results from [LW05] and extends them with a full description of uRhoF«,
a decidable fragment of uRhoF. A type inference algorithm is given and proved sound, correct
and principal.

3.5.1 Decidability of typing for RhoF

Theorem 3.5.1 (Decidability of Typing for RhoF)
For a closed A such that stk ¢ A, the following problems are decidable:

1. Type Reconstruction: is there a type T such that D1 A: 7 2
2. Type Checking: for a given T, is it true that -1 A: 7 ?
Proof.

1. We give the sketch of a recursive algorithm (FigureB) for building T (or returning false if
it does not erist).

2. We use the previous algorithm for type reconstruction (Figure[@). By uniqueness of typing,
L'kt A7 if and only if T is equivalent to the type found for A.
O
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Type?(A;T) £ match A with

a
X/f
A1 Ay

P—DAAl

[P <a A1]As

Ay Ag
o —Dy A1

[a <<* T]Al
Al T

=

4

*
if azx e

-

if X/firel

Type?(Ay;T)

if Type?(Ay;T) = Type®(Ag;T)

Type?(P;T, A) — Type?(Ay; T, A)

if Type?(P;T, A) # false # Type?(A;;T, A)

and P # «

Type?(A2; T, A)

if Type?(P;T,A) = Type?(Ay;T, A) # false

and P # «

T2

if Type?(Ay;T) = 71 — 75 and Type?(Ag; ) =7
Va.Type?(Ap; T, cix)

if Type?(Ay; T, a:x) # false
Type?(A1; T, ccx) {7/}

m{r/a}

if Type?(Ay;T) = Va.7y

false

Figure 8: The Algorithm Type?

Typecheck?(A;T';7)

£ if Type?(A;T) = 7 then true else false

Figure 9: The Algorithm Typecheck?

3.5.2 uRhoF«: a decidable fragment of uRhoF

It is well-known that the type assignment system uRhoF is undecidable; let us recall why.

A first reason for this is the vast amount of types available: quantification can occur any-
where in a type. We need to restrict polymorphism to well known “type schemes” of the form
Va.7, where 7 is a first-order type, i.e. a monomorphic-type. As example, Va.ao - o ~ {7 —
T | 7 € Type™} is the type-scheme for polymorphic identity. Type-schemas are equal modulo
a-conversion. We define simultaneous instantiations of type-schemas, via a relation (denoted

by <) as follows:

7 <1y iff m2Va.r; and 7 2 73{7/a} for suitable 7.
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The other main problem (more peculiar to our calculus) is the ability to define any number of
constants with a given type, without really considering them as constructors. Thus, in uRhoF«,
a constant can have a type f : Va.(aw — ¢) where the parameter « does not appear explicitly in
the rightmost type ¢. Then when typing

[f(X) < f(Y = Y)](X1)

the pattern f(X) gets type ¢, where the type of Y — Y is forgotten. Then it is impossible
to infer correctly the type of X: a standard algorithm would suggest the most general type
VB(int — (), so the type computed for the expression above can be anything.

This “lax” typing discipline for constant leads to undecidability of typing: indeed, the in-
ference algorithm could be easily patched to deal with the example above, but the problem is
that the pattern could be replaced by a variable Z and the matching against f(X) can then be
arbitrarily nested in the body of the delayed matching constraint. Thus, we need to enrich the
rightmost term of the type of f with all the type variables appearing in the whole type. The
resulting type system is given in Figures M and [[I The only rules that needs to be commented
are:

e Formation of admissible type schemes follow some strict rules: every bound variable has
to appear in the rightmost type, hence the context is divided in two parts in order to keep
track of these bound variables;

(T'ype-Poly): all type scheme are built at once;

(Term-Var), and (Term-Const): the type of a variable/constant is a type instance of its
type-scheme;

(Term-Abst™): the context A has to be inferred, but it can assign only types (not type-
schemes) to the variables of P. It corresponds to the behavior of the typing rule for
functional abstraction fun z — a in ML.

(T'erm-Match): this rule performs a restricted form of polymorphic type inference. Again
the context A used to type P assigns only types to the free variables of P, but when typing
U the corresponding type-schemes can be used. It is an enhanced version of the ML let
featuring matching.

Figure [ shows a simple type derivation in uRhoF«for the problematic term shown at the
beginning of this subsubsection. We see that the pattern f(X) is assigned a type ¢1(8 — 3),
ensuring that X has type § — (. Then generalization gives it type V3.(8 — ) when typing
the body, which ensures that any type of x is an instance of 3 — (.

The next subsubsection presents an algorithm (called W<<) that gives a solution to the above
problem.

3.5.3 The Algorithm w*

We customize the algorithm W of Damas-Milner [DM8&2] (see also the Caml notes of F. Pottier
[Pot]). We present an algorithm W " that takes as input a uRhoF<-term U, an environment T,
and a set of “fresh” type variables Var, and (1) checks if it can be well-typed, and (2) infers a
principal typing 7 for U in I', such that:

1. The judgement I -y U : 7 is derivable
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Abstract Syntax

T u= aliwg|7—=7 Poly Types
o u= Va.r Poly Type Schemes
UV ::= Asfor uRhoF  Poly Terms

Well-formed Contexts

Phtyok Thyo:x X & Dom(T)
(Ctz-Empty) (Ctz-Var)
0y ok ', X:0 Fy ok

Well-kinded Type Schemes

I',ax by ok I, azx Fy ok
—  (T'ypeScheme-Const) ——  (TypeScheme-Var)
'y tg: * 'y a:x
a € Llab(o) T,ambyo:x* Frym:ix T'hymox
(TypeScheme") (T'ypeScheme™)
'ty Va.o @« FFym — 1%
Lab(iz) =@ Lab(my — 72) = Lab(2)
Lab(a) = {a} Lab(Va.o) = Lab(o) \ «

Figure 10: Types of uRhoF«

2. If Ty U : 7/, then there exists a substitution 6, such that T'0 -y U : 76.

Definition 3.5.1 (The Algorithm W)

The algorithm W* is given in Figure LA It uses the classical algorithm mgu, that is the unifi-
cation algorithm between first-order terms of [Rob6h] (hence omitted).

Definition 3.5.2 (Independence) 1. A substitution 0 is independent from a set of type-
variables Var, written 0 Var, if Dom(0) N Var = () and CoDom(c) N Var = 0.

2. Two substitutions 0, and 02, are equals out of Var, written 6 Vgﬁ 02, if aby = abs, for
all o« & Var.

Theorem 3.5.2 (Soundness of W<<)
If W<<(F; U;Var) = (1;0;Var'), then TOFy U : 7.

Proof. By induction on the structure of U. We treat the cases of variables, abstraction, ap-
plication and matching constraints; constants are treated similarly to variables and structures
similarly to application.

o if U =X then 7 = Inst(I'(X); Var) and 0 = 0. The function Inst ensures that 7 < T'(X)
sol'Fy X :7.
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Well-formed Terms and Patterns

T'hy7eox
I', Xio,Tobyok o<t
(Term-Var)
I', Xwo, gy X o 7
I I—U V: T1
ARy P:my Bv(CoDom(A)) =0

D,Gen(A;T)Fy U : 1 Dom(A) = Fv(P

(Term-Match)
Py [P V]U: 1

Iky 7%
I'y, fio,TaFyok o<

(T'erm-Const)
Iy, fio, Doy f o7

Ay P:7p Bv(CoDom(A)) =10
LAy U:m  Dom(A) =Fv(P

(Term-Abst™)
Fl—Up—DUITl—DTQ

Remove (Term-Abst”) and (Term-Appl")

Gen(m;T) £ Va.r where @ = Fv(r)\ Fv(I')
and Gen is pointwise extended to contexts.

Figure 11: Terms of uRhoF«

8<8

TY:3hyY: 8 BoB<B—=B  1—=1<VYR(B—B) i<
(#) THUY =Y =8 () ,X:8—BryX:8—8 T,AbyX:1+: T,AFyl:s
Ty f(Y = Y) (B —=6) T,X: 6~ BFy f(X):u(B—5) T, ARy X 1:0

FFy[fX)< Y =) (X 1):e
where T' £ 111, f:Va.(a — 11(a)), and A £ X:VB.(8 — f).
(B—B) = u(B—p) <Va.(a—u(a)
and () is Ly f:(B—=B) = ul@—p5)

Figure 12: A Simple Type Derivation in uRhoF«.
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WA U; Var) = (7 6; Var')

WD, U; Var) £

f =
X =

Ul;UQ =

P—-U; =

U1U2 =

[P < UQ].Ul =

Inst(Va.7; Var) =

match U with

if f € Dom(T") then
take (7;Var’) = Inst(T'(f); Var) and 6 =6,

if X € Dom(T") then
take (7;Var’) = Inst(T'(X); Var) and 6 = 0,,

let (71;61; Var,) = WL Uy; Var) in

let (72;02;Vars) = W<<(F91;U2;Var1) in

let ¢ = mgu(7102 = 72) in

take 7 = 79¢ and 0 = ¢ o003 0 61 and Var’ = Vary

let X =Fv(P)and ax € Var; in
let (71;61; Vary) = WL, Xzax; P; Var \ {@x})in
let (72;02; Vars) = W<<(F91,m; Uy;Vary) in
take 7 =105 — 7 and § = 05 00, and Var’ = Vary

il

let (71;01;Var1) =W (T;Uy; Var) in

let (72;02; Vars) = W(T0y; Us; Vary) in

let « € Vary in

let ¢ = mgu(m102 =1 — ) in

take 7= ¢ and 0 = ¢ 06 00y and Var’ = Vary \ {a}

let (71;61; Vary) = WTT; Us; Var) in

let X =Fv(P)and ax € Var; in

let (72; 003 Vary) = W0y, X:ax; P; Vary \ {@x}) in

let ¢ = mgu(r102 = 72) in

let (73;03;Vars) = W<(F9192¢,X:Gen(axegq§; T'601020);Ur; Vars) in
take T =713 and 8 = 030 ¢pofy 00, and Var’ = Vars

false

({B/a}; Var \ {3}) where [ are distinct fresh variables taken in Var
Figure 13: The Algorithm W<
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o ifU=P — Uy then T = 1103 — 75 and 0 = 03 001 where 11,01, 72 and 02 are obtained by
recursive calls to W for the subterms P and U;.

Let us take A = X : ax. By induction hypothesis we have 1'0,,A0; -y P : 71 and
I'0, A0 -y U : 1o. By type variables substitution (lemma [F11)), we also have T'6, A6 Fy
P :1605. Thus we can indeed derive T -y P — Uy : 10 — 1.

e ifU=U; Uy then ™= a¢ and 0 = ¢ o0 0 0, where 1102¢ = 70¢ — a¢p and 71,601, and
0> are obtained by recursive calls to W on the subterms Ui and Us.
By induction hypothesis we have I'0y -y Uy : 71 and 10105 Fy Us = 7. By type variables
substitution (lemma[FZ]), we have TO Fy Uy : 11620 and T'0 -y Us = o¢. Since we know
that T02¢ = 100 — a¢, we can indeed derive I'0 -y Uy Us : ag.

o if U =[P < Us)U; then 7 =73 and 6 = 03 0 ¢ where 1102¢ = 72¢ and 11,01, 72,02, 73 and
03 are obtained by recursive calls to W on the subterms Us, P and U;.

Let us take A = X : ax. By induction hypothesis we have I'01 -y Us : 71 and 0102, A3 Fy
P : 7o and 0102003, Gen(Ab20; T'01020)05 Fy Uy : 3. It is easy to see that

Gen(Ab2¢;T'01020)05 = Gen(Ab203;T'0102003) since 034 Dom(I'01020).

By type variables substitution (lemma[FL]), we haveT'0 Fy Uy : 102905 and T'0, Aby¢03 -y
P : 72¢05. Since we know that 116020 = 726, we can indeed derive T0 -y [P < Us)Us : 7.
Oa

Theorem 3.5.3 (Completeness and Principality of W<3
For all Var and T, such that Var N CoDom(T') =0, if T¢ by U : 7/, then:

1. W<<(F; U; Var) # false;
2. W<<(F; U;Var) = (1;0;Var’), for some T and 6 and Var’';
3. 7' =71¢Y and ¢ Vérﬁ Yo, for some 1.

Proof. By induction on the structure of U. We treat the cases of variables, abstraction, ap-
plication and matching constraints; constants are treated similarly to variables and structures
similarly to application.

e if U = X then T'(X)¢ < 7/, which by definition means that T'(X) = Va.r; and 7/ =
ni¢{T/a}. In this case, W<<_never fails and 7 = Inst(['(X); Var) = 7 {3/a} and 6 = 0.
Thus, with v = {T/5} over 8 = Var\Var’ and 1) = ¢ otherwise, we have 7’ = 11 ¢{7/a} =

5 /= — Va
n{B/a}e{7/B} = ¢ and ¢ =4 V.

e ifU=P — U then 7 =1 — 75 where To,A by P : 7 and T, Ay Uy : 75 for a

certain A assigning types to the free variables of P. By suitable renaming of the bound

variables in U, we can always assume A = X : ax and consider an extended ¢ so that in
fact we typed P and Uy in the context T'op, A¢p.

By induction hypothesis, W<<(I‘, A; P;Var\ {ax}) = (11;01; Vary) such that 7, = 7111 and
Var .

¢ =4 1 001 for a certain 1.

In particular (T, A)¢ = (I, A)01¢1 so by induction hypothesis W (T'01, A0y; Uy; Var,) =

(T2; 02; Vars) such that 75 = T2 and i, Vgﬁ by 0 By for a certain ;.
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Thus, W<<(F; P — Uy;Var) does not fail, and it returns (71602 — 72; 602 0 01;Vars). Thus,

with 1 = b2, we have 7 = (T10y — T2)ihy = Ty = WPy = 7 > 7 = 7 and
Var

¢ =4 Pi1ob Vgﬁ Yy 00300, vgﬁ thobyob.
e if U =U; Us then there is some 7| such that To by Uy : 7 — 7 and Tty Us : 71.
By induction hypothesis, W<<(F;U1;Va7") = (11;61;Var1) such that 71 — 7' = 11 and
Var

¢ =4 1 001 for some 1.

In particular T = T'0111 so by induction hypothesis, W<<(F01; Us; Vary) = (72;02; Vars)
such that 71 = o2 and Y1 Vgﬁ g 0 0y for some ).
Then 13 = Woo{a/7'} is a unifier for 1102 = 72 — o : we have indeed 110213 = 710219 =

Y1 =71 = 7 = Tohs — a{a/7'} = (12 = @)p3. Thus the most general unifier is some
14 such that 13 = 1 o1py. We can now conclude: indeed 7' = ap3 = asp = ¢ and

0 4 1oy Yool 4 Yyobyof Xy pothyofy0bitpod.

e if U = [P < Uy]U; then there is some 11 and A = X : ax such that To by Uz : 71 and
g, Ap by P: 7 and T'¢p,Gen(Ap;T) by Uy : 7o (where ¢ has been suitably extended on
Dom(A)).

By induction hypothesis W<<(F; Us; Var) = (71;01; Vary) with 7{ = 11 and ¢ Vgﬁ 11 007
for some .

In particular Dom(6;) NDom(A) = () and so T'p, Ap = (T'61, A)y. By induction hypoth-
esis, W<<(F91,A;P;Var1 \ {ax}) = (12;02; Vara) with 71 = T2tb2 and Vérﬁ g 0 0y for
some Ps.

Then we have 710212 = T11)1 = T = T2t)2, thus the equation 7102 = 7o admits a most
general unifier . such that s = Y3 o u for some 3.

So far we have seen that ¢ Vgrﬁ 1 0 64 Vgrﬁ g 0 B 0 61 Vgrﬁ 30 pobyoby. Thus,
I'p,A¢p = (T01020, ABap)ips so by induction hypothesis W succeeds on Uy and returns
(13;03; Vars) such that 7" = 1314 and Y3 Vgﬁ 14 0 O3 for some 1y4.

Finally, the algorithm returns T = 73 so indeed 7' = T4 and ¢ Vgﬁ 3006y 00; Vgﬁ

tg0b30p 06200, Vggf Py o00.
O

Theorem 3.5.4 (Decidability of Type Inference for uRhoF«)
For a closed term U such that stk ¢ U, the following problems are decidable:

1. Type Inference: given T (gives meaning to constants), is there a T such that Ty U : 7 ¢
2. Type Checking: given T' and 7', does the judgement 'y U : 7/ hold ?
Proof.

1. By soundness and completeness, we have A1, 'y U : 7 < W<<(F; U; Var) # false
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2. By soundness and principality, this judgement is equivalent to
WT;U; Var) = (1:0;Var) A 7 = 11 with Dom(y) C Var

Since matching is decidable in the language of types, this problem is decidable.
O

Notice that all the examples we gave previously belong to the sublanguage uRhoF<. We
conjecture that any “reasonable” query (i. e. the ones that are really used in semantic web
programs) can be represented using only this restricted form of polymorphism.

3.6 Related Work and Conclusions

In this work we presented two systems, the Fully-typed Polymorphic Rho-calculus (RhoF) and
the Type Inference Polymorphic Rho-calculus (uRhoF): both systems enjoy subject reduction
of typable terms. RhoF also enjoys the decidability of type checking and of type reconstruction.

Because of the decidability of type-checking in RhoF, customizing an existing rewriting-
language with polymorphic-types seems an interesting alternative to validate code without
limiting code expressiveness. From the point of view of type inference, the main motivation,
in introducing uRhoF, is to find an easy way to validate code of many existing lines of rewrite-
based algorithms via static analysis. Finally, we have studied a variant of uRhoF (called uRhoF«)
featuring a restricted form of polymorphism d la Damas-Milner-Tofte and customized the well-
known algorithm W of Damas-Milner [DM&2].
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4 Prescriptive typing: from CLP to Xcerpt

4.1 Introduction

One of main issues addressed by prescriptive typing is composition. By providing types to the
signature of function and predicate symbols, one expresses the syntactic categories to which a
function, a predicate, and in turn a complete module, is supposed to be applied. Prescriptive
types are therefore an integral part of the programs and modules and constitute a discipline to
compose them correctly.

The idea of specifying types for XML data is already well established and there exist stan-
dardized ways of declaring types such as DTDs [Exf] and XML Schema [Fe(1]. Thus, a pre-
scriptive type system for rule languages manipulating XML data seems to be the next natural
step. Moreover, composition of sets, or modules, of rules also becomes import as the Web grows
in complexity. For instance, one may use a set of modules to extract data from different reposi-
tories and then use another module to extract useful information from this data. A prescriptive
type system would ensure that the composition of these modules is possible, and produces data
that is correct w.r.t. a given specification.

Several rule languages for querying semi-structured data, such as Xcerpt [BS02a] or RuleML
[BTW0OT) have their semantics inherited from the semantics of (constraint) logic languages. For
example, Xcerpt rules are close to predicate clauses, with a head and a body. From this point
of view, our prescriptive type system for CLP [FCO1l [Cog| provides a good basis for a type
system for theses rule languages.

In this section, we explain the type system TCLP and its properties and show how the ideas
of prescriptive typing of constraint logic programming (CLP) languages can be adapted to
rule languages for querying and transforming semi-structured data. This is illustrated through
the description of a type system for the Xcerpt language. At this occasion, we discuss some
of the differences between terms manipulated by CLP programs and terms representing semi-
structured data from the typing point of view.

The rest of this section is organized as follows. Section describes the type algebra and
section presents the type system for CLP. In sections EEdl and EEX we recall the theorems
for expressing the consistency of the type system w.r.t. the execution model. In section EG,
we discuss the adaptation of prescriptive type system for CLP to languages manipulating semi-
structured data and derive a prescriptive type system for Xcerpt. In section EEl we discuss some
issues about type checking and section concludes.

4.2 Type Structure
4.2.1 Preliminaries

We define here the algebraic structure of quasi-lattices that we will use as a very general
framework for representing types with complex subtype relationships.

Let (F, <) be a partially ordered set. For a non empty subset S of E, we note |S = {z €
E\Vy € S « < y} the set of lower bounds of S and 1S = {x € E|Vy € S y < z} the set of upper
bounds of S. For the empty set, | = 0 and 10 = 0. We note NS (resp. LIS) the greatest lower
bound (resp. least upper bound) of S whenever it exists. A lower quasi-lattice (resp. upper
quasi-lattice) is a partially ordered set where any finite subset having a lower (resp. upper)
bound has a greatest lower bound (resp. a least upper bound). A quasi-lattice is an upper and
a lower quasi-lattice.
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Definition 4.2.1 (Complete quasi-lattice) A partially ordered set is a complete quasi-lattice
(in the sense of sets) if for all non empty subsets S C F, NS exists whenever |.S # 0 and US
exists whenever 1S # ().

4.2.2 Types

For typing CLP languages, we are interested in type languages allowing subtyping relations
between type constructors of different arities, like list(«) < term for instance. This allows,
for example, to type the application of metaprogramming predicates to homogeneous lists, by
viewing these lists as terms. In general, such subtyping relations specify subtyping relations
between specific arguments of the type constructors. For instance, by writing k1 (o, 8) < k2(8),
we specify that types built with k1 are subtypes of the ones built with ky when the second
argument of k; and the argument of ks correspond, the first argument of k; being forgotten in
the subtype relationship.

From a formal point of view, it is simpler (and more general) to express the relationship
between arguments by working with a structure of labelled terms. In the formalism of Pottier
[Pot00], each argument of a constructor is indicated by a type label instead of a position.
Moreover, positive and negative type labels are distinguished in order to express the covariance
or the contravariance of arguments w.r.t.the subtyping relation. Note that this notion of type
label is distinct from the notion of label presented in section Bl In the following, when it is clear
from the context, we will refer to “type labels” simply as “labels”.

So let £ and £~ be two disjoint countable sets of labels, we note £ = LT WL™. Let (K, <)
be a complete quasi-lattice of type constructors. Let a be the arity function defined from K
into the finite parts of £. We denote by a™ (resp. a™~) the function which associates the positive
(resp. negative) labels to a constructor. We assume that there is at least one type constructor
with an empty arity, ko.

Definition 4.2.2 (K,<x,L", L™ ,a) is a signature if:
1. for all k1<ik2<iks, a(k1) Na(ks) C a(kz).
2. for all S C IC, if NS exists, then a(NS) C J,cga(s).
3. for all S C IC, if LS exists, then a(US) C |J g a(s).
4. for all k1<yka, there exists k s.t. k1<ick<icka and a(k) = a(k1) Na(ks).

Conditions 1, 2, 3 express the coherence of labels w.r.t.the order relation and are similar to
the ones found in [Pot00] for lattices. Condition 4 is specific to quasi-lattices, its purpose is to
forbid signatures like k1 (o) <xck2(5) which do not induce a quasi-lattice structure for types. For
example, if k5 and k4 are not comparable, then ko(k3) and ko(k4) have common lower bounds,
like k1 (ks3) and kq(k4), but don’t have a greatest common lower bound.

For a signature (K, <, LT, L™, a), we note L* the set of finite strings of labels, ¢ the empty
string, “.” the string concatenation and |w| the length of w. We are interested in (possibly
infinite) types formed upon K, where the positions of subterms are defined by strings of labels.

Definition 4.2.3 Let (K, <x,LT,L£7,a) be a signature. A (possibly infinite) type is a partial
mapping T from L* into K such that:

1. Its domain is prefiz closed: Yw = wy.wy € dom(T), w1 € dom(T).
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2. ¢ € dom(T).
3. For all positions w € dom(7), for alll € L, w.l € dom(7) if and only if | € a(r(w)).

We note 7 (S) the set of (possibly infinite) types built upon the signature S. In the following,
we assume a fixed signature S = (K, <x,L",L£”,a) and we note 7 = T (S) the set of types
built upon S. We note 7/w the type 7’ : v — 7(w.v), that is the subterm occurring at position
win 7.

4.2.3 Subtyping ordering

The subtyping relation < is defined over types, as the intersection of a sequence (<,,) of pre-
orders over types defined by:

o <=7 xT
o 7 <,11 7 if 7(€)<x7'(€) and for all labels | € a(7(€)) Na(7’(¢)):
— either [ € LT and 7/1 <,, 7'/I
—orle L and 7'/l <, 7/l
e <=y <n
Proposition 4.2.1 < is an order over 7.

Proposition 4.2.2 Let 71,72 € 7. 71<72 if and only if 71 (e)<iT2(e) and for all labels | €

a(r1(e)) Na(r2(e)):
o citherl € LT and 71 /I<73/1

e orle L™ and 2 /I<m /I

Theorem 4.2.1 [CEOI] (T,<) is a complete quasi-lattice.

4.2.4 Subtyping constraints

Let W be a countable set of type variables, or parameters, noted «, 3, .... Types with variables
are defined as the set, noted 7y, of (possibly infinite) types built upon the signature (U
W, <i, LT, L, a). A subtyping constraint is a pair of finite types ¢; and t5 in 7y, and is noted
71 < 79. For a system C' of subtyping constraints, we note V(C') the set of variables occurring
in C.

Definition 4.2.4 A substitution p : W — T satisfies the constraint 71 < 72, noted p = 11 < 79,
if p(11)<p(72). The subtyping constraint 7y < 7o is satisfiable if there exist a substitution p such

that 1% ': T1 S T2.

Theorem 4.2.2 [CE0I] The satisfiability problem for subtyping constraints in quasi-lattices
with a finite number of extrema each with an empty arity is NP-complete.
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4.3 Typed CLP Programs

CLP programs are built over a denumerable set V of variables, a finite set F of function symbols,
given with their arity (constants are functions of arity 0), and a finite set P of program predicate
and constraint predicate symbols given with their arity, containing the equality constraint =. A
query @ is a finite sequence of constraints and atoms. A program clause is an expression noted
A — @ where A is an atom formed with a program predicate and @ a query. The set variables
occurring in a syntactic object O is noted V(O).

A type scheme is an expression of the form Vary, ..., 7, — 7, where @ is the set of parameters
in types 71, ..., Tn, 7. We assume that each function symbol f € F, has a declared type scheme of
the form Var,...,7, — 7, where n is the arity of f, and 7 is a flat type. Similarly, we assume
that each predicate symbol p € P has a declared type scheme of the form Var,...,r, — pred
where n is the arity of p. The declared type of the equality constraint symbol is Vu u,u — pred.
For notational convenience, the quantifiers in type schemes and the resulting type pred of
predicates will be omitted in type declarations, the declared type schemes will be indicated by
writing fr,. -, —- and pr, .., , assuming a fresh renaming of the parameters in 71, ..., 7,, 7 for
each occurrence of f or p.

Throughout this paper, we assume that F, and P are fixed by means of declarations in a
typed program, where the syntactical details are insignificant for our results.

A wvariable typing is a mapping from a finite subset of V to 7yy, written as {z1 : 71,..., 2y :
Tn }. The type system defines well-typed terms, atoms and clauses relatively to a variable typing
U. The typing rules are given in Table[ll The rules basically consist of the rules of Mycroft
and O’Keefe plus a subtyping rule. Note that for the sake of simplicity constraints are not
distinguished from other atoms in this system.

An object, say a term ¢, is well-typed if there exist some variable typing U and some type 7
such that U F ¢ : 7. Otherwise the term is ill-typed (and likewise for atoms, etc.). A program
is well-typed if all its clauses are well-typed.

The distinction between rules Head and Atom expresses the usual definitional genericity
principle [LR91] which states that the type of a defining occurrence of a predicate (i.e. at the
left of “<” in a clause) must be equivalent up-to renaming to the assigned type of the predicate.
The rule Head used for deriving the type of the head of the clause is thus not allowed to use
substitutions other than variable renamings in the declared type of the predicate. For example,
the predicate member can be typed polymorphically, i.e. member : « X list(a) — pred, if its
definition does not contain special facts like member(1,[1]), that would force its type to be
member : int X list(int) — pred, for satisfying the definitional-genericity condition.

The following proposition shows that if an expression other than a clause or a head is
well-typed in a variable typing U, it remains well-typed in any instance Up.

Proposition 4.3.1 For any variable typing U, any type judgement R other than o Head or a
Clause, and any type substitution p, if U R then Up + Rp.

4.4 Subject Reduction w.r.t. CSLD Resolution

Subject reduction is the property that evaluation rules transform a well-typed expression into
another well-typed expression. The evaluation rule for constraint logic programming is CSLD-
resolution. To recall this evaluation rule, it is convenient to distinguish in a query @, the
constraint part ¢ (where the sequence denotes the conjunction) from the other sequence of
atoms A. We use the notation @ = ¢|.A to make this distinction. Given a constraint domain X
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Ut:r <7/

(Sud) Ukt !

(Var) {z:7m,..} a7

Urtiimp ... Ubt,imp

(Func) UF Fryonor (bt p is a type substitution
(Atom) U[i;iiif (tl,U,}t_j;AT;)il p is a type substitution
(Head) U[']_;illﬁi (tl,U:fLT)LI}-Z(fd p is a renaming substitution
(Query) S e

(s L0 Qi U s

Table 1: The type system for CLP.

which fixes the interpretation of constraints, a query ¢'|B is a CSLD-resolvent of a query c|A
and a (renamed apart) program clause p(ti,...,t,) «— d|Ap, if

A= Ala cee aAkflvp(tllv s 7tiz)aAk+17 . '7Am7

B=Ai, ..., A1, Ay, Ais- ) Am,

and the constraint ¢ = (cAd Aty =) A... At, =1t)) is X-satisfiable.

Theorem 4.4.1 (Subject Reduction for CSLD resolution) [FCU1] Let P be a well-typed
CLP(X) program, and Q be a well-typed query, i.e. U+ Q Query for some variable typing U.
If Q' is a CSLD-resolvent of Q, then there exists a variable typing U’ such that U' - Q' Query.

It is worth noting that the previous result would not hold without the definitional genericity
condition (expressed in rule Head). For example with two constants a : 7, and b : 7, and one
predicate p : & — pred defined by the non definitional generic clause p(a), we have that the
query p(b) is well typed, but b = a is a resolvent that is ill-typed if 7, and 7, have no upper
bound.

4.5 Subject Reduction w.r.t. Substitutions

The CSLD reductions, noted —cg1.p, are in fact an abstraction of the operational reductions
that may perform also substitution steps, noted —,, instead of keeping equality constraints.
As in the CLP scheme constraints are handled modulo logical equivalence [IL&7|, it is clear
that the diagram of both reductions commutes :
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Q1 —cstp Q2 —cstp ... —csip @n

lo lo lo
——CSLD
lo lo
——CSLD
lo
Q

However the previous subject reduction result expresses the consistency of types w.r.t. hor-
izontal reduction steps only, that is w.r.t. the abstract execution model which accumulates
constraints, but may not hold for more concrete operations of constraint solving and substitu-
tions. For example, with the subtype relations int < term, pred < term, the type declarations
=: a X a — pred, p : int — pred, and the program p(X), the query Y = true,p(Y) is well
typed with Y : int, and succeeds with Y = true, although the query obtained by substitution,
p(true), is ill-typed.

In order to establish subject reduction for substitution steps, and be consistent with the
semantical equivalence of programs, one may consider a typed execution model with type con-
straints on variables checked at runtime, as in [FC01]. In the example, the type constraint
Y :int with the constraint Y = true is unsatisfiable, the query can thus be rejected at compile-
time by checking the satisfiability of its typed constraints.

Another way to establish subject reduction for substitution steps, is to consider logic pro-
grams with a fixed data flow, given by modes, as in [SED0O0]. The remaining part of this section
recalls the main results of [SEDO0].

First, we recall the notion of principal variable typing. Intuitively, a variable typing U is
principal w.r.t. a term ¢t and a type 7 if it associates to each variable X of ¢ the least instantiated
and greatest (using <) possible type such that U ¢ : 7. More precisely:

Definition 4.5.1 A variable typing U is principal for t and 7 if U -t : 7 and for each variable
typing U’ such that U' & t : 7, there exists a type substitution p such that for all variable
X € V(1), U'(X)<U(X)p.

We will generalise concepts previously defined for terms to term wectors. In particular, we
consider principal variable typings for a term vector ¢ and a type vector 7. Conceptually, one
could think of introducing special functors into the typed language so that any vector can be
represented as an ordinary term.

Now, we define modes, which are a common concept used for verification [Apt97]. For
a predicate p/n, a mode is an atom p(my,...,m,), where m; € {I, O} for i € {1,...,n}.
Positions with I are called input positions, and positions with O are called output positions of
p. We assume that a fixed mode is associated with each predicate in a program. To simplify the
notation, an atom written as p(5,?) means: § is the vector of terms filling the input positions,
and t is the vector of terms filling the output positions.
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Definition 4.5.2 Consider a derivation step where p(3,t) is the selected atom and p(w,v) is
the renamed apart clause head. The equation p(5,t) = p(w,v) s solvable by moded unification
if there exist substitutions 01, 02 such that w0, = 5 and V(t61) N V(v61) =0 and 16,02 = v6;.

A derivation where all unifications are solvable by moded unification is a moded derivation.

Moded unification is a special case of double matching. How moded derivations are ensured
is not our problem here, and we refer to [AE93|. Note that the requirement of moded derivations
is stronger than input-consuming derivations [Sma99] where it is only required that the MGU
does not bind 3.

Definition 4.5.3 A query Q = p1(51,1), - -, Pn(5n, tn) is nicely moded if t1, . .., 1, is a linear
vector of terms and for all i € {1,...,n}

vEinU v =o. (1)

A program is nicely moded if all of its clauses are nicely moded.
An atom p(5,t) s input-linear if 5 is linear, output-linear if t is linear.

Definition 4.5.4 Let

C= DP70,5mn41 ({Oa §n+1) — p};lj—l (517 El)a s 7]1?”@ (gna tn)

be a clause. If C is nicely moded, ty is input-linear, and there exists a variable typing U such
that U + C' Clause, and for each i € {0,...,n}, U is principal for t; and 7/, where 7/ is the
instance of 7; used for deriving U - C' Clause, then we say that C is nicely typed.

A query Q is nicely typed if the clause Go «— Q is nicely typed. A program is nicely typed
if all of its clauses are nicely typed.

Theorem 4.5.1 (Subject reduction) [SEDO0] Let C' and Q be a nicely typed clause and
query. If Q' is a resolvent of C' and QQ where the unification of the selected atom and the clause
head is solvable by moded unification, then Q' is nicely typed.

4.6 Typed Xcerpt Programs

In this subsection, we study the adaptation of the type system we presented for constraint
logic programs to reasoning and query languages for the (semantic) web. As an example of
such languages, we consider the language Xcerpt [BS02a]. A subset of Xcerpt is described in
subsection 281 In addition to this subset, we allow grouping construct all and some [BS02a] to
appear in construct terms. all ¢ stands for the vector of data terms corresponding to all possible
answers of the query part, whereas some n t stands for a vector of data terms corresponding
to n non-deterministically chosen answers of the query part.
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Example 4.6.1 Let us consider the data term corresponding to a CD collection from exam-

ple ZEA:

catalogue|  cd[title[ "Empire Burlesque"] artist|"Bob Dylan"] year["1985"] ]
cd[title["Hide your heart") artist| "Bonnie Tyler"| year|["1988"]
cd[ title["Stop " artist]["Sam Brown"| year["1988"] |

The following rule extracts all the titles in the collection:

result[ all title] TITLE]] «
catalogue{{ cd{{ title[ TITLE] }} }}

Thus, the result returned by the rule is
result| title[ "Empire Burlesque"] title["Hide your heart") title[ "Stop"]]

The following rule extracts any two titles in the collection:

result] some 2 title] TITLE]] «
catalogue{{ cd{{ title] TITLE] }} }}

The results returned by the rule are:

result[ title[ "Empire Burlesque"] title] "Hide your heart"] )
result[ title[ "Empire Burlesque") title["Stop"] ]
result| title| "Hide your heart")] title[ "Stop "]

The major difference between these languages and constraint logic languages is that they
deal with semi-structured data. In particular, function symbols come with their arity. For
example f/1 is different from f/2. On the contrary, tags in XML (or labels in Xcerpt terms)
don’t have a fixed arity. For example, the label f is the same in the data terms f[a] and f][a, b].
Since the type scheme of a function symbol depends on its arity, we need an other notion of
type scheme: instead of using a vector of type to specify the type of the arguments of a label,
we use a regular expression of types, as it is done in e.g. DTDs [Exf]. We consider the following
regular expression operators: * (repetition), | (alternation) and ? (optionality).

Definition 4.6.1 A type regular expression, noted A is a regular expression over the alphabet
of types with variables T,y. The set of type vectors matching a type regular expression A is
noted L(A).

Now we define some useful relations over regular expressions and vectors:

Definition 4.6.2 The order T over type reqular expressions is the inclusion order of type
regular expressions: A1 C Ag if L(A1) C L(A3).

For example, (o7)* C (o | 7)*, while (o | 7)* & o*7*, since 70 € L((c | 7)*) and 70 ¢
L(o*1*).

Definition 4.6.3 The order < is extended over type reqular expressions in the following way:
A1 <A if for each type vector 71 € L(A1) there exists a type vector 7o € L(A3) such that 7 <75
and for each 72 € L(A2), there exists 71 € L(A1) such that 71 <7a.
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For example, if 0 < ¢’ and 7 < 7/, then (o7)* < (o/7')*.

Definition 4.6.4 Let (A1,...,An) and (A}, ..., Al) be two vectors of type regular expressions.
(A1,...,Ay) is a subvector of (Ay,...Al) if there exists k1,...,kn such that 1 < ki < ko <
oo <km <n and for eachi € {1,...,m}, Ay = Aj .

For example, (o, (o | 7)) is a subvector of (7,0, (70)*, (0 | 7)), while (o, 7) is not.
The application of a type substitution to a type regular expression A is defined as the
application of the substitution on all the types occurring in A:

Definition 4.6.5 The application of a type substitution p to a regular type expression A is
inductively defined as follows: (T)p = 7p, (AMA2)p = AipAap, (A1 | A2)p = A1p | Aap,
7?0 = 71p? and (A*)p = Ap*.

A regular type scheme is an expression of the form VaA — 7, where & is the set of parameters
occurring in A or 7. We assume that each label has a declared regular type scheme YaA — 7.
For notational convenience, the quantifiers in type schemes will be omitted and a label [ together
with its declared regular type scheme will be noted Iz, .

We assume the existence of a type any that is greater than all other types.

Example 4.6.2 Let us consider the following type structure:

any

cdaa/ \

]

int string t catalogue t cd t title t_artist t_ year

Here, we give type declarations for the labels used in example 6.1}
catalogue : t_cd™ — t_ catalogue
cd i t_title t_artist t_year — t_cd
title : string — t_title
artist : string — t__artist
year : int — t_year
result : ¢t_title™ — any

A variable typing U is a mapping from a finite set of variables to non empty finite sets
of types, written {Xy : 7 | ... | 74", ..., X, : 7L | ... | 77" }. When it is appropriate, we
will identify the set of types associated to a given variable by a variable typing U to the type
regular expression denoting this set. As opposed to variable typings for CLP, a variable may
have different types depending on the regular type scheme of the label of the term they occur
in. For example, if we consider the query term c¢d{{X}}, the variable X may match terms of
type t_title, t _artist or t_year. Moreover, it cannot have type any, which is the lowest upper
bound of these three types.
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The system defines well-typed data, query and construct terms as well as well-typed rules.
Typing rules are given in table Judgements are of the from U F ¢ : A, read as “In the variable
typing U, t is a vector of terms whose type matches A”. The need for dealing with vectors of
terms instead of single terms resides in handling the grouping construct all and some, which
are used to build sets of terms in the head of Xcerpt rules.

Lemma 4.6.1 Ift is a query term, and there exists a variable typing U such that U -t : A for
some type regular expression A then A is of the form 71 | ... | 7.
If t is a construct term then A is either of the form (11 | ... | 7)™ or ((71 | ... | ™)™)".

Proof. By induction on the derivation of query term and construct terms, and by remarking
that if A’<A, then A’ is equivalent to a regular expression of the same form that A. o

The rule (As) simply expresses that is if a variable must be matched by terms corresponding
to a specific shape, given by a query term, then the variable and this query term must have the
same type. In particular, using lemma EEEJl one can remark that A indeed corresponds to a
non empty finite set of types.

As judgements associates type regular expressions to terms in a given variable typing, rules
(Compl Ord), (Compl Unord), (Incompl Ord), (Incompl Unord), (Head Ord) and (Head Unord)
use the order C over type regular expressions instead of simply checking that a vector of types
matches the label’s type regular expression given for its arguments. A permutation of the
type regular expressions of the arguments is used in rules (Compl Unord), (Incompl Unord)
and (Head Unord) to signify that the arguments of the term are not ordered. A more precise
rule would have been to check whether the language recognized by A; ... A, is included in the
language of type vectors that are permutations of type vectors matching A. However, this last
language is not regular. For example, the language of words that are permutations of words
matching (ab)* is the set of words containing the same number of a’s and b’s, which is not
regular. Similarly to the rule (Head), the rules (Head Ord) and (Head Unord) use a renaming
instead of a substitution to express the principle of definitional genericity [LR9I].

The rule (Desc) simply expresses that the query term ¢ is well-typed. In particular, the
possibility to give any type to the expression desc t express that the type of ¢ is not related to
the type of the term ¢’ it appears in, as ¢ may occur at an arbitrary depth in ¢'.

The rule (All) (resp. (Some)) expresses that the grouping construct all (resp. some n)
stand for vectors of terms of an arbitrary size (resp. of size n).

4.7 Type checking

In this subsection we discuss some issues related to the type checking of Xcerpt programs.

The type system presented in table Blis non-deterministic, since the rule (Sub) can be used
anywhere in a typing derivation. A deterministic syntax-directed system can be obtained by
replacing the rule (Sub) by variants of other rules with subtype relations in their premises,
similarly to case of the type system for CLP [EC01]. For example, the rule (Compl Ord’) below
is the variant (Compl Ord):

. . p is a type substitution
Ubti: A ... Uty Ay (Ar.. A)<(AL.. AT

Ublprfty. . tn] s 7p and (A} ...A)C Ap

(Compl Ord")
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(Sud)

(Var)

(4s)

(Compl Ord)

(Compl Unord)

(Incompl Ord)

(Incompl Unord)

(Desc)

(All)

(Some)

(Head Ord)

(Head Unord)

(Rule)

Ukt: A A<A

Ukbt: N
X:nl|...|meU
UFX:m|...|m

Urt:A X:AeU
UFX~t: A

Ul‘tlAl U"tnAn

Ublasrlty . tn):mp

Ul‘tlAl U"tnAn

UblasA{tr...ta}:7p

Ul‘tlAl U"tnAn

Ublasrtr.. tn]] s 7p

Ul‘tlAl U"tnAn

Ublam{tr. .t} i 7p

UFt:A
Utkdesct:T
UFt:A
Uk allt: A"
UFt:A
UF soment: A"
Ul‘tlAl U"tnAn
Ut larlty... . ty] Head
Ul‘tlAl U"tnAn

Uk laor{t1...tn} Head

Utkt. Head UFtg:any
UkFt. 1ty Rule

p is a type substitution
and (A1...A,) C Ap

p is a type substitution
(Af,...,Al) is a permutation
of (A1,...,Ay)

and (A]...A})C Ap

p is a type substitution
(A1,...,Ay) is a subvector
of (A,...,Al)

and (A} ...A) C Ap

p is a type substitution
(A1,...,A,) is a subvector

of a permutation of (A},...,AL)
and (A]...A)C Ap

for any type 7

p is a renaming type substitution
and (A1...A,) C Ap

p is a renaming type substitution
(Af,...,A]) is a permutation

of (A1,...,Ay)

and (A} ...AL)C Ap

Table 2: The type system for Xcerpt.
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Type checking thus requires to solve the following problem: given two type regular expression
Ay and A, is there a type substitution p and a type regular expression A’ such that A;<A’ C
Aop ? This problem combines subtyping, parametric polymorphism and regular expression
matching. The problem of subtyping in parametrized regular tree languages has been studied
in [HECDS], in the context of functional languages for processing semi-structured data.

In the general case, the inclusion problem for regular expressions is PSPACE-complete [SM73,
Koz77|. However, restrictions on the form of the regular expressions reduces the complexity of
the problem [MNS04]. In particular checking the inclusion of 1-unambiguous regular expres-
sions [BKWOS]| is in P-TIME. Thus, it seems interesting to consider restrictions on allowed
regular type schemes in order to reduce the complexity of the inclusion checking algorithms, as
it is the case in e.g. DTDs [Exf] where regular expressions must be 1-unambiguous.

However, rules (Incompl Ord) and (Incompl Unord) require the type of the arguments to be
a subvector of a vector matching the type regular expression of the label. Given a regular expres-
sion A, it possible to compute a regular expression A’ whose language is exactly the language of
words that are subwords (in the sense of subvectors) of words in the language of A. Given the
DFA d corresponding to A, a finite automaton corresponding to A’ is obtained by adding, for
each states s and s’ in d and each letter a such that s —*-% ', the transition s > s’. Unfor-
tunately, the resulting expression A’ may be more complex and not fulfil restrictions that may
have been imposed on A. Moreover, rules (Compl Unord) and (Incompl Unord) also require
to consider permutations of type regular expressions, which thus results in a supplementary
combinatorial problem.

4.8 Conclusion

We presented a prescriptive type system for constraint logic languages and showed how it can
be adapted into a type system for typing rule languages used in web applications. This resulted
in a prescriptive type system for the rule language Xcerpt [BS02a] for transforming and querying
XML documents. Finally, we discussed some issues related to type checking.

For future work, we intend to evaluate this prescriptive type system on REWERSE applica-
tions. In particular we wish to analyse the role of types for preventing the misuse of semantic
web program components and the help provided to the user for writing complex queries involv-
ing different kinds of ontologies or reasoning.

We plan also to study the theoretical properties of the type system w.r.t. the different
possible execution models of Xcerpt [BS02c¢]. We intend to develop practical algorithms for
type checking. In particular, we need an algorithm to test whether, given two type regular
expression Ay and A,, there exists a type substitution p and a type regular expression A’ such
that A <A’ T Asp, which combines subtyping, parametric polymorphism and regular expression
matching. In order to reduce the possible combinatorial explosions in these algorithms, we may
consider restrictions on the regular type schemes of labels.

5 Final remarks
We are in contact with other working groups of the project, learning what are their needs
related to type systems. We expect the approaches presented here to be adjusted and developed

accordingly. As a first step, examples of applying them to representative examples obtained
from the other groups are to be developed. This should show which kind of errors the typing
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approaches are able to discover, and how types can be employed in structuring and composition
of rule applications.
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