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Abstract—Finding suitable services to be composed in a
service-based business process is always a big challenge. In this
paper, we present a query language that addresses this challenge
by exploiting relations between services in process models. Con-
cretely, we define the composition context of a service as a process
fragment around it. We match composition contexts to compute
the similarity between services. Finally, we conduct the query
based on this computed similarity and flexibly added constraints.
Our proposed query helps to retrieve services that have similar
composition context with the queried service. It can be applied
in process design or execution phase. We perform experiments
on a large dataset of real process models. Experimental results
show that our approach is feasible and efficient.

I. INTRODUCTION

Services have been developed as loosely-coupled appli-
cations that can be composed in service-based processes to
achieve different business goals. Designing service-based busi-
ness process is a crucial task that enables companies to sketch
out their business, preview the process in real time execution,
determines opportunities and risks involved in their business
[22], [20]. The importance of process design involves many
frameworks and applications developed to facilitate this task.
Most of recent efforts attempt to analyze business process
topology, such as [3], [8], [1], [19], to assist process designer
by finding business processes that are similar to an ongoing
designed one.

However, finding similar processes is not always helpful
as the process designer may have difficulty to be inspired
by large-scale, complex processes. Moreover, in some cir-
cumstances, process designer needs to find services instead
of whole business processes. For example, a process designer
may want to find suitable services to plug into some specific
positions to complete his design (see Fig. 1a). In another case,
he may want to find alternatives of a service to replace it in
case of failure (see Fig. 1b).
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Fig. 1: Finding services to be composed in a business process

In this paper, we present an approach that assist process
designers by finding services that are similar to a selected
service’s position in an ongoing designed process. We propose
and develop a query language as a tool to search for similar
services. We take existing process models as input in order
to learn from the past design, not to reinvent the wheel. We
exploit the knowledge acquired for previous designed process

to infer service similarity. Concretely, similarity between ser-
vices is computed based on their composition context, which
is constructed based on relations between services in existing
process models.

By providing a query language and focusing on service
composition context, the objective of our approach is twofold:
(i) to propose a new approach to compute the similarity of
component services in services-based processes based on their
composition context and (ii) to provide a useful query tool for
service selection. Our approach does not only help to facilitate
process design but also can improve the availability of services
by identifying alternatives of services in order to replace them
in case of failure.

Our paper is organized as follows. The next section elabo-
rates our approach to compute the similarity between services
based on their composition context. Section III presents our
proposed query. Experiments are shown in section IV. We
present the related work in section V and conclude our work
in section VI.

II. SERVICE SIMILARITY BASED ON COMPOSITION

CONTEXT

This section elaborates our approach to compute the simi-
larity between two services based on their composition context.
To illustrate our approach, we assume that a process designer
is designing a train reservation process. Fig. 2 shows the
incomplete process and the designer is looking for suitable
services to plug into the missing position (ax). We also
assume that there exists a flight reservation process (Fig. 3)
in the repository of designed processes. We demonstrate in
the following the computation of similarity between service
‘Request credit card Info.’ (a6) and the queried service (ax).
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Fig. 2: Incomplete train reservation process
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A. Preliminaries

In our work, terminal events (start events, end events)
are considered as terminal services. We define a connection
element as either a connecting object (e.g. sequence, message
flow), or a gateway, (e.g. AND-split, OR-split, etc.), or an
intermediate event (e.g. error message, message-catching, etc.).

Let AP be the set of services and CP be the set of
connection elements in a process P .

Definition II.1 (next relation)
Let ei, ej ∈ AP∪CP . A next relation from ei to ej , denoted
by ei →P ej , indicates that ej situates right after ei in P .

Definition II.2 (connection flow)
A connection flow from ai to aj , ai, aj ∈ AP , denoted by

aj

ai fP ,
is a sequence of connection elements c1, c2, . . . , cn ∈ CP that
satisfies: ai →P c1, c1 →P c2, . . . , cn−1 →P cn, cn →P aj .
aj

ai fP ∈ C∗
P , C∗

P is the set of sequences of connection elements
in P .

For example, in Fig. 3, the connection flow from s2 to a5 or
from a5 to a2 is ‘flow-transition’; the connection flow from
a2 to e3 is ‘event-based-gateway’‘message-catching’; the con-
nection flow from a2 to a7 is ‘event-based-gateway’‘message-
catching’‘parallel-split’ and so on.

Definition II.3 (connection path)
A connection path from ai to aj , denoted by

aj

aiPP , is a
sequence of services a1, a2, . . . , ak where a1 = ai, ak = aj
and ∃(

at+1

at fP ∈ C∗
P ∨ at

at+1
fP ∈ C∗

P ) ∀1 ≤ t ≤ k − 1.

Definition II.4 (connection path length)
The length of a connection path

aj

aiPP , denoted by L(
aj

aiPP )
is the number of connection flows in the path.

Definition II.5 (shortest connection path)
The shortest connection path between ai and aj , denoted

by
aj

aiSP , is the connection path between them that has the
minimum connection path length.

For example, in Figure 3, the shortest connection path from
a5 to a7 is a5a2a7 and its length is 2.

Definition II.6 (kth-layer neighbor)
aj is a kth-layer neighbor of ai in a process P iff ∃

aj

aiPP :
L(

aj

aiPP ) = k. The set of kth-layer neighbors of a service ai
is denoted by Nk

P (ai). N
0

P (ai) = {ai}.

For example in Fig. 3, s2 and a2 are the 1st-layer neighbors
of a5; a5, e3, a7 and a6 are the 1st-layer neighbors of a2; a7
is one of the 2nd-layer neighbors of a5 and so on.

As the distance from a service ai to its kth-layer neighbors
is k, we can imagine that the kth-layer neighbors of a service
ai are located on a latent circle whose center is ai and k is
the radius. We call this latent circle a connection layer and
the area limited by two adjacent latent circles a connection
zone. Connection layers and connection zones of a service are
numbered. A connection flow connecting two (k − 1)th-layer
neighbors, or a (k−1)th-layer neighbor to a kth-layer neighbor
is called a kth-zone flow (Definition II.7).

Definition II.7 (kth-zone flow)
av
au
fP is a kth-zone flow of ai iff ∃av

au
fP : (au, av ∈

Nk−1

P (ai)) ∨ (au ∈ Nk−1

P (ai) ∧ av ∈ Nk
P (ai)) ∨ (av ∈

Nk−1

P (ai) ∧ au ∈ Nk
P (ai)). The set of all kth-zone flows

of a service ai ∈ P is denoted by Zk
P (ai). Z0

P (ai) = ∅
and |Zk

P (ai)| is the number of connection flows in the kth

connection zone of ai.

For example in Fig. 3, the connection from a2 to a7 is a 2nd-
zone flow of a5 while the connection from a7 to a3 is one of
its 3rd-zone flows. |Z2

P2
(a5)| = 3 as in the 2nd-zone of a5,

there are three connection flows, which are from a2 to e3, a7
and a6.

B. Service composition context

Intuitively, the connection paths between two services
in a service-based process present their relation in term of
closeness. The longer the connection path is, the weaker
their relation is and the shortest connection path between
two services presents their best relation. To illustrate the best
relations of a service to other services in a service-based
process, we define the composition context graph (formally
defined in Definition II.8) which presents all the shortest paths
from a service to others.

Each service in a service-based process has a composition
context graph. Each vertex in this graph is associated to a num-
ber which indicates the shortest path length of the connection
path to the associated service. The vertices that have the same
distance to the associated service are located on the same layer
around the associated service. We name the number associated
to each service the layer number. The area limited between
two adjacent layers is called zone. The edge connecting two
vertexes in a composition context graph belongs to a zone.
We assign to each edge in the composition context graph a
number, so-called zone number, which determines the zone
that the edge belongs to.
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Fig. 4: Composition context graphs of ax (in Fig. 2) and a6
(in Fig. 3)

Definition II.8 (Composition context graph)
The composition context graph of a service ax ∈ P , denoted
by Gax

P = (V ax

P , Eax

P , Lax

P ), is a labeled directed graph. V ax

P

is a set of vertexes associated to their layer numbers; Eax

P is
a set of edges associated to their zone numbers; and Lax

P is a
set of edge labels in Gax

P . V ax

P , Eax

P , and Lax

P are defined as:

• V ax

P = {(ai,L(
ax
ai
SP )) : ai ∈ VP }



• Eax

P = {((ai, aj),
aj

ai z
ax

P ) : (ai, aj) ∈ EP ,
aj

ai z
ax

P = Min(L(ax
ai
SP ),L(

ax
aj
SP )) + 1}

• Lax

P = {((ai, aj),
aj

ai fP ) : (ai, aj) ∈ EP ,
aj

ai fP ∈
C∗

P }.

For example, the composition context graph of ax in
Fig. 2 is Gax

P1
= (V ax

P1
, Eax

P1
, Lax

P1
) where V ax

P1
= {(ax, 0),

(a2, 1), (a3, 1), (a1, 2), (e1, 2), (a4, 2), (s1, 3), (e2, 3)};
Eax

P1
={((a2, ax), 1), ((ax, a3), 1), ((a2, e1), 2), ((a1, a2), 2),

((a3, a4), 2), ((s1, a1), 3), ((a4, e2), 3)}; Lax

P1
= LP1

=

{((s1, a1), ‘flow-transition’), ((a1, a2), ‘flow-transition’),
((a2, e1),‘event-based-gateway’‘message-catching’), ((a2, ax),
‘event-based-gateway’‘message-catching’), ((ax, a3), ‘flow-
transition’), ((a3, a4), ‘flow-transition’), ((a4, e2), ‘flow-
transition’)}. This composition context graph and the
composition context graph a6 in Fig. 3 are depicted in Fig. 4.

C. Composition context graph matching

In this section, we present our approach to compute the
matching between two composition contexts. Concretely, we
match all connection flows that belong to the same connection
zone and have the same ending services. Particularly, for
the first zone, we match the connection flows connecting the
associated services to the same services in the first layer.

1) Connection flow matching: We propose to apply Lev-
enshtein distance (LD for short) [15] to compute the matching
between connection flows. In information theory, the LD is a
metric for measuring the difference between two sequences
of characters. The LD is defined as the minimum number
of edits needed to transform one sequence of characters into
the other, with the allowable edit operations being insertion,
deletion, or substitution of a single element.In our approach,
we consider each connection element as a character and present
a connection flow as a sequence of characters. Then, the
similarity between two connection flows are inferred by the
similarity between corresponding sequences of characters.

Concretely, given two connection flows
aj

ai fP1
= c1c2 . . . cn

and
ay

axfP2
= c′

1
c′
2
. . . c′m, the pattern matching between them

is computed by Equation 1.

M(aj

ai
fP1

,ay

ax
fP2

) = 1−
LD(

aj

ai fP1
,
ay

ax fP2
)

Max(n,m)
(1)

In our example, we have M(a2
a1
fP1

,a2
a5

fP2
) = M (‘flow-

transition’, ‘flow-transition’) =1; Mp(
ax
a2
fP1

,a6
a2

fP2
) =

M (‘event-based-gateway’‘message-caching’, ‘event-based-
gateway’ ‘message-caching’‘parallel’) = 0.67 and so on.

2) Context matching: To compute the composition context
matching between two services, we propose to sum up the
matching of the connection flows in the two contexts. There are
two cases to consider: matching in the first zone and matching
in other zones. In the first zone, we match the connection flows
that connect the two associated services and same services in
the first layer. In other zones, we match the connection flows
that connect the same services. For example, to compute the
context matching between ax and a6 (Figure 4), we will match
(ax
a2
fP1

,a6
a2

fP2
), (a3

ax
fP1

,a3
a6

fP2
), (e1a2

fP1
,e3a2

fP2
), (a4

a3
fP1

,a4
a3

fP2
)

and (e2a4
fP1

,e4a4
fP2

).

Besides, the consumption context of a service is strongly
reflected by the connection flows to its closest neighbors while
the interactions with other neighbors in the further layers
do not heavily reflect its consumption context. Therefore,
we propose to assign a weight (wt) for each tth connection
zone, so called zone-weight and integrate this weight into
the similarity computation. Since the zone-weight has to have
greater values in smaller tth connection zone, we propose the
zone-weight a value computed by a polynomial function which

is wt =
k + 1− t

k
, where t is the zone number (1 ≤ t ≤ k)

and k is the number of considered zones around the service.
Then, the composition contexts matching between Gai

P1
and

G
aj

P2
within k zones, denoted by MW

k(Gai

P1
, G

aj

P2
), is given

by Equation 2.

MW
k(Gai

P1
, G

aj

P2
) =

2

k + 1
×

k
∑

t=1

k + 1− t

k
×

∑

av
au

fP1
∈Zt

P1
an
am

fP2
∈Zt

P2

MF
t(av

au
fP1

,
an
am

fP2
)

|Zt
P1

(ai)|

(2)

where:

MF
t(av

au
fP1

,
an
am

fP2
) =



























M(av
au

fP1
,an
am

fP2
) if















t = 1, (au = am) ∨ (av = an)

∨(au = av ∧ am = an)

t 6= 1, (au = am ∧ av = an)

0 other cases

For example, the service context matching between ax and
a6 (Figure. 4) computed by Equation 2 is:

MW
3(Gax

P1
, G

a6

P2
) =

2

3 + 1
× (

3

3
×

M(ax
a2

fP1
,a6
a2

fP2
) +M(a3

ax
fP1

,a3
a6

fP2
)

2

+
2

3
×

M(e1a2
fP1

,e3a2
fP2

) +M(a4
a3
fP1

,a4
a3

fP2
)

3

+
1

3
×

Mp(
e2
a4
fP1

,e4a4
fP2

)

2
)

=
2

4
× (

0.66 + 0

2
+

2

3
×

1 + 1

3
+

1

3
×

1

2
) = 0.47

Similarity between services is inferred by their composition
context matching. Based on this similarity, we build a query
which assist process designer to search for similar services.
This query is presented in the next section.

III. QUERYING SERVICES IN SERVICE-BASED PROCESSES

In this section, we present a query language that is used
to find similar services for a selected position in a service-
based process based on the composition context matching. We
present the query language in section III-A and its execution
in section III-B.

A. Query’s grammar

The query language in our approach consists of three
parameters, which are: an associated service, connection con-
straints, and a radius. The associated service is the service
whose composition context is taken into account to match



with other contexts. Connection constrains are services or
connection flows to be included/excluded to filter the query’s
results. The radius is the number of connection layers taken
into account for the composition context matching. It specifies
the largeness of the considered composition contexts.

We present our proposed query’s grammar using the Ex-
tended Backus-Naur Form1. We use ‘;’ to separate the input
parameters; ‘(’ and ‘)’ to separate query’s constrains; ‘<’
and ‘>’ to group services or connection flows; ‘[’ and ‘]’ to
separate a connection flow and its ending services. We use ‘+’
and ‘-’ signs to include/exclude constraints; and ‘|’ sign for
multiple choice operator. Details of the grammar are presented
in Table I.

1. Query ::= ServiceID,‘:’,[Constraint],‘:’,Radius;

2. ServiceID ::= Character,{Character|Digit};

3. Constraint ::= (‘+’|‘-’)Term | Constraint,‘|’,Term;

4. Term ::= Item | Term,‘+’,Item | Term,‘-’,Item;

5. Item ::= ServiceID| ConFlow | ‘(’,Constraint,‘)’;

6. ConFlow ::= ‘<’,[ServiceID],‘[’,FlowString,‘]’,[ServiceID]‘>’;

7. FlowString ::= ConElement,{ConElement};

8. ConElement ::= ‘sequence’ | ‘AND-split’ | ‘AND-join’ | ‘OR-split’ |
‘OR-join’ | ‘XOR-split’ | ‘XOR-join’ | ‘event-based-

gateway’| ‘message-catching’;

9. Radius ::= DigitNotZero,{Digit};

10. Character ::= ‘a’ | ‘b’ | ‘c’ | ‘d’ | ‘e’ | ‘f’ | ‘g’ | ‘h’ | ‘i’ | ‘j’ | ‘k’

| ‘l’ | ‘m’ | ‘n’ | ‘o’ | ‘p’ | ‘q’ | ‘r’ | ‘s’ | ‘t’ | ‘u’ |
‘v’ | ‘w’ | ‘x’ | ‘y’ | ‘z’;

11. DigitNotZero ::= ‘1’ | ‘2’ | ‘3’ | ‘4’ | ‘5’ | ‘6’ | ‘7’ | ‘8’ | ‘9’;

12. Digit ::= ‘0’ | DigitNotZero;

TABLE I: Query grammar

The query grammar is explained as follows:

• The query is defined in line 1 with three parameters
separated by ‘:’. The constraint is optional. It can
be defined to filter the query result. It can also be
eliminated if we want to execute only the composition
context matching without filtering.

• In line 2, the service identifier is defined as a string
of characters or digits. It has to start by a character.

• In line 3, we define constraints. A constraint can be
an included/excluded service or connection flow. It can
also include different items and operators. Operators
in a constraint can be OR, INCLUDE, EXCLUDE.
We use ‘|’, ’+’ and ‘-’ to specify these operators.
Consequently, we define a constraint as a ‘Term’ or
another constraint with ‘|’ operator.

• In line 4 we define a ‘Term’ as an ‘Item’ or another
constraint with the ‘+’ and ‘-’ operators.

• The ‘Item’ is defined in line 5. It can be a service
or a connection flow that is included/excluded in
the query. It can also be another constraint which is
grouped by ‘(’ and ‘)’. Definitions in line 3, 4 and 5
allow specifying a constraint with multiple services,
connection flows, operations and grouped conditions.

• In line 6, we define a connection flow which is
presented within ‘<’ and ‘>’ signs. It includes a string
of connection elements that connects two services.

1the EBNF is originally developed by Niklaus Wirth [23] and the EBNF
standard is adopted by ISO, no. ISO/IEC 14977

• The string of connection elements is defined in line
7. It includes at least a connection element which is
defined in line 8.

• In line 9, we define the radius as a natural number
greater than 0.

• Finally, lines 10, 11, 12 define literal characters and
digits.

For example, during the design of train reservation process
(Fig. 2), if the process designer wants to find services that have
similar context to ‘Search trains’ (a1) within the first zone,
he can make a query as: a1::1. If he wants to find services
that are similar to ‘Search trains’ but not followed by ‘Present
alternatives’, he will exclude the connection flow connecting
‘Search trains’ to ‘Present alternatives’ in its first layer. The
query will be: a1:-(<a1[sequence]a2>):1. In the case that
he wants to know possible payment methods, he may select
‘Process payment’ service (a3) and add a constraint which does
not include a ‘sequence’ that connects to ‘Send confirmation’
service (a4). He may also widen the considered composition
contexts in two layers to get more results. Consequently,
his query is as follows: a3:-(<[‘sequence’]a4>):2. In another
context, if he wants to know existing services that are similar
to ‘Search trains’ (a1), and include the services ‘Request
payment Info.’ (a8) and ‘Process payment’ (a3) but exclude the
AND-join connection between them, his query is as follows:
a1:+a8+a3-(<a8[‘AND-join’]a3>):5.

B. Query’s execution

In general, the procedure of getting results by using our
query is as follows:

1) We capture the composition context of the associated
service. The largeness of the composition context is
specified by the radius parameter.

2) We match the composition context of the associated
service to others in other service-based processes.

3) We refine the matching result by selecting only ser-
vices whose composition contexts satisfy the query’s
constraints.

4) We sort the selected services based on the matching
values and pick up top-N services2 for the response.

IV. IMPLEMENTATION & EXPERIMENTS

A. Implementation

To validate our approach as a proof of concept, we develop
an application that can assist the process designer to find ser-
vices using our query language. The application is developed
and integrated into the Signavio3, which is a business process
modeling platform. Users are invited to use our application at
http://www-inf.it-sudparis.eu/SIMBAD/tools/WebRec/4.

The screen shot of the application is shown in Fig. 5. The
areas 1, 2 and 3 show the BPMN elements for design, canvas
and property of the selected element. They are provided by

2N can be flexibly tuned by the process designer
3Academic version at: http://www.signavio.com/en/academic.html and the

open source at: http://code.google.com/p/signavio-core-components/
4Tutorial at: http://www-inf.it-sudparis.eu/SIMBAD/tools/WebRec/tutorial.

html and video demo at: http://www-inf.it-sudparis.eu/SIMBAD/tools/
WebRec/demo.html

http://www-inf.it-sudparis.eu/SIMBAD/tools/WebRec/
http://www.signavio.com/en/academic.html
http://code.google.com/p/signavio-core-components/
http://www-inf.it-sudparis.eu/SIMBAD/tools/WebRec/tutorial.html
http://www-inf.it-sudparis.eu/SIMBAD/tools/WebRec/tutorial.html
http://www-inf.it-sudparis.eu/SIMBAD/tools/WebRec/demo.html
http://www-inf.it-sudparis.eu/SIMBAD/tools/WebRec/demo.html


Fig. 5: Application’s screen-shot

the Signavio platform. We added the areas 4, 5, and 6 into
Signavio. Area 4 contains the buttons for activating the query
design and execution, area 5 shows the list of historical queries
for faster querying and area 6 shows the query design and
results.

The composition context matching is executed beforehand.
Then, query constraints are applied on the matching result to
filter unrelated services.

B. Experiments

We performed experiments on a large public collection
of business processes. Our goal is two fold: (i) to evaluate
the feasibility of our proposed query and (ii) to measure
its efficiency of our algorithm. Details of the dataset and
experiments are given as following.

1) Dataset: The dataset used in our approach is shared by
the Business Integration Technologies (BIT) research group5

at the IBM Zurich Research Laboratory. It was presented
in [14]. It contains business process models designed for
financial services, telecommunications, and other domains. It
is presented in XML format following BPMN 2.0 standard.
Each XML file stores the data of a business process, including
elements’ IDs, service names, and the sequence flows between
elements. The dataset consists of 560 business processes with
6363 services. There are 3781 different services in which 1196
services appear in more than one process. In average, there
are 11.36 services, 2.59 ‘start’ elements, 3.42 ‘end’ elements,
18.96 gateways (including parallel, exclusive and inclusive
gateways) and 46.81 sequence flows in a process .

2) Results: In the first experiment, we target to evaluate
the feasibility of our service querying approach. To do so,
we evaluate the number of services in the dataset that can be
retrieved by querying the composition contexts within a given
radius. We set radius = 1 and match the composition context
graphs of all services in the repository using the proposed
computation. We obtain 2938 (77.7%) services that match at
least one service with a matching value greater than 0. It means
that our approach can provide queried results for a majority
services as we can retrieve similar composition contexts for
more than 3/4 number of services.

In the second experiment, we evaluate the efficiency of
our approach based on Precision values. We also compare
our approach with an approach that query services randomly.
As our approach takes into account composition contexts

5http://www.zurich.ibm.com/csc/bit/
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instead of service identifiers, we consider service identifiers as
ground-truth data in computing Precision. Concretely, consider
a selected service a in a process P . Assume that a appears in
n processes. Also assume that the query of services that are
relevant to this selected position returns a list of l services, in
which t(t ≤ l) services are a. Precision of this query is given
by Equation 3.

Precision =
t

l
; (3)

In our experiment, we tune the number of queried services
for each position from 5 to 1. We take into account only the
first zone in our queries. To ignore the noise of the irrelevant
processes, we compute Precision for only the services that
appear in at least 10 processes. Consequently, 29 services and
267 processes are considered for our experiment.

Figure 6 shows the average Precision values obtained in
our experiment. It shows that our queries achieved good Pre-
cision values. The Precision values increase when the number
of queried services decreases. This means that the relevant
services mostly appear at the top of the returned list. In other
words, when we reduce the number of services in the returned
list, the result shows that our approach are more focused and
precise. It also shows that our approach is much more efficient
than a random approach.

V. RELATED WORK

Recently, there are many efforts on finding advanced so-
lutions for process querying. Authors in [1], [19] proposed
and developed a business process querying language, named
BPMN-Q. The BPMN-Q helps to retrieve partial process
fragments that start from a given activity (corresponding to
service in our approach) and end by another given activity.
Their query, however, always requires two activities as input
and they have not yet dealt with the structural constrains, i.e.
included/excluded activities and connection flows.

Momotko et. al. [18] proposed a query language to retrieve
the status of service instance during the process execution
time. Meanwhile, Beeri et. al. [2], [3], [4] proposed a query
language for business process monitoring. Different from them,
our approach can be applied in both design and execution
phases. In addition, we exploit the relations between services
in the design instead of the attributes of a service instance.

Deutch et. al. [8] were inspired by [2] and proposed a
model for querying the structural and behavioral properties
of business processes. While [9] proposed a query language
for process specifications and Markovic et. al [17] proposed
an ontoloty-based framework for process querying. In our
approach, we focus on the service’s ‘behavior’, i.e. relations

http://www.zurich.ibm.com/csc/bit/


between services, instead of the process ‘behavior’, and we
match the service (composition context) graphs instead of the
process graphs.

Other approaches that aim at facilitating the process design
without building a query language includes business process
searching [24], [10] and process similarity measuring [21],
[11], [16], [12], [13]. Their target is to help process designers
find similar processes to the one they are designing. Related
to them, our work also helps to facilitate process design.
However, instead of comparing process models, we focus on
comparing services in process models.

In a recent work [7], [6], [5], we recommended a list of
services having a similar context graph in a process/service
composition. Whereas in this work, we provide a graphical
user interface and a context free grammar language to the
process designer to specify his queries. Compared to our
previous work, the process designer is able now to specify
new constraints over the composition context using a defined
query, and to view the corresponding results. This querying
mechanism is richer and more useful than recommending
simple services.

VI. CONCLUSION

In this paper, we present an original approach that can assist
process designers during the design time and execution time.
We introduce the service composition context and propose an
algorithm to compute the similarity between services based on
the composition context matching. We also propose a query
language that can help to find services that are similar to
selected services in a process. Experimental results show that
our approach is feasible and efficient in querying services.

Due to the general limitation of public business process
datasets, which provide only elements’ identifier and services’
names without any further information such as the one we used
in our experiment, the validation of our approach so far is done
with only the perfect match of services’ names. However, our
approach can be easily improved to deal with other comparison
metrics and the validation can be extended for the imperfect
matching. For example, we can take into account neighbors
if their similarities on another comparison metric are greater
than a certain threshold.

In our future work, we intend take into account the other
service properties such as service description and pre-/post-
conditions to refine the matching algorithm. We also aim
at extending our approach to extract the hidden knowledge
existing in business processes logs for another quality input.
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