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Mining Balanced Sequential Patterns in RTS Games

Guillaume Bosc2 and Mehdi Kaytoue2,3 and Chedy Raïssi4 and Jean-François Boulicaut1 and Philip Tan5

Abstract. The video game industry has grown enormously over the last twenty years, bringing new challenges to the artificial intelligence and data analysis communities. We tackle here the problem of automatic discovery of strategies in real-time strategy games through pattern mining. Such patterns are the basic units for many tasks such as automated agent design, but also to build tools for the professionally played video games in the electronic sports scene. Our formalization relies on a sequential pattern mining approach and a novel measure, the balance measure, telling how a strategy is likely to win. We experiment our methodology on a real-time strategy game that is professionally played in the electronic sport community.

1 Introduction
Real-time strategy games consist in long and noisy traces of actions made by two opponents in interaction out of which one will win the game. Our goal is to provide the basic pattern mining tools to exhibit characteristics such as weaknesses and strengths of players’ strategies. More precisely, the question is how to automatically discover patterns of strategies, and provide for each a metric that gives a notion of balance. The sequential pattern mining framework [7] partially answers the question [2, 4], as it allows to automatically discover frequent sequences of actions from a large corpus of game traces. We propose to introduce the balance measure in this framework. The intuition is the following. Consider a game (s1, s2) where si is the sequence of actions made by a player i: the game is well-balanced if playing si against si’ allows to win as much as it allows to lose. Finding such sequential patterns is a challenging task as current state-of-the-art pattern mining methods fail to handle efficiently this problem [2]. From an application point of view, sequential patterns from zero-sum games allow analysts to derive statistics on the success of a player with different tactics for real-time strategy games. These video games are becoming de facto sensations in organized competitions, especially between professional competitors taking part in international tournaments, with prize-pools in millions of US$, supported by managers, teams and sponsors [8] and followed by a large world-wide fan base [5]. As such, balancing the games is one of the most important issues of any E-Sport to ensure a fair competitive aspect on which depends a complete economic model. Strategic patterns and their balance measure can also be used for designing AI agents, tutorials for the beginners, as well as tools for professionals in E-Sport for commentating and preparing competitions.

2 Mining Sequential Patterns
Let I be a finite set of items. Any non-empty subset X ⊆ I is called an itemset. A sequence s = ⟨X1, ..., Xl⟩ is an ordered list of l ≥ 0 itemsets. Consider I as a set of events (actions), an itemset denotes simultaneous events while the order between two itemsets a strict preceding relation. A sequence database D is a set of sequences.

Definition (subsequence, support and frequency). A sequence s′ = ⟨X′1, ..., X′l⟩ is a subsequence of a sequence s = ⟨X1, ..., Xl⟩, denoted s ⊆ s′, if there exists 1 ≤ j1 < j2 < ... < jl ≤ l′ such that X1 ⊆ X′j1, X2 ⊆ X′j2, ..., Xl ⊆ X′jl. Let D be a sequence database. The support of a sequence s is given by supp(s, D) = |{s′ ∈ D | s ⊆ s′}|. The frequency by freq(s, D) = |D|/|supp(s, D)|.

Given a minimal frequency threshold 0 < σ ≤ 1, the frequent sequential pattern mining problem consists in finding all sequences s such as freq(s, D) ≥ σ. This can be achieved with several algorithms such as PrefixSpan [7].

Example. Let D = {s1, s2, s3, s4} with I = {a, b, c, d, e, f, g} be a sequence database given in the table below. To ease reading, we drop the commas, but also braces for singletons. For a given sequence s = ⟨abc⟩, we have s ⊆ s1, s ⊆ s4, s ⊆ s2, s ⊆ s3. With σ = 3/4, ⟨acc⟩ is frequent, ⟨a{bc}a⟩ is not.

<table>
<thead>
<tr>
<th>id</th>
<th>s ∈ D</th>
</tr>
</thead>
<tbody>
<tr>
<td>s1</td>
<td>⟨a, b, c⟩</td>
</tr>
<tr>
<td>s2</td>
<td>⟨a{d}c{b}⟩</td>
</tr>
<tr>
<td>s3</td>
<td>⟨{ef}⟩</td>
</tr>
<tr>
<td>s4</td>
<td>⟨g{a}f⟩</td>
</tr>
</tbody>
</table>

3 Mining Balanced Sequential Patterns
We consider a RTS game interaction as a sequence of actions made by two players where exactly one player wins (no ties), typically a zero-sum game. Such a sequential game can be represented as a sequence of sets of actions, each action realized by one of the two players. When both players play in real-time, one can describe these interactions as sequences of itemsets. An itemset will describe game action events that may occur so fast that they seem to be simultaneous over a given time interval.

Definition (Interaction (sequence) database). Given a set of players Players and a set of actions Actions, a sequence database Dinteraction is called an interaction database. Each sequence denotes an interaction between two players and is defined over the set of items I = Actions × Players. A mapping class : Dinteraction → Players gives the winner of each interaction. For example, the sequence s1 = ⟨(a, p1) | (b, p2) | (c, p1) | (c, p2)⟩ with class(s1) = p1 can be interpreted as: “Player p1 did action a, then he did b and c while player p2 did c, and finally p1 wins”.

---
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The problem here is to find sequences of actions of both interacting players (supposing that those actions are mutually dependent) as generalizations that appear frequently, and to be able to characterize their discriminating ability for winning/losing through a so-called balance measure. In classical sequential pattern mining settings, the goal would be to find frequent sequences (strategies) and a so-called growth-rate like measure (the balance) [6]. We show however in [2] that the existing emerging pattern framework [6] can only be used in very particular cases, and is much less computationally efficient that our new method. Our method relies on the notion of signed interactions introduced below. We show how sequential patterns and their balance can be naturally defined with this new representation.

**Definition (Signed interaction database).** Recall that Actions is a finite set of actions shared by both players. We introduce \( \mathcal{I}_s = \text{Actions} \times \{+, -\} \) denoting actions associated either to a positive or negative class. A signed database \( \mathcal{D}_s \) is built from an interaction database \( \mathcal{D}_{\text{interaction}} \) as follows: each action of an interaction sequence is signed \(+\) if it is performed by the winner and signed \( -\) if performed by the loser (both players and class labels are dropped).

**Definition (Dual of an item, itemset and sequence).** Let \( \mathcal{I}_s = \text{Actions} \times \{+, -\} \) be the set of signed items, or actions. For any \( (a, c) \in \mathcal{I}_s \), also written \( a^c \), we define its dual as \( \text{dual}(a^c) = (a, \{+,-\}\backslash \{c\}) = a^{(+,-)\backslash c} \). Informally, it means that the dual of a signed action is the same action where the sign \( c \) has changed. This definition is simply propagated for itemsets and sequences of itemsets, for any \( X \subseteq \mathcal{I}_s \) and any \( s = (X_1, X_2, ...) \) a sequence over \( \mathcal{I}_s \) : dual \( (X) = \{\text{dual}(x), \forall x \in X\} \) and \( \text{dual}(s) = \{\text{dual}(X_1), \text{dual}(X_2), ...\} \). For example, we have \( \text{dual}((a^b c^c) = (a^{b'^c^c}) \). These definitions allow us to introduce a balance measure gives, for a sequential pattern \( s \) the proportion of its support among the support of both itself and its dual.

**Definition (Balance).** For a pattern \( s \), the balance measure is given by \( \text{balance}(s) = |\text{support}(s, \mathcal{D}_s)\backslash\text{support}(\text{dual}(s), \mathcal{D}_s)| / |\text{support}(\mathcal{D}_s)|\backslash\text{support}(\text{dual}(\mathcal{D}_s)) \) where \( \backslash \) denotes the exclusive union \( A \cup B = (A \cup B) \backslash (A \cap B) \). We have that \( \text{balance}(s) \in [0, 1] \) and \( \text{balance}(s) + \text{balance}(\text{dual}(s)) = 1 \).

**Mining balanced patterns from signed interactions.** Let \( \mathcal{D}_s \) be a signed interaction database defined over \( \mathcal{I}_s \) generated from an interaction database \( \mathcal{D}_{\text{interaction}} \), and \( \sigma \) a minimum frequency threshold. The problem is to extract the set of so-called frequent balanced patterns \( \mathcal{F}_\sigma \) such as for \( s \in \mathcal{F}_\sigma \), \( \text{freq}_\sigma(s) \geq \sigma \), \( \text{freq}_\sigma(\text{dual}(s)) \geq \sigma \) and the balance measure is computed. We propose several algorithms to answer this problem in [2].

### 4 An Application in Electronic Sport

We study one of the most competitive real-time strategy games (RTS) [5], StarCraft II (Blizzard Entertainment, 2010) which has its own world-wide players ranking system (ELO) and annual world cup competition series (WCS) with a US$1.6 millions prize pool for the year 2014. StarCraft II is a real time strategy game which involves two players each choosing a faction among Zerg (Z), Protoss (P) and Terran (T): there are 6 different possible match-ups with different strategies of game. In a game, two players are battling on a map, controlling buildings and units to gather supply, build an army with the goal of winning by destroying the opponent’s forces.

**Datasets.** We collected 91,503 pro/high-level games of StarCraft II with a total of 3,19 years of game time. We divided the set of games into six different sequence datasets, one for every match ups (since there are 3 factions). Buildings are one of the key elements of a strategy, since they allow different kinds of units production: from each game, we derive a sequence where the items represent the buildings the players chose to produce in real time, and itemsets denote time windows of 30 seconds. We consider only the first 10 minutes of each game: after that, buildings importance fades away and does not translate anymore into strategy blocks.

**Discovered patterns.** We consider here the games involving the factions Zerg for the both players (see [2] for more results). It is interesting to visualize the distribution of both the support and the balance of the patterns. The figure on the right gives such distribution for dataset ZvZ that allows very fast computations with low \( \sigma \) (less than 5 seconds for \( \sigma = 0.001 \)). There, both a pattern and its dual are presented, which allows interestingly to observe that \( y = 0.5 \) gives almost a symmetry axis. Indeed, both a pattern and its dual do not necessarily have the same support. Empirically there are high chances for a pattern with high frequency to have a fair balance around 0.5.

We observed the collection of resulting patterns with a game expert. Firstly, the distribution Support/Balance is an expected result: the game in its current state is globally balanced. Empirically again, the less frequent a pattern the more chances it is a long sequence (limited by space we do not present pattern size distribution: in average the size is 10 with standard deviation of 3.2). This makes also sense, since the goal of any competitive strategy game is that at the initial state of the game balance should be exactly 0.5 and the longer the game the easiest it is to break the symmetry for any of the two players depending of their skills and the choices made.

There are 40,674 patterns for ZvZ with \( \sigma = 0.001 \) involving two players. We restricted the set of patterns to those involving two specific items (RoachWarren and Spire) to get only 290 patterns. \( \text{SpawnPool}^+, \text{SpawnPool}^-, \text{Spire}^+ \), \( \text{RoachWarren}^+, \text{Spire}^+ \) denotes for example games where one of the players uses exclusively air units in his army while the second relies solely on ground units. These are 2 different known openings with an overall balance of 0.47 and a support of 68. The resulting set of patterns of any extraction is hardly human readable. However, it can be plugged and queried for prediction purposes through an application during a game. This specific application is highly demanded by broadcasters of E-Sport competitions to better interact with their audience [3, 8, 5].
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