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We present a new method for first person sketch-based editing of terrain models. As in usual artistic pictures, the input sketch depicts complex silhouettes with cusps and T-junctions, which typically correspond to non-planar curves in 3D. After analysing depth constraints in the sketch based on perceptual cues, our method best matches the sketched silhouettes with silhouettes or ridges of the input terrain. A deformation algorithm is then applied to the terrain, enabling it to exactly match the sketch from the given perspective view, while insuring that none of the user-defined silhouettes is hidden by another part of the terrain. We extend this sketch-based terrain editing framework to handle a collection of multi-view sketches. As our results show, this method enables users to easily personalize an existing terrain, while preserving its plausibility and style.

Introduction

Terrain is a key element in any outdoor environment. Applications of virtual terrain modelling are very common in movies, video games, advertisement and simulation frameworks such as flight simulators. Two of the most popular terrain modelling methods are procedural [START_REF] Fournier | Computer rendering of stochastic models[END_REF][START_REF] Miller | The definition and rendering of terrain maps[END_REF][START_REF] Lewis | Generalized stochastic subdivision[END_REF][START_REF] Musgrave | The synthesis and rendering of eroded fractal terrains[END_REF] and physics-based techniques [START_REF] Musgrave | The synthesis and rendering of eroded fractal terrains[END_REF][START_REF] Roudier | Landscapes synthesis achieved through erosion and deposition process simulation[END_REF][START_REF] Chiba | An erosion model based on velocity fields for the visual simulation of mountain scenery[END_REF][START_REF] Nagashima | Computer generation of eroded valley and mountain terrains[END_REF][START_REF] Neidhold | Interactive physically based fluid and erosion simulation[END_REF][START_REF] Kristof | Hydraulic erosion using smoothed particle hydrodynamics[END_REF]. The former are easy to implement and fast to compute, while the latter produce terrains with erosion effects and geologically sound features. However, the lack of controllability in these methods is a limitation for artists.

Sketch-based or example-based terrains have been popular

recently in addressing these issues [START_REF] Cohen | Harold: A world made of drawings[END_REF][START_REF] Watanabe | A sketching interface for terrain modeling[END_REF][START_REF] Zhou | Terrain synthesis from digital elevation models[END_REF][START_REF] Gain | Terrain sketching[END_REF][START_REF] Hnaidi | Feature based terrain generation using diffusion equation[END_REF][START_REF] Tasse | Enhanced texture-based terrain synthesis on graphics hardware[END_REF][START_REF] Genevaux | Terrain generation using procedural models based on hydrology[END_REF].

However, many of these methods [START_REF] Zhou | Terrain synthesis from digital elevation models[END_REF][START_REF] Hnaidi | Feature based terrain generation using diffusion equation[END_REF][START_REF] Genevaux | Terrain generation using procedural models based on hydrology[END_REF] assume that the user sketch is drawn from a top view, which makes shape control from a viewpoint of interest difficult. Others [START_REF] Cohen | Harold: A world made of drawings[END_REF][START_REF] Watanabe | A sketching interface for terrain modeling[END_REF][START_REF] Gain | Terrain sketching[END_REF][START_REF] Tasse | Enhanced texture-based terrain synthesis on graphics hardware[END_REF] only handle a restricted category of mountains, with flat silhouettes. Lastly, terrains fully generated from sketches typically lack details. Dos Passos et al. [START_REF] Passos | Landsketch: A first person point-of-view example-based terrain modeling approach[END_REF] recently presented a promising approach where example-based terrain modelling and a first person point-of-view sketch are combined. However their method does not support local terrain editing and cannot handle typical terrain silhouettes with T-junctions. Moreover, terrain patches are often repeated which may spoil the plausibility of the results from other viewpoints.

In this work, we address the problem of intuitive shape control of a terrain from a first person viewpoint, while generating detailed output that is plausible from any viewpoint. To achieve the intuitive shape control goal, we stick to the sketchbased approach, but allow the user to input complex silhouettes, as those are typically used to represent terrains (see Figure 1). [START_REF] Musgrave | The synthesis and rendering of eroded fractal terrains[END_REF][START_REF] Roudier | Landscapes synthesis achieved through erosion and deposition process simulation[END_REF][START_REF] Chiba | An erosion model based on velocity fields for the visual simulation of mountain scenery[END_REF][START_REF] Nagashima | Computer generation of eroded valley and mountain terrains[END_REF][START_REF] Neidhold | Interactive physically based fluid and erosion simulation[END_REF][START_REF] Kristof | Hydraulic erosion using smoothed particle hydrodynamics[END_REF]. Alternatively, river net-128 work generation can be incorporated in the procedural method 129 [START_REF] Kelley | Terrain simulation using a model of stream erosion[END_REF][START_REF] Genevaux | Terrain generation using procedural models based on hydrology[END_REF]. In particular, Genevaux et al. [START_REF] Genevaux | Terrain generation using procedural models based on hydrology[END_REF] create procedu-grave et al. [START_REF] Musgrave | The synthesis and rendering of eroded fractal terrains[END_REF] present the first methods for thermal and hydraulic erosion based on geomorphology rules. Roudier et al. [START_REF] Roudier | Landscapes synthesis achieved through erosion and deposition process simulation[END_REF] introduce a hydraulic erosion simulation that uses different materials at various locations resulting in different interactions with water. Chiba et al. [START_REF] Chiba | An erosion model based on velocity fields for the visual simulation of mountain scenery[END_REF] generate a vector field of water flow that then controls how sediment moves during erosion. This process produces hierarchical ridge structures and thus enhances realism. Nagashima [START_REF] Nagashima | Computer generation of eroded valley and mountain terrains[END_REF] combines thermal and fluvial erosion by using a river network pre-generated with a 2D fractal function. Neidhold et al. [START_REF] Neidhold | Interactive physically based fluid and erosion simulation[END_REF] present a physically correct simulation based on fluids dynamics and interactive methods that enable the input of global parameters such as rainfall or local water sources. Kristof et al. [START_REF] Kristof | Hydraulic erosion using smoothed particle hydrodynamics[END_REF] propose fast hydraulic erosion based on Smooth Particle Hydrodynamics. The main drawback of all these methods is that they only allow indirect user-control through trial and error, requiring a good understanding of the underlying physics, time and efforts to get the expected results.

Sketching interfaces and more generally feature-based editing have been increasingly popular for terrain modelling. These methods can be combined with some input terrain data to generate terrains with plausible details.

Cohen et al. [START_REF] Cohen | Harold: A world made of drawings[END_REF] and Watanabe et al. [START_REF] Watanabe | A sketching interface for terrain modeling[END_REF] present the first terrain modelling interfaces that take as input a 2D silhouette stroke directly drawn on a 3D terrain model. They only handle a single silhouette stroke, interpreted as a flat feature curve.

McCrae and Singh [START_REF] Mccrae | Sketch-based path design[END_REF] use stroke-based input to create paths which deform terrains. However user strokes are interpreted as path layouts and not as terrain silhouettes. Multi-grid diffusion methods enable generation of terrains that simultaneously match several feature curves, either drawn from a top view [START_REF] Hnaidi | Feature based terrain generation using diffusion equation[END_REF] or from an arbitrary viewpoint [START_REF] Bernhardt | Real-time Terrain Modeling using CPU-GPU Coupled Computation[END_REF]. The main limitation is that generated terrains typically lack realistic details.

In contrast, Zhou et al. [START_REF] Zhou | Terrain synthesis from digital elevation models[END_REF] use features (actually, sketch maps painted from above) to drive patch-based terrain synthesis from real terrain data. Closer to our concerns, Gain et al. [START_REF] Gain | Terrain sketching[END_REF] deform an existing terrain from a set of sketched silhouettes and boundary curves. The algorithm deforms the terrain based on the relative distance to the feature-curves in their region of influence, and on wavelet noise to add details to the silhouettes. In this work we rather use a diffusion-based deformation method to propagate feature constraints, avoiding the need for boundary curves. Lastly, Tasse et al. [START_REF] Tasse | Enhanced texture-based terrain synthesis on graphics hardware[END_REF] present a distributed texture-based terrain generation method that re-uses the same sketching interface. Unfortunately, all these methods interpret each sketched silhouette as a planar feature curve, which reduces the realism of the result. Dos Passos et al. [START_REF] Passos | Landsketch: A first person point-of-view example-based terrain modeling approach[END_REF] propose a different approach to address this issue. Given a set of sketched strokes drawn from a first person point-of-view, copies of an example terrain are combined such that the silhouettes of the resulting terrain match the strokes. This gives a realistic, varying depth to silhouettes.

To achieve this, the algorithm assumes each stroke represents a terrain silhouette. A stroke is matched with a portion of a silhouette, selected from a set of silhouettes viewed from several standing viewpoints around the example terrain. As a result, stroke 3 is detected to be in front of stroke 2, which is itself in front of stroke 1. Note that the stroke colouring at the top is for illustration purposes only, the input sketch being unlabeled.

Analysing complex terrain sketches 268

In this section, we explain how depth ordering of silhouette 269 strokes is extracted from the user sketch.

270

The different silhouette strokes in the input sketch first need 271 to be ordered, in terms of relative depth from the camera view-272 point. This is necessary since the input strokes are not labeled 273 and thus there no information of the order in which they should 274 be processed. This will enable us to ensure, when they are matched with features, that they will not be hidden by other 276 parts of the terrain. Our approach to do so is based on two ob- which stroke is occluded and thus, further from to the camera.

301

An endpoint q s is labelled (occluded-by, r) if the oriented an-302 gle, measured counterclockwise, between the tangent 1 of s at q s 303 and the tangent of r at q s , ∠(t s , t r ) < 180 The key idea of our approach is to create a 3D terrain that 321 matches the user drawing, by deforming an existing one. More 1 Strokes are always oriented clockwise. Hence, stroke tangents are independent of the direction in which the stroke was sketched. When labelling a starting point q s as T-junction, we flip its tangent. precisely, we deform the features of the existing terrain, like its 323 ridge lines, to match the user silhouette strokes. Because a ter-324 rain has many features, we first have to compute to which one of 325 them it is the most appropriate to apply a deformation. In this 326 section, we detail how we compute the set of terrain features 327 (Section 5.1), how we allocate one of them to each of the user 328 strokes (Section 5.2) and we present a feature completion algo-329 rithm that infers the hidden parts of the silhouettes, enabling a 330 more realistic terrain deformation result (Section 5.3). and their distance to the camera position. Let f be a terrain fea-375 ture and f p its projection on the stroke plane. We sweep s from 376 one extremity to another with a vertical line and sections of f whose projection on f p never intersect this line are removed.

Moreover, for each point q ∈ f , its altitude is modified as follows:

q.z = q.z + k ||q p -q s p || ||q -p c || ||q p -p c ||
where p c is the camera position, k = -1 if f p is below s and k = 1 otherwise, q p the projection of q on the stroke plane, and q s p the intersection of s and the vertical line passing at q p .

We used this deformed version of the feature to associate the following cost E( f, s) to each feature f with respect to stroke s:

E = E dis + E def + E sam + E ext ( 1 
)
E dis ( f ) = w 1 CurveLength( f p ) f p h f p dt E def ( f ) = w 2 CurveLength( f ) f h f dt E sam ( f ) = w 3 × LongestEdgeLength( f ) max g ∈ list(s) LongestEdgeLength(g) E ext ( f ) = w 4 × ExtendedCurveLength( f ) CurveLength( f )
where w i are weights, f p is the projection of f on the stroke plane, h f is the altitude difference between f and f 's projection on the terrain, and h f p is the altitude difference between f p and the stroke s. The cost E dis represents the dissimilarity between f and s, E def expresses the amount of deformation along f , E sam penalizes features with long edges and E ext penalizes features that were extended to fully cover s when viewed from the camera position. All the results shown here were generated with w 1 = w 2 = w 3 = w 4 = 1.0.

All features are sorted in a priority list according to their cost. Figure 4 illustrates this process for a single stroke (in this simple case, the feature of minimal cost is selected).

Energy minimization

The goal here is the selection of a feature curve f from the priority list of each stroke s i , to construct deformation constraints for terrain deformation. In addition to the feature order within the different priority lists, we need to take into account the depth ordering for silhouette strokes computed in Section 4.

Therefore, this selection process can be seen as a minimization problem. We want to find a set of stroke-feature matches such that the total cost of the assignments is minimized and the assigned features respect the pre-computed stroke ordering. Let S = {s i : i = 1, ..., n} be the stroke list (ordered by depth) and f i denote a feature in the priority list L(s i ) = { f i k : k = 1, ..., m i } for a stroke s i . We are looking for

{ f i : i ∈ 1...n} such that f i < f j if i < j and E( f i ) is minimized. Here, f i < f j means that f i
should not be occluded by f j , so that all deformation curve constraints are visible from the first person viewpoint. We process the ordered stroke list from front to back, and after each stroke, we remove from the priority list of the next strokes, features that will be occluded if selected. We chose to process strokes 

443

The energy minimization problem we have described so far 444 is a NP-hard combinatorial optimization problem. Branch-and-

445

bound approaches are often used to overcome such computa-446 tionally expensive exhaustive searches [START_REF] Clausen | Branch and bound algorithms-principles and examples[END_REF], since they are de- 
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: Energy minimization. We use a branch and bound search scheme to find the best stroke-feature matching that minimizes the total cost. Each stroke (in this example, s 1 , s 2 , s 3 ) has a priority list of potential candidate features, ordered from the most to the least preferable. Here s 1 has four candidates, s 2 has three and s 4 has five. Note how assigning one feature to a stroke often invalidates some features for subsequent strokes. Moreover, if a stroke no longer has a valid feature it can be assigned to, the corresponding branch has an infinite cost. Once a solution is found, branches that are guaranteed to have a cost higher than the current optimal solution are not explored (indicated in gray).

The asterisk ( * ) indicates the current best solution.

signed to discard non-optimal solutions early on. Here, we use The previous minimization gives us, for each stroke s, an 469 associated terrain feature f . However, the stroke s has its points 470 in screen space, whereas the points of f are in the world space.

471

Our goal is to place the stroke in the world space, in order to de-472 duce terrain constraints, i.e. find the distance of their projection 473 from the camera.

474

For each point of the stroke q s = (x s , y s ), we check if there 475 exists a feature point q f whose projection on screen q p = P(q f ) = 476 (x p , y p ) has the same x-coordinate as q s , i.e. x s = x p . If this 477 point exists, we project the stroke point on the world space, us-478 ing the distance of q f from the camera as a depth value.

479

The possible undetermined points depth, at the stroke bor-480 ders, are set in world space to follow the stroke tangent, in the 481 world space. 

Terrain deformation

In the previous section, we analysed terrain features and used them to position the strokes in the world space. We present in this section how we use them as constraints to deform the existing terrain.

Diffusion-based equation solver

Our deformation algorithm relies on iterative diffusion of displacement constraints, which are computed from the 3D strokes positioned in the world space.

The diffusion method, first introduced in work by Emilien et al. [START_REF] Emilien | Interactive procedural modeling of coherent waterfall scenes[END_REF], consists in computing the difference of the curve height and the terrain height H, and to diffuse these differences (instead of absolute height values) using a multi-grid Poisson solver similar that used by Hnaidi et al. [START_REF] Hnaidi | Feature based terrain generation using diffusion equation[END_REF].

More precisely, for each point p = (x, y, z) of the stroke in the world space, we compute δ = z -H(x, y), and set it as a displacement constraint. The constraints are rasterised on a grid, whose resolution is equal to the terrain resolution. After having set the constraints of all strokes, we perform the diffusion, which gives the displacement map M.

The displacement is finally applied on the terrain height field H, whose feature line silhouettes are now matching the user strokes, when seen from the first-person viewpoint used for sketching. The deformation only consists of adding the two heights, H (x, y) = H(x, y) + M(x, y), where H is the resulting terrain. Because height differences are propagated, instead of absolute heights, the terrain preserves fine-scale details during the deformation.

Lowering protruding silhouettes

After deformation, the user-defined silhouettes may be hidden by other parts of the terrain. To address this issue, we detect the unwanted protruding silhouettes and constrain them to a lower position so that the user-defined silhouettes become visible.

Detecting most protruding silhouette edges

First, all visible silhouettes are detected, with the algorithm discussed in Section 5.1. These silhouettes are projected onto the sketching plane. Let s be a silhouette of the deformed landscape, inherited from the example terrain. The mountain of silhouette s hides a user-specified silhouette g if s is closer to the camera than g and the projection s p of s in the sketching plane has a higher altitude than g p , the projection of g. In this case, s is an unwanted protruding silhouette. Determining how much s should be lowered is done as follows: Let h be the maximum height difference between s and a silhouette g hidden by s. It therefore follows that h is the minimum altitude by which s should be lowered to ensure the silhouettes it hides become visible. Our solution is simply to uniformly lower s by an offset h.

This method is applied to all unwanted protruding silhouettes and we use the set of lowered silhouettes to form new deformation constraints.

Updating deformation constraints 552

The new deformation constraints from the lowered protrud- 

Handling multi-view sketches 565

With respect to our earlier work [START_REF] Tasse | First person sketch-based terrain editing[END_REF], we improve our frame-566 work to support multi-view sketches from different viewpoints.

567

We assume that the sketches provided by the artist do not cross 

635

In particular, Figure 9 shows editing of a terrain with a complex 

Figure 1 :

 1 Figure 1: (a) An artist sketch (left), is used to edit an existing terrain (right). (b) Results shown from two viewpoints. Note the complex silhouettes with Tjunctions, matched to features of the input terrain. (c) shows a rendering of the resulting terrain, from a closer viewpoint.

100 2 .

 2 Related work 101 Most terrain modelling systems use one or a combination 102 of the following: procedural terrain generation, physics-based 103 simulation, sketch-based or example-based methods. Natali et 104 al. [22] provide a detailed survey. 105 Procedural terrain modelling methods are based on the fact 106 that terrains are self-similar, i.e. statistically invariant under 107 magnification. Fractals have the same concept of self-similarity 108 [23] and thus, fractal-based methods have been widely used in 109 terrain generation. These methods are the popular choice for 110 landscape modelling due to their easy implementation and ef-111 ficient computation. They mainly consist of pseudo-randomly 112 editing height values on a flat terrain by using either adaptive 113 subdivision [1, 2, 3] or noise [2, 4]. Adaptive subdivision pro-114 gressively increases the level of detail of the terrain by itera-115 tively interpolating between neighbouring points and displac-116 ing the new intermediate points by increasingly smaller random 117 values. Noise synthesis techniques are often preferred because 118 they offer better control. Superposing scaled-down copies of a 119 band-limited, stochastic noise function generates noise-based 120 terrains. For more information on fractal terrain generation 121 methods, see Ebert et al. [24]. Fractal-based approaches can 122 generate a wide range of large terrains with unlimited level of 123 details. However, they are limited by the lack of user con-124 trol or non-intuitive parameter manipulation, and the absence 125 of erosion effects such as drainage patterns. To address the 126 last issue, fractal terrains can be improved using physics-based 127 erosion simulation
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 22923 Figure 2: Overview of our terrain editing framework. (a) Unlabeled user sketch. In (b), stroke colour indicates stroke ordering: blue indicates that a stroke is closer to the camera position and red indicates that it is the furthest. (c) illustrates detected features in white and (d) shows the subset of features that are assigned to user strokes.In (e,f) the terrain features are deformed so that they match the strokes from the user viewpoint. The final result in (g,h) is obtained after removing some residual artifacts.
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  and sweep from left to right, examining the extremities (start-294 ing and endpoints in sweeping direction) and junction points of 295 the silhouette strokes. While doing so, we label the strokes' 296 extremities and the junction points in the following way: an ex-297 tremity q s of stroke s is a T-junction if its closest distance to an-298 other stroke r is smaller than a threshold. Information about the 299 junction point of two strokes is used to unambiguously decide 300

319 5 .

 5 Positioning strokes in world space 320

331 5 . 1 .

 51 Feature detection: silhouettes and ridgelines 332 Silhouette detection on the existing terrain is based on a 333 common and naive algorithm for computing the exact silhou-334 ettes of a 3D mesh. Silhouette edges are detected by finding all 335 visible edges shared by a front face and a back face in the cur-336 rent perspective view. Neighbouring silhouette edges are then 337 linked to form long silhouette curves.338 339 Ridge detection is based on the profile-recognition and polygon-340 breaking algorithm (PPA) by Chang et al. [28]. The PPA algo-341 rithm marks each terrain point that is likely to be on a ridge line, 342 based on the point height profile. Segments, forming a cyclic 343 graph, connect adjacent candidate points. Polygon-breaking re-344 peatedly deletes the lowest segment in a cycle until the graph 345 is acyclic. Finally, the branches on the produced tree structure 346 are reduced and smoothed. The result is a graph where nodes 347 are end points or branch points connected by curvilinear ridge-348 lines. An improvement of the PPA algorithm connects all the 349 terrain points into a graph using a height-based or curvature-350 based weighting and computes the minimum spanning tree of 351 that graph [29]. Because we are mainly concerned with perfor-352 mance and detection of large-scale ridges, we simply connect 353 candidate terrain points as in the original PPA algorithm and 354 replace the polygon-breaking with a minimum spanning forest 355 algorithm. 356 5.2. Stroke -Feature matching 357 In this section, we discuss a method for determining, for 358 each stroke, the terrain features which can be used to construct 359 deformation curve constraints. Viewed from the first person 360 camera, these curve constraints should match the user-sketched 361 strokes. To achieve this, we first construct a feature priority 362 list for each stroke and then select features for each priority list 363 such that the sum of their associated cost is minimized.

364 5 . 2 . 1 .

 521 Feature priority list per stroke 365 For a stroke s, we project all terrain features on the sketch-366 ing plane (i.e. we use the 2D projection of the feature from the 367 first-person viewpoint) and select feature curves that satisfy the 368 following condition: the x interval they cover matches the one 369 of the stroke s. We deform the selected feature curves, and 370 if necessary extend their endpoints, such that viewed from the 371 camera position, they cover the length of s. This deformation is 372 simply achieved by displacing the feature curve points accord-373 ing to their projection on the 2D stroke in the sketching plane,
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Figure 4 :

 4 Figure 4: Computing possible features to match with a user stroke. Images (a) and (d) show the terrain from the first person viewpoint used for editing, while image (b) and (c) use a higher viewpoint to better show features on the input terrain. Feature colour indicates cost: blue for the lowest cost and red for the highest.

448

  the branch-and-bound scheme to efficiently discard all partial 449 solutions that have a cost higher than the current best cost, 450 without having to explore the whole solution tree. The algo-451 rithm consists of two steps: a branching step and a bounding 452 step. The branching step consists of exploring possible choices 453 for s i+1 once we have made a feature selection for s i . In other 454 words, we split the node (s i , f i ) into multiple nodes (s i+1 , f i+1 k ), 455 where f i+1 k are features in the priority list of s i+1 . The bounding 456 step allows the algorithm to stop exploring a partial solution if 457 the total cost of features in the solution is higher than the cost 458 of the best solution found so far. Figure 5 illustrates the search 459 for an optimal solution, given a sketch with 3 strokes. 460 It is possible for a feature to be the first choice in the prior-461 ity lists for two or more strokes. To handle this, when explor-462 ing a possible solution, a feature curve assigned to a stroke is 463 no longer considered for subsequent strokes. Our branch and 464 bound algorithm will explore other solutions with the feature 465 curve assigned to different strokes as long these solutions are 466 guaranteed to have a smaller cost than the current best solution.

467 5 . 2 . 3 .

 523 Stroke in world space468
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 536 Figure 6: Completing selected features: after matching 2D strokes to terrain features, we extend these features until they reach the surface of the terrain, to ensure a smooth transition from specified silhouettes to the terrain.

553Figure 7 :

 7 Figure 7: Multi-view from two overlapping viewpoints. Let sketch A consists of stroke A1 and sketch B consists of stroke B1. A and B are intersecting sketches since stroke B1 is visible from A and stroke A1 is visible from B. If the indicated terrain features (shown in dashed lines) are assigned to each stroke and deformed to fit the user-specified heights, then either the silhouette created by B1 will be protruding viewed from A, or the silhouette created by A1 will be protruding viewed from B.This situation can only be avoided if the section of stroke A1 visible from B has the same height values as B1.

568Figure 8 :

 8 Figure 8: Sketch-based terrain editing from two different viewpoints (shown in (a) and (b)). (c) shows the terrain features assigned to each stroke, based on a modified stroke-feature matching algorithm that handles all sketches at once, while ensuring that curve constraints for different sketches do not occlude each other. The yellow lines indicate the height displacements of assigned terrain features. (d) The height displacements are used as constraints to a terrain deformation. (e,f) shows the deformed terrain from the two viewpoints. (g,h) shows the resulting terrain after lowering protruding silhouettes visible from each viewpoint.

Figure 8 624633

 8 shows a terrain editing from two sketches, each drawn from a 625 different camera position and orientation. Note how for both 626 sketches, user strokes correspond to terrain silhouettes, while 627 the whole terrain remains plausible from different viewpoints. 628 This would not have been the case if the two sketches had been 629 processed sequentially, since deformations due to the second 630 sketch would have likely modify silhouettes generated for the 631 Validation examples . The examples below and the associated 634 video illustrate the results of our method in a variety of cases.

663features.

  In our examples, the average number of extracted fea-664 tures was around 1000 and mostly consisted of short terrain sil-665 houette features. The most expensive algorithm is the lowering 666 protruding silhouettes, due to the expensive sihouette detection. 667 Our naive implementation of silhouette detection could be op-668 timised to significantly impact the overall performance of our 669 algorithm. The stroke ordering algorithm has a negligible com-670 putation time. The average manual editing time was less than a 671 minute. 672 Comparing feature-based constraints against planar curve con-673 straints. Typical sketch-based terrain deformation techniques 674 [13, 27, 15] use planar curve constraints computed from user 675 strokes. Such planar curves can be obtained by computing the 676 drawing plane from the user sketch and projecting strokes on 677 this plane to obtained their 3D position in world coordinates. 678 The normal to the drawing plane is the camera view direction 679 and one point on this plane is obtained by computing the world 680 coordinates of a stroke point touching the terrain. We argue 681 that using such planar curve constraints for terrain editing pro-682 duce inferior results, compared to the use of feature-based con-683 straints. To illustrate this, we compared the two different defor-684 mation schemes, our method and the standard method, on three 685 different input. Each input consists of a real landscape and aAnother limitation comes from our deformation solver. The diffusion-based deformation method sometimes creates small declivities around the extremity of a constraint curve, when the slope of the curve is high and the extremity is located on the terrain: in this case, the terrain locally inflates, except at this end-point where the deformation is zero, which causes the problem. Using an inverse distance to deform a terrain[START_REF] Jenny | Interactive local terrain deformation inspired by hand-painted panoramas[END_REF] does not work either, because of our use of curves as constraints. Future work still needs to be done on terrain deformation, especially for curve-based deformations.

Figure 9 :

 9 Figure 9: Terrain editing from a complex user sketch.

Figure 10 :Figure 11 :

 1011 Figure 10: Editing a complex rocky mountain from a complex sketch.

Figure 13 :

 13 Figure13: Comparing terrain deformation with feature-based constraints (our method) against editing from planar curve constraints (standard method). The final output produced by our deformation scheme has less prominent terrain silhouettes appearing between the camera position and the user-specified silhouettes, and thus is closer to the user intent.

  Terrain slices representing portions of matched silhouette are cut from 196 the example terrain and then combined through a weighted sum

	197	
	198	to produce a smooth terrain. A drawback of this method is that
	199	it does not handle complex sketches with T-junctions, which
	200	are common in landscape drawings. Moreover, the matching
	201	process may select the same silhouette portions for different
	202	strokes, thus producing unrealistic repeating patterns in the fi-
	203	nal result. Finally, the weighted sum function used for merging
	204	may fail to remove the boundary seams produced by combining
	205	different terrain slices. In this work, we address these issues
	206	by presenting a sketch-based method that handles T-junctions
	207	in complex sketches and deforms an input terrain to match the
	208	sketch rather than copy-pasting parts of it.
	209	3. Overview
	210	Let us describe our processing pipeline. As in many terrain
	211	modelling and rendering methods, our terrains are represented
	212	by a height field, implemented as a greyscale image storing
	213	elevation values. This representation cannot emulate features
	214	such as overhangs and caves, but it is the most prevalent for-
	215	mat in terrain generation because of its simplicity and efficient
	216	use of storage space. For rendering purposes and silhouette de-
	217	tection, a 3D triangular mesh is constructed from the height
		field by connecting adjacent terrain points (x, y, altitude(x, y)).

Table 1 :

 1 Computation times (in seconds) for examples illustrated in this paper. We show computation times of the following steps: feature extraction, strokefeature matching, terrain deformation, lowering protuding silhouettes. The terrain editing system is implemented in C++,
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	637	sketch containing 4 T-junctions. Our method is also able to han-
	638	dle complex mountains where ridges are not as well-defined as
	639	they are on smooth landscapes. An example of this is shown
	640	in Figure 10. Our proposed approach differs from other sketch-
	641	based methods in that non-planar silhouettes can be generated
	642	from planar user-sketched strokes. This is illustrated in Figure
	643	11. Moreover, the method is robust enough to support terrains
	644	with few or no features, as shown in the example given in Fig-
	645	ure 12. Indeed if the terrain contains no features, we compute a
		3D embedding of stroke closest to the camera by projecting the
	651	

646

stroke on the drawing plane determined by the camera direc-647 tion and a 3D point where the stroke touches the terrain. The 648 rest of the user strokes can then be placed in 3D with respect 649 to the embedding of the first stroke, using the same technique 650 we apply to strokes with no matching features in Section 5.2.2.

655

Performance.

Table 1 .

 1 The feature extraction and terrain deformation

660 computation times only depend on the terrain resolution, which 661 is 512 × 512 in the examples. Feature matching performance 662 depends on the number of strokes and the number of extracted
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one-stroke sketch drawn from a first person perspective view 687 (see Figure 13). Our method uses the matched terrain features 688 obtained from Section 5 as deformation constraints. The stan-689 dard method simply uses curve constraints obtained by project-690 ing user strokes on the drawing plane. Figure 13 shows the 3D 

708

In addition, the silhouettes we generate are non-planar, since 709 they are matched with the depth of the associated terrain fea-710 tures (Figure 13(h,i)). This makes the resulting terrains look 711 much more natural when seen from above.

712

User tests. We performed an informal user test on our single 713 viewpoint system with two experienced computer artists. The 714 system was briefly introduced to the users, who had no prior 715 knowledge of it. They were asked to draw sketches to deform 716 existing terrains. Both of them reported that our system was 717 very easy to learn and use, and were able to quickly create new 718 sceneries. Their feedback indicated that the approach is origi-719 nal, and seems a promising way to create a scene that matches 720 their artistic intend. These first users also asked for the abil-721 ity to move within the scene and edit the terrain from multiple