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Abstract. Web caching techniques reduce user-perceived latency by
serving the most popular web objects from an intermediate memory.
In order to assure that reused objects are not stale, conditional requests
are sent to the origin web servers before serving them. Most of the server
responses to the conditional requests ratify that the objec t remains valid
and, as a consequence, they do not include the object itself.Therefore,
the object transfer time is completely saved when the object is still valid.
However, the round-trip time (RTT) of these short responses cannot be
saved. This time represents an important fraction of the res ponse time
in the current Internet scenario and makes conditional requ ests save less
perceived latency than when they were proposed.
This paper proposes an approach to reduce the amount of conditional
requests needed to maintain web cache consistency, thus completely sav-
ing both mentioned times (transfer and RTT) taken by such req uests.
To this end, our system uses a speculative approach similar to the one
used in web prefetching which pre-sends freshness labels instead of web
objects. The proposed technique has been evaluated using current and
representative web traces. Experimental results show that the proposal
dramatically reduces up to 55% of both the user-perceived latency and
the amount of requests that the server receives.

1 Introduction

The latency perceived by users when they download a web page is a�ected by
di�erent factors like the availability of bandwidth between clients and servers,
the server processing time of the request, the round-trip time and the size of
the objects composing the page. Since the inception of the Web, many research
e�orts have concentrated on reducing the perceived latency by improving the
infrastructure and by hiding the underlying latencies.

Web caching is based on the fact that users often request objects that were
previously requested in the past. Although an object is in the local cache, a
conditional request to the origin web server may be required to con�rm that the
reused object is not stale. In the current web, an important amount of the server
responses to such requests certify that the object remains valid. In such a case,
responses become much shorter since there is no need to resend the whole object



again, hence the fact that the object transfer time is removed. However, the
user-perceived latency may not be signi�cantly improved since the round-trip
time (RTT) cannot be avoided.

Web prefetching is a technique that attempts to reduce the perceived la-
tency by processing a user request before the user actually makes it. In current
prefetching systems, the web server keeps track of the user's accessesto predict
their next requests. Then, the server submits the hint list to the client, which
will download the predicted objects in advance.

This paper proposes a new technique that aims to save conditional requests
in order to reduce the user-perceived latency by anticipating the ETag of those
objects likely to be requested in the near future. To this end, we propose a
system similar in the prediction part to a prefetching system, but sending in
advance the ETag for those objects included in the hint list (which contains the
predictions).

The proposed system extends the prediction engine of the prefetching systems
by adding the ETag for each object in the prediction list. Proceedingin this way,
server responses allow toprevalidate other local objects in cache, although the
user has not asked for them. The key performance advantage comes from the
fact that subsequent accesses to prevalidated objects will not need to perform a
conditional request to the server. Thus, we act on the amount ofrequests received
by the web server and the latency perceived by users. Experimental results show
that the prevalidation system dramatically reduces both the amount of requests
to the server and the user-perceived latency between 45% and 58%, depending
on the workload.

The remainder of this paper is organized as follows. Section 2 introduces
some details on caching and prefetching in which our proposal lies. Section 3
presents the particulars of the prevalidation technique. Section 4describes the
experimental environment. Section 5 analyzes performance evaluation results.
In Section 6 we discuss some related work in reducing user-perceived latency.
Finally, Section 7 presents some concluding remarks.

2 Impact of caching and prefetching on user perceived
latency

This section overviews some caching and prefetching principles. A brief discus-
sion on downloading time issues is also included to provide some insights on
performance.
Downloading time issues A web page is usually considered as the basic unit of
a user navigation. For this reason, the time taken to download a page should be
considered as the main metric to evaluate the user-perceived latency [1]. Pages
are usually composed of an HTML acting as a container of an increasing number
of embedded objects like images, javascript code, CSS, etc. [2, 3].Most common
user actions, i.e., clicking on a hyperlink or typing a URI, usually imply the
download of an HTML. Embedded objects will only be downloaded whenthe
HTML has been downloaded (or, at least, part of it).



Fig. 1. Percentage of server responses with "304 Not Modi�ed" response code in the
top 10 most accessed servers in Spain received by the clientsand by the proxy

Due to the fact that web pages are usually composed of several objects, the
page downloading time is directly related to the time spent to downloadeach
object composing the web page. There are two main components in the down-
loading time of an object: i) the time taken by the request to reach the server
plus the time taken by the response to reach the client (i.e., the round-trip time,
RTT), and ii) the object transfer time (which depends on the bandwidth between
the client and the server). Advances in technology have reduced both times, but
mainly the object transfer time by increasing the available bandwidth. This fact
has varied the weight that both components have in the overall downloading
time.

Let's use an example in which a client downloads an object of 10KB. In 1996,
according to [4], a typical value of bandwidth was 33Kbps and 1,130 msof RTT.
Downloading a 10KB object using the connection of 33Kbps takes 2,483 ms,
assuming that there is no overload. So, the latency of downloading that object
is 3,613 ms (i.e., 1,130 + 2,483). In this situation, the transfer time is 69% of
the total latency.

With current technologies, typical values are 8Mbps of bandwidth and 40
ms of RTT. The transfer time of the same object is 10 ms, so the latency of
downloading the object is 50 ms. In this new situation, the transfertime is just
20% of the total latency, which means that the RTT becomes the heaviest part
of the current latency when navigating the web. In fact, severalresearch studies
show that the downloading time of most web objects does not depend on the �le
size, but mainly on the network latency [5, 6].
Web caching details When an object is requested, the server usually provides
information about how long its response will remain valid. If the user accesses
again to such object before its lifetime expires, the object can be safely used.



However, if the object is stale, the browser must check its freshness before serving
it to the user. This is performed by sending a conditional request tothe web
server: the client requests the object to the server, but it will only be served if
the object has changed since the last time the client downloaded it. This request
is replied by the server with the object if it has been modi�ed, or with a "304 Not
Modi�ed" response otherwise. With these conditional requests, the user saves the
transfer time if the object has not changed. Taking into account the components
of the downloading time of an object described above, this technique could highly
reduce the user-perceived latency in the 1996 situation (69% in theexample).
However, in the current situation example, the reduction of the user-perceived
latency is much more limited (only 20%).

The choice of the expiration date of an object is a critical issue. If afar date
is given, it is possible that the browser shows an outdated version ofthe web
page. If the date given is very close, the bene�ts of web caching are reduced. In
practice, web consistency prevails over web caching bene�ts, so expiration dates
are usually closer to the request time or even in the past. As a consequence, the
number of conditional requests sent to web servers is higher in current naviga-
tions than earlier in the web [3, 7]. This remark can be also probed by analyzing
Figure 1, which shows the percentage of server responses with "304 Not Modi-
�ed" response code for the top 10 most accessed Spanish web servers (according
to the EGM Internet audience dated at May 2007 [8]). Data represented in
this �gure were gathered by the Squid proxy of the Universitat Polit �ecnica de
Val�encia.

Basic Web prefetching In order to process user requests in advance, web
prefetching is implemented by means of two main elements: the prediction and
the prefetching engines. The prediction engine is aimed at guessing the following
user accesses. This engine can be located at any part of the web architecture:
clients, proxies, and servers, or even in a collaborative way at several elements. To
predict future accesses, the most widely used option is to learn from past access
patterns. The output of the prediction engine is a hint list, which is composed
of a set of URIs likely to be requested by the user in a near future. Due to the
fact that in many proposals the hint list is included in the HTTP headers of
the server response, the time taken by the predictor to provide this list should
be short enough to avoid delaying every user request and, therefore, degrading
overall performance.

The prefetching engine is aimed at preprocessing those objects included in
the hint list by the prediction engine. By processing the requests in advance,
the user-perceived latency when the object is actually demanded isreduced. In
the literature, this preprocessing has been mainly concentrated on the transfer
of requested objects in advance.

Our proposal takes the prediction engine from web prefetching, However,
objects are not speculatively downloaded, so the main cost of prefetching is
avoided. This means that prevalidation does not signi�catively increase neither
the network tra�c nor the requests to the server.



3 The Prevalidation technique

We propose the prevalidation technique to further improve cachingbene�ts by
acting over the conditional request aimed to ensure the freshness of the cached
objects. To this end, the proposal uses a predictive approach similar to the one
implemented in web prefetching techniques. Unlike other techniquesanalyzed
below (see Section 6) that focus on the reduction of conditional requests, our
proposal addresses speci�cally the freshness of web resourcesin the client's cache.

In our system, the web server provides the client with an extendedhint list
generated by the prediction engine, as shown in Figure 2. It includesthe freshness
labels of those objects that are likely to be requested in the near future. A
freshness label can be any mechanism provided by the HTTP 1.1 for determining
whether a resource is stale or not (e.g., last modi�ed time and ETag).

In the implementation evaluated in this paper, the extended hint list is sent
to the client piggybacked on the response. Link headers provided by the HTTP
1.1, which are currently being used by prefetching [9], can also be used for piggy-
backing the extended hint list. For instance: Link: < image.gif> ; ETag="efsi";
rel=preval . With the ETag or last modi�ed time included in the link header, the
client can validate those cached objects that are still fresh according to the data
provided by the server. To do so, the client compares the last modi�ed time (or
ETag) of the object in cache to the last modi�ed time (or ETag) prov ided in the
extended hint list. If the user requests a prevalidated object within t seconds
after its validation, it is served from the cache, wheret is the validation lifetime.
In this way, the client avoids making a conditional GET request to the origin
server and waiting for the "304 Not Modi�ed" response. Therefore, the client
saves the whole object latency. Notice also that the proposal reduces the amount
of requests that the server has to ful�ll. Taking into account this im plementation,
the basic working of a prevalidation-enabled browser is described in Figure 3.

Figure 4 depicts an example of communication between client and server
in a system without prevalidation and in a prevalidation-enabled system. This
example shows that the server can avoid the last request and, as aconsequence,
its user-perceived latency by anticipating the freshness label (i.e.,the ETag) of
the last object.

A side e�ect is that the prediction engine adds extra computation time for
the server to ful�ll a request. However, this e�ect can be mitigated since the
prediction can be generated in parallel to the server response in order to keep
the computational load of the server una�ected.

Fig. 2. Architecture of the proposed system



1: Algorithm: Working of a prevalidation-enabled browsing
2: Input: page: page demanded by the user,cache: current cache contents
3: Output: cache: updated cache contents
4: for each object in pagedo
5: if object is fresh in cache then
6: display object from cache
7: else
8: request object to server
9: display object from server response

10: for each predicted object in predictions attached to the response do
11: if predicted object is stale in cache and ETag matches then
12: extend predicted object freshness byt seconds
13: end if
14: end for
15: end if
16: end for

Fig. 3. Basic working of a prevalidation-enabled browser

Finally, as it is known, many origin servers force the clients to send condi-
tional requests mainly for statistics purposes; for instance, when keeping track of
the users that see a banner. Nevertheless, this is not an obstaclefor the proposal
since, in such cases, those objects could be hosted at a di�erent server (which is
the current trend) or the prediction algorithm could have a black list with those
objects that are not allowed to be predicted.

To sum up, we claim that the proposed mechanism has a double positiveef-
fect. First, it directly bene�ts the user whose client implements the prevalidation.
Second, it indirectly bene�ts the rest of users because the technique decreases
the amount of requests to the server. Even more, as experimental results will
show, the proposal does not increase signi�catively the network tra�c between
clients and servers.

4 Experimental Environment

Framework The experimental framework presented in [10] has been extended
to implement and evaluate the technique proposed in this paper. Theframework,
originally developed to test prefetching algorithms, consists of three main parts:
the server, the surrogate, and the client. The implementation combines both real
and simulated parts in order to provide 
exibility and accuracy.

The framework emulates a real surrogate, which is used to accessan Apache
web server. The surrogate, which provides no caching, acts as a predictor by
adding the corresponding HTTP headers to the server response together with
the extended hint list, i.e., the URIs provided by the prediction algorit hm and
their freshness labels. Although the prediction can be made simultaneously to
the generation of the response by the server, the surrogate does not start the
algorithm for predicting next user accesses until all response headers are received














