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This paper presents a new proof of the hook-length formula, which computes the number of standard Young tableaux
of a given shape. After recalling the basic definitions, we presentiwarse algorithms giving the desired bijection.

The next part of the paper presents the proof of the bijectivity of our construction. The paper concludesweth
examples.
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1 Introduction

The aim of this paper is to give a bijective proof of the hook-length formula for the enumeodstandard
Young tableaux of a given shape. This formula was discover=d by Frame, Robinson anahTle%dl [1],
and since then it has been the object of much study. Many proofs have bdeshedibased on different
approaches, but none of them is considered satisfactory. We refer to Sagan [2] for a wellrevithanof
the different proofs and their history, but we want to recall a 6éwthem and some related papers which
have had a strong impact on our work (see also the refererices in James and KerbeSggjam{4|).

First, we should mention the remarkable paper ofusoriberger [5]. It is not directly related to the
hook-length formula, but contains the famges de taquinalgorithm. Our bijection is based on this
procedure.

The first major steps in the understanding of the hook-length formula were made by Hillman and
Grassl [6] and Stanley [7]. Their two beautiful bijections combined give the redtiigugh an algebraic
step is also needed.

One of the most amazing proofs of the hook-length formula was found by Greene, Nijenhuis and
Wilf [8]. Their probabilistic approach leads to a bijection as well [9], buhsf the details are compli-
cated. A direct bijective proof was first found by Franzblau and Zeilberger [10gin telebrated paper.
Their construction is very nice, and in some way similar to ours, but In #8e @ is the proof that is a
little complicated.

1365-805@0 1997 Chapman & Hall
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We also want to point out the paper of Krattenthaler [11], which contains an involutive praof of
g-analogue of the hook-length formula and inciudes an extension to the shifted case.

The bijection we present in this paper was announced by the last two authavsyades ago [12],
but this is the first complete version of the proof. All the results of this paper havedereeralized to
trees and shifted tableaux, which are the other two known cases where hook-length$axmtlarhese
results will appear elsewhere.

Our paper is organized as follows. In Section 2 we recall the standardtideinand notation. In
Section 3 we state the result and explain how it can be proved bijective8ections 4 and 5 we define
the algorithm and its inverse. Section 6 proves that these algorithms indfee @ bijection, and Section
7 contains examples that will help in understanding how both algorithms work.

2 Definitions and Notation

Let us recall the following standard defions (see, for example, Macdonald [13] and James and Ker-
ber[3]). Apartitionof an integer. is a nonincreasing sequence of nonnegative intégerg i, Az, ..., A,)
such thajA| = Ay + A2 + - - + A, = n. A Ferrers diagram is a graphic representation of a partition
For example, the partitiofd, 2, 2, 1) is represented as follows:

Fig. 1: A Ferrers diagram.

The first row contains\; cells, the second row, cells, and so on. To take a more formal definition
of these diagrams, let us consider the set of pajrg € Z? satisfying the conditions < j < A; where
(A1, A2,..., Ap) is a partition. The Ferrers diagram associated with this partition is then thé ket o
squares with centers at the poifitsj) where the paifi, j) runs over the set defined previously. In the rest
of this paper, we will identify the cells of a diagram with their coordinates wiwoonfusion is possible.

A Young tableats a Ferrers diagram filled bijectively with the integerg, - - -, |A|. A tableau is said
to be ordered up to positiofiy, jo) if the numbers increase from top to bottom along the columns and
from left to right along the rows for alli, j) such that eithej > j,, or j = j; and¢ > i;. A standard
tableauis a tableau ordered up to positioh 1) (see Figure).

5|13 |7 1137
215 2 |4
6|1 5 | 6

Fig. 2: A tableau and a standard tableau.
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The hookof cell (¢, j) of a Ferrers diagram is the set of cells that are either inireveakly right of
(4, ), or in columnj weakly below(s, j) (see Figure 3). Lek(:, j) denote the cardinality of this set.

Fig. 3: The hook of the cel(2, 3).

The conjugate of a partitioh (defined as usual — see Macdonald [13], for example) is denoted. by
In the sequel, we will consider Young tableaux of a fixed shapéth |A| = n.

In our bijection, we will use a new object callethaok function Geometrically, it corresponds to filling
a Ferrers diagram with integers satisfying some conditionsteMprecisely, each cell of the diagram is
filled with an integer between minus the number of cells strictly below in its columdrpus the number
of cells strictly right of it in its row (see Figure 4). More formally, we define the hook fiomcas a
mapping/ from A to Z that satisfies the condition

For example, the value of the hook function on the ¢2|B) in Figure 3 must be between2 and+3.

—1|-1|-2
2 1-2|0
117110
010

Fig. 4: A hook function.

3 The Hook-length Formula

Our goal is to prove the next well-known theorem bijectively.
Theorem 3.1
n!
[T AGi5)
(¢,5)EX
wheref), is the number of standard tableaux of shape

=
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The bijection we are going to construct is between the following sets:

I The pairs of the form:

— astandard tableau of shapge
— a hook function.

1I The tableaux of shape

It is clear that the cardinality off is »n! and that the cardinality aof is
Hhx I G+ X—i—j+1=pHx [ »65).
(i,5)€EX (i,5)€EX

The bijection consists of two algorithms that are inverse to each other.

4 Algorithm IT +— I

To transform an element dfl into an element of, we use two simple algorithms that will be useful in
the proofs and will be the building blocks of the main algorithm. The firstis#dgorithm P which is
just backwardeu de taquiras described by Schiitzenberger [5] (using the terminolcgy of Sagan [4]).

Algorithm P
INPUT: A pair (A, a) consisting of a tablead and an integet < n.
OUTPUT: A tableau.

Step 0 Denote byig, jo) the coordinates of the cell of that contains:.

Step 1 Put
b= Alig, jo + 1) if jo < A;,, @andb = n + 1 otherwise
c=A(io +1,j0) if ig < /\"7»0, andc = n + 1 otherwise
a b
C
Fig. 5: Generic positions df andc.
Step2 - If a is greater tham or ¢ then exchange with the smaller ofb andc. This defines a new

tableauB. Go back to Step 0, withh = B.
— If a is smaller thad andc, the algorithm finishes and outputs



A direct bijective proof of the hook-length formula 57

51 1|5 1] 3
23 |—|2|3]|—|2]|5
4 4 4

Fig. 6: An example of an application of Algorithi.

Example 4.1 We give in Figures the sequence of tableaux obtained by applying Algorithto the first
tableau and the integér The integers corresponding#@ndc are underlined irach tableau (when they
belong to it).

Definition 4.2 Totally order the cells of a tableau by reverse lexicographic order on their coordinkites
other words, we order the cells starting from the right-most column moving to thaheftfrom bottom

to top inside the columns. Figuieshows the numbering of the cells of a tableau corresponding to this
order.

191141915 |1
18113 | 8| 4
17121 7] 3
16|11 6 | 2

15 | 10

Fig. 7: The order of the cells.

We will use thesuccessomap s which sends each cell (except the last) to the next one in this order.
We will also use th@redecessomap, denoted—*.

Algorithm 1
INPUT: A triple (A, f, (io, jo)) consisting of a tablead, a hook functiory, and a cell(iq, jo) # (1,1)
such that the tableau is ordered ugdg jo).
OUTPUT: A triple(B, g, (1o, jo)) consisting of a tableaB, a hook functiory and the successefig, jy)
of the coordinates of the input.

Step 0 Se(il,jl) = S(io,jo) anda = A(Zl,jl)
Step 1 Computé by applying AlgorithmpP to (A, «).
Step 2 Let(is, j») be the position o& in B.

— Foralliy < i< iy, putg(i,ji) = fi +1,51) — 1,
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— g(i2,J1) = j2 — Jj1»
— g(i,7) = (i, j) otherwise.

The outputis(B, g, (i1, j1)).

Note 4.3 By standard properties ¢du de taquintableau? is ordered up to positioft;, j;). Moreover,
it follows from Step 2 thay is a hook function. This establishes that Algoritbns well-defined.

We can now associate with every elemeni bfan element of .

Algorithm 2
INPUT: An elementd of /7.
OUTPUT: An element A, f) of I.

Step 0 Seff = 0 and (4o, jo) the coordinates of the smallest cell.6fin our total order.

Step 1 Iterate Algorithm on (A,f, (io,jo)) until (ég, jo) = (1,1). The algorithm then finishes and
outputs( 4, f).

Note 4.3 shows, in particular, that Algorithirgives a standard tableau as output.

5 Algorithm I +— I1
To transform an element dfinto an element of 7, we build the main algorithm from two others as in
Section 4. The first one, Algorithi#’, is forwardjeu de taquin

Algorithm P’
INPUT: Atriple (T, a’, (i}, j,)) consisting of a tableall and an integes’ < n.
OUTPUT: A tableau.

Step 0 Denote byi}, j1) the position ofe’ in 7. If (i1, j]) > (i, 4}) then the algorithm finishes and
outputs?'.

Step 1 Put
b =T, ) —1)if j1 > ji, andb’ = 0 otherwise

d =T —1,57)if &4 > 0, and¢’ = 0 otherwise

o | d

Fig. 8: Generic positions of andc’.
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Step 2 Exchange’ with the greatest oF and¢’. This defines a new tabledd. Go back to Stef with
T=U.

The previous algorithm finishes after a finite number of steps sihegll stop at some celK (1, jj)
by the rules defined above. Note also the difference between Algo¥ttand AlgorithmP’. In Al-
gorithm P’, we do not compare’ with b’ or ¢’ to decide whether it can move. Whehstops moving
depends upon its current position and is independent from its value.

Definition 5.1 Let us consider the path of the integ€rwhen applying Algorithn’. At each step of
Algorithm P’, we code its move hy if it exchanges witlk’ (a north move) and by if it exchanges with
b’ (a west move). We obtain a word by concatenating all the letféi@nd . Thecodingof the path of
a’ is this word read from right to left.

Example 5.2 In Figure 9 v/e give the sequence of tableaux obtained by applying Algorithio the

first tableau, the numberand the cell(1, 2). The integers corresponding &band¢’ are underlined in
each tableau (when they belong to it). The word obtainedAsl1” so that the coding of the path &fis

WNN.

21116 211 21118 21811

[

413 |7 |— 14|38 |— 4|3 |6|—|4]|3 |6

915 |8 9115 |7 9115 |7 915 |7

Fig. 9: An example of an application of Algorithi/’.

We will order the alphabetv, W, 0} by settingV < @ < W and consider the associated lexicographic
order.

Definition 5.3 LetU/ be a tableaug’ a hook function and/ , j1) the coordinates of a cell df . The set

of candidatecells associated wit(lU, g, (i’l,jj)) is the set of all cells indexed gy, j) such that > i,
g'(i, 1) > 0andj = ji + ¢'(4,41). The set of candidate elements, or simply candidates, is the set of
the integers that are in candidate cells. The maximum candidate (element or cell) is thatbrike
lexicographically largest coding.

By construction, there is at most one candidate cell in each row. Nttatethere always exists a
candidate element: the hook function maps the bottom cell of any column to a nonnegatjee.int

Note 5.4 Geometrically, we can define the maximum candidate as the one with the tofnaosght-
most path. If one path is contained in another, the choice depends on the move done by the lojugér one
before joining the shorter one. We will see further that paths cannot cross and that this pnoglerty
everything well-defined (see Section 6.2).
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Algorithm 1’
INPUT: A triple (T, g, (ig,jé)) consisting of a tableallr, a hook functiory’, and a cell(ij, j{) (other
than the least one) such that the tableau is ordered (if,tf}) .
OUTPUT: A triple(U, I s7(i), j())) consisting of a tableali, a hook functiory’, and the predecessor
s~1(if, jp) of the cell of the input.

Step 0 Find the maximum candidate elemeand denote its cell ifi by (¢}, j7).
Step 1 Letl/ be the output of Algorithn’ applied to(T', p, (i}, j})).

Step2 — Forallif < <4, putf(i,j,)=9(—1,73)+1,
= ['(i, o) = 0,
— f'(i,4) = ¢'(4, j) otherwise.

The outputis(U, f/, s~ (i, j1)).

Note 5.5 Notice thatl/ is notalwaysordered up ta—1 (), j). In fact, if the maximum candidate moves
to position(i), j4) in Stepl thenU is ordered up ta=1(3}, j4). Butif it moves to another cell this may
not be the case. Notice also that it is not clear that Algorithia well-defined: we need to prove thét

is a hook function, which is not obvious, and thaeath step the maximum candidate moves tatjpos
(4, j5)- Both properties will be established in Section 6.3.

We can now associate with every elemeni aih element of 1.

Algorithm 2’
INPUT: An elemen(T, ¢’) of I.
OUTPUT: An elemenf” of I1.

Step 0 Seti, jy) = (1, 1).

Step 1 Iterate Algorithm’ on (T, g, (ig,jé)) until (¢, j}) is the least cell off’. The algorithm then
finishes and outpufts.

6 Proofs

To prove that we have a bijection, we need to show that Algorithrasd?2’ are inverses. Since these
procedures are successive applications of either Algorithon Algorithm 1/, we only have to prove
that these algorithms are inverses. Unfortunately, this is not true inglegaren a triple that satisfies the
conditions of Algorithmi, and applying successively Algorithihand Algorithml’, we do not necessarily
obtain the input triple. But we can find a subset of all triples for which this is trueceXhis subset
contains all the intermediate triples (when applying Algorithor Algorithm2’), this is sufficient.

In this section we first define the correct §&{Section 6.1), discuss a central property of Algorithins
and P’ (Section 6.2), then show that Algorithr&nd1’ stabilizeC' (Section 6.3), and finally, prove that
Algorithms1 and1’ are inverses (Section 6.4).
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6.1 The Correct Set

In this subsection, we define a gethat contains the set of all triples that can be obtained as intermediate
triples, applying Algorithm& and2’. (In fact,C' is exactly the set of all intermediate triples.)

Definition 6.1 LetC be the set of all triple§A, f, (o, jo)) such that:
e (o, jo) are the coordinates of a cell of,
e Ais ordered up tdiy, jo),
e fis ahook function such that:, j) = 0 for all (¢, j) strictly greater than(iy, jo),

« All candidate elements’ associated with the tripIéA, 7 (io,jo)) move to positiortiy, jo) when
applying AlgorithmP’ to (A, p’, (4o, jo))-

To prove that”' contains the set of all triples that can be obtained by successive applicatiorgosf Al
rithm 1 to a triple consisting of a tableau, a hook function equdl &verywhere and the least cell of the
tableau, one has to establish two assertions: the first one is that the tripldiogmsis tableau, a hook
function equal to zero everywhere and the smallest cell of the tableau belo6gsTite second one is
that Algorithm1 sends each element 6fto an element of". The first statement is clear and one can see
that the triple obtained by applying Algorithinto an element of” satisfies the firsthree conditions of
the previous definition as in Note 4.3. We will consider the fourth condition in Section 6.3.

Similarly, to prove that” contains the set of all triples that can be obtained by successive applgation
of Algorithm 1’ to a triple consisting of a standard tableau, a hook function{anid, one has to establish
two things: the first is that the triple consisting of a standard tableau, a hook funotign.d) belongs
to C. The second one is that Algorithinn mapsC' to C'. The first assertion is obvious and one can see
that the triple obtained by applying Algorithir to an element o€ satisfies the firstwo conditions of
the previous definition: the first one is clear and the second one is truagadacondition 4 holds. We
will look at the last two conditions in Section 6.3.

6.2 Paths and Reverse Paths

In this subsection, we define the path of an element, the reverse pathedément and establish a rela-
tionship between them. It is this property that makes everything work well in our digmit

Definition 6.2 Thepathof an element in a tableaul” is the set of the cells thatpasses through when
applying AlgorithmP to (7', «). Thereverse patlof an element’ with respect to a celli;, j;) in tableau
T" is the set of the cells that passes through when applying Algorithithto (77, a', (i3, 73)).

In the following example, we show three successive applications of Algoriththe input triples
consist of a tableau, a hook function (given by its first column, the other columns beirayamél and
the cell (éy, jo) whose element is underlined. The elements over the arrows are the@g,ify). The
boldface elements are the candidates associated with the tableau and itsveddsll. The tableaux are
labeledT’ to 7} in order of application of the algorithm.
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191149 0 191 (4|9 0
200 2 | 8 |11 0 200 2| 8 |11 0
5| 3 (1012 0 5 3|5 |10(12 1
y ) )
6|7 |14|15 1 6 |7 14|15 1
13|16 | 17|18 3 13|16 (17 (18 3

[—
S
oo
©

5|8 (11

7 (10|12

6 1141518

13|16 (17 |20 13|16 |17 |20

3), (3,4), (4,4)}. The
. This set is also the set

In our example, the path d in 75 is the set{(1, 1
reverse path a0 in T3 is the se{ (2, 1), (2, 2), (3, 2), (4,2),
of cells of the path o0 in 7.

~—
—_
—_
— N

Definition 6.3 Let us consider the path of an element in cell (g, jo). We say that an elemeatis to
theleft of the pathr if the bottom-most row that contains an element @ind an element of the reverse
pathr’ of «’ with respect tas~! (i, jo) satisfies: every cell of is weakly left of every cell of. If such

a row does not exist or if the condition is not satisfied, we saydhiatto the rightof =. Similarly, we say
a cell is to the left or right ofr if the element in itis.

For example, i3, all the elements are to the left of the pathl6fexceptl, 4, 9, 11 and12. In T3, 19
is to the right of the path df0 since such a row does not exist. We are now in position to prove our main
result about paths and reverse paths.

Theorem 6.4 Let (A, f, (io, jo)) be an element of' and = be the path ofi(s(io, jo)) in A. If a’ < n
andr’ is the reverse path dt/’, (ig, jo)) in A, then all the elements af except possibly(iy, jo) (ifitis
on=') are on the same side af

Proof. First, notice that if; = 1, the theorem is obvious since all elements are to the rightefcept
element weakly left 0f(ig, jo). SO we can assume thiat# 1. Let us now consider a c€ll, j) containing
element. If itis the only element of its reverse patt, the theorem is obvious. Otherwige— 1, j) or

(i, — 1) belongs tar’. If we prove that the cell containing the larger element is on the same fsidla

d, then the theorem holds by induction on the length'ofif (i — 1,7 — 1) does not belong te then the
assertion holds: both cells are on the same sideasf(¢, j) except in the case whe(& j — 1) = s(io, jo)

as noted in the statement of the theorem. So we assumg that, j — 1) belongs tor. If it is the last
cell of , the assertion is also true: by definition b¢thy) and its larger neighbor are on the same side
of =. If this is not the casgi — 1, j) or (¢, j — 1) belong tor. Depending on which content of these cells
is larger, we are in one of two cases (the ¢&lf) is the bottom-right one and < 5 < v < J):
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a | g a |y
v |4 g |9

Using the exchanging rules (see Stemm Algorithms P and P’), we deduce that in the first caseis
to the left ofr and so isy. In the second casé,is to the right ofr and so isy. So, we have proved that
in any cased and its greatest neighbor are on the same side of |

Corollary 6.5 Using the same notation as in Theorem 6.4. Assumedthitin a cell different from
s(ig, jo) and thatiy # 1. Thend is to the left ofr if and only if (i, jo) belongs tor'.

Proof. Since(y, jo) is to the left ofr for iy # 1, itis clear that if(ig, jo) belongs tar’, ¢’ is to the left of
7. Conversely, iz’ is to the left ofr, notice thats (i, jo) = (0 — 1, jo) belongs tor so that(iy — 1, jo)
is the only cell of its row that is to the left of. Sinced’ is different from(iy — 1, jo) and to the left ofr,
(40, jo) Or (ig — 1, j1) for j; > jo belong tor’. But the second cell is to the right 8f Theorem 6.4 then
implies that(iy, j;) belongs tor’. O

For example,l4 and15 are to the right of the path @0 in 7%, 15 and20 are to the left of the path of
19in T3.

Corollary 6.6 Let (A, £, (4o, jo)) be an element af’ and letr be the path ofi(s(ig, jo)) in A. Then all
the candidates are to the left of

Proof. This is a direct consequence of Corollary 6.5 and property 4 of theitiefi of C'. O

6.3 Both Algorithms Stabilize C

In this subsection, we prove that both algorithms stabilizehat is, if a triple belongs t@’, its image
undereach algorithm also bahgs toC'. We begin with Algorithm.

Theorem 6.7 Algorithm1 stabilizesC'.

Proof. Let (4, f, (0, jo)) be an element of, and let(B, g, s(io, jo)) be its image under Algorithrh.

In Section 6.1, we saw thitB,g, s(io,jo)) satisfies the first three conditions 6f We are going to
prove that it satisfies the fourth one. Notice first that if= 1, the theorem is obvious since there is only
one candidateA(s(7p, jo)). SO we can assume that # 1. By Step2 of Algorithm 1, we know that
A(s(o, jo)) = ais a candidate that moves 46, jo) when applying AlgorithmP”.

The other candidates are in rows below or above the rowinfB. Since the hook function did not
change in the rows below, these candidates are the samefoas they are ford. Until they reach the
row of a, their reverse path is not changed. Since they were to the left of the pathtudy reach this
row weakly left of the position ofi in B. Itis then clear that these elements are to the left of the path of
B(s(ig, jo)) since this is the case far(see Theorem 6.4).

Consider now a candidate &f that is in a row above the row af Denote its cell by(¢, j). By Step2
of Algorithm 1, we know that there is a candidate in the dell 1,5 + 1) of A. Since this candidate
is to the left of the path of in A, we deduce thats, j) is strictly left of the rightmost element of the
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reverse path of in B with row 5. As before, we can conclude that this element is to the left of the path
of B(s(i, jo)). Thanks to Corollary 6.5, the theorem is proved. m]
We now come to Algorithm’.

Theorem 6.8 Algorithm1’ stabilizesC'.

Proof. Let (A, f, (io, jo)) be an element of’, and let(A’, f',s~*(io, jo)) be its image under Algo-
rithm 1’. Thanks to Section 6.1, we know tr(ai’, I s7 (i, jo)) satisfies the first two conditions 6f.

Let us look at the third one. Consider the maximum candidatssociated withi. Any candidateé that

is strictly above it, say in celli, j), is also strictly to its left: consider the southeast-most cell that belongs
to both reverse paths. Note that the paths must agree from this ¢éll §@). Since the coding of is
greater than the coding éf and since the path af cannot stop on this cell, its next move isagssarily
east {V in the coding). Because's path reaches a lower row thais and they never intersect again
(we took the southeast-most cel)js necessarily strictly to the left df, j). This shows that the cell
(i+ 1,7+ 1) belongs to the diagram. So, the new value of the hook function at a cell nesdthe
number of cells to the right of the given cell.

We now consider the fourth condition. The proof is very similar to the proof of the previous theorem.
First, if (0, jo) is at the bottom of its column, the fourth condition is obviously satisfied sincaehe
candidates necessarily move 0 (i, jo). S0, we can assume th@t, jo) is not at the bottom of its
column. Denote byr the path ofA’(iy, jo) in A’ and note that it is the same set of cells as the reverse
path of A’ (ig, jo) in A. The hook function values do not change for the candidates that are below the last
row of = so they remain to the left of.

For the candidates above the last rownofthe idea is the same as before: sintéi, j;) has the
greatest coding, the candidates/bthat are onr are followed by an east movél{ in the coding) so the
corresponding candidates ifi are to the left ofr. The idea is the same for the elements that are strictly
at the left of the reverse path df (iy, jo) in A. By Corollary 6.5, we are done. |

6.4 The Algorithms are Inverse to Each Other

In this subsection, we prove that Algorithinis the inverse of Algorithm’.
We first prove that Algorithn is the left inverse of Algorithm’.

Theorem 6.9 Let (A, 7 (io,jo)) be a triple belonging ta”. Applying Algorithml’ to it, we obtain
(A, f', 57 (io, jo)). Applying Algorithml to this triple, we obtain B, ¢/, (io, jo)). ThenB’ = A and
g=1"

Proof. First, itis clear that3’ = A: we apply Algorithml to the integer that was the maximum candidate
of A and the cells of its path are exactly the cells of its reverse path 8inceB’ = A, we obtain directly
thatg’ = f since the respective changes on the hook functions are the invezaelobther and depend
only upon the initial and final cells of the path. O

We now prove that Algorithn is the right inverse of Algorithn’.

Theorem 6.10 Let (A, 7 (io,jo)) be a triple belonging ta”'. Applying Algorithml to it, we obtain
(B, g,s(io, jo)). Applying Algorithml’ to this triple, we obtain(B’, ¢’, (io, jo)). ThenB’ = A and
g=1"
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Proof. First, we prove thaB3’ = A. Notice that we already proved (see the proof of Theorem 6.7) that
the codings of the other candidates are smaller than the codifigs0f;, j5)), since their coding is either
followed by alW” move inx or they differ in a cell where their coding i§. So the maximum candidate

is A(s(40,jo)). Since the cells of its reverse path/nare the same as the cells of its pathinwe obtain

B’ = A. The same argument as before allows us to concludethatf. |

7 Examples

7.1 Example 1

We give an example of how Algoriththworks. The element under consideration when applying Algo-
rithm 1 is underlined.

1011 5 ololo 1011 5 ololo
71956 ololo 6 7194 0o |=1
[l — [l

2|14 ololo 2116 ololo

8|3 oo 8|3 oo

1011 4 0o |=2 10|11 4 0lo]|=2
5 7195 ololo 3 7195 ololo
— [l — [l

211156 ololo 2116 ololo

8|3 oo 8|3 olo

10]11] 4 0o |=2 10|11 4 0lo]|=2
1 7195 ololo 9 7115 0ol=1]0
— [l — [l

2115 ololo 2 6 0ol=1]0

8|3 oo 8o olo

10] 1|4 0 |-2|=2 10|14 0 |=2|-2
11 7135 0o|-2|o0 ] 7135 0l=2|0

=

2le 11| " |ol1]o 2lel11] " |ol1]o

8o oo 8|09 olo

10]1 |4 0 |-2|=2 10|14 0 |=2|-2
9 7135 0o|-2|o0 7 213]s —1l=2] 0
= —

216 |11] " Jol1]o 6|7 11] " |1]1]o

8o oo 8o olo
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1|34 —2l—2|-2
10 2 |5 |10 2 |—2] 0

6|71t " l1]1]o0

8|9 0o

7.2 Example 2

We now give an example of how Algorithéd works. The candidate elements are boldfaced and the
content of the considered cell when applying Algorithinis underlined.

1127 1 1 (-2 8 1 2 0 1 [-2
31418 2 |-1|0 8 314 1|7 2 |-1|0
’ — ’

5 9 |10 -1|1 0 5 9 |10 -1|1 0

6 |11 1 0 6 |11 1 0

8 1 2 0 1 [-2 8 1 2 0 1 [-2
7 713 4 0|=1|0 11 7T(13]4 0 =10
— ’ ’

51910 -1|1 0 11| 5 |10 0 1 0

6 |11 1 0 6 |9 0 0

8|12 0 1 [-2 8 | 2 1 0 0 |-2
6 713 4 0|=1|0 2 7134 0 =10
— ’ — ’

115 |10 0 1 0 11| 5 |10 0 1 0

6|9 0 0 6|9 0 0

8 | 2 1 0 0 |-2 8 | 2 1 0 0 |-2
10 7 |10] 4 oflo]o 3 7|10 4 olofo

’ — ’

1135 0 0 0 111 31| 5 0 0 0

6|9 0 0 6|9 0 0

8|2 (1 0 0 |-2 82| 4 0 0 0
9 7 (10| 4 0 0 0 4 7 (10] 1 0 0]-1
— ’ — ’

113 |5 0 0 0 11|13 |5 0 0 0

6 9 0 0 6 9 0 0

8 | 2 4 0 0 0
5 7|10]| 5 oflo]o
H ,

113 |1 0 0 0

6 9 0 0
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