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Communication and Agreement Abstractions
in the Presence of Byzantine Processes
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Achour Mostéfaouil Michel Rayna

Abstract: A Byzantine process is a process that —intentionally or ogthaves arbitrarily (Byzantine failures
include crash and omission failures). Considering mespagsing systems, this paper presents communication and
agreement abstractions that allow non-faulty processesrtectly cooperate, despite the uncertainty created &y th
net effect of asynchrony and Byzantine failures. The wasldistributed. Consequently more and more applications
are distributed, and the “no Byzantine failure” assumpisamo longer reasonable. Hence, due to both the development
of clouds and security requirements, such abstractionser@ming more and more important.

The aim of this paper is to be a simple and homogeneous irttiotito (a) communication and agreement abstrac-
tions, and (b) algorithms that implement these abstrastiorthe context of asynchronous distributed messagengass
systems where an a priori unknown subset of processes mayteByrantine failures. To that end the paper presents
existing abstractions and algorithms, and new ones. Irstnse the paper has a mixed “pedagogical/survey/research”
flavor.

Key-words:  Abstraction level, Agreement, Asynchronous messageipasystem, Broadcast abstraction, Byzan-
tine process, Consensus, Fault-tolerance, Intrusi@rante, Message validation, Reliable broadcast, Sigeétee
algorithm.

Communication et accord en présence de procsssus byzantins

Résumé : Cet article présente des abstractions de communicatiofeetdrd en présence de processus byzantins.
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intrusions.
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1 Introduction

Distributed computing Distributed computing occurs when one has to solve a probtelerms of physically dis-
tinct entities (usually called nodes, processors, prassgents, sensors, etc.) such that each entity has onttia pa
knowledge of the many parameters involved in the problenthérfollowing, we use the terprocesso denote any
computing entity. From an operational point of view this mehat the processes of a distributed system need to
exchange information, and agree in some way or anotherdigr o cooperate to a common goal. If processes do not
cooperate, the system is no longer a distributed systemcajardistributed system has to provide the processes with
communication and agreement abstractions.

Understanding and designing distributed application®tsan easy task [3, 18, 25, 26, 27]. This is due to the fact
that, due its very nature, no process can capture instamialyethe global state of the application it is part of. Tlsis i
due to the fact that, as processes are geographically zedadit distinct places, distributed applications have fmeco
with the uncertainty created by asynchrony and failuresa Aisnple example, it is impossible to distinguish a crashed
process from a very slow process in an asynchronous systeme pv process crashes.

As in sequential computing, a simple approach to facilitbteedesign of distributed applications consists in de-
signing appropriate abstractions. With such abstractidresapplication designer can think about solutions toesolv
problems at a higher conceptual level than the basic sem@iVeecommunication level.

Communication and agreement abstractions One of the most important communication abstractions emteoed
in fault-tolerant distributed computing Reliable Broadcasf3, 9, 10, 18, 25]. Roughly speaking, reliable broadcast
allows processes to broadcast messages, in such a wayl that@bn-faulty processes eventually deliver the same set
of messages, and this set inclu@disthe messages they have broadcast plus a subset of messaagsalst by faulty
processes.

Consensuss the most important agreement abstraction of fault-tsledistributed computing [13]. Assuming
each process proposes a value, it allows the non-faultyepsas to agree on the same value, which has to satisfy some
validity condition depending on both the proposed valuabtha failure model [18, 26].

Byzantine failure This failure type has first been introduced in the contextyathronous distributed systems [17,
23, 26], and then investigated in the context of asynchrsuliatributed systems [3, 18, 25]. A process hByzantine
behavior when it arbitrarily deviates from its intended &ébr; it then commits a Byzantine failure. Otherwise it is
non-faulty (or non-Byzantine). This bad behavior can beritibnal (malicious) or simply the result of a transient
fault that altered the local state of a process, thereby fyiadiits behavior in an unpredictable way. Let us notice tha
process crashes (unexpected halting) define a strict sobBgrantine failures.

Content of the paper: Byzantine-tolerant broadcast abstrations This paper presents communication and agree-
ment abstractions suited to distributed systems made upmbcesses, and where up #g@rocesses may exhibit
Byzantine failures.

As far as communication is concerned, three abstractianpr@sented. The first two abstractions, which have
been proposed in [5, 30], ensure that a message broadcasidyfaulty process is delivered by all the non-faulty
processes. They differ in their requirement on the mesdagesicast by faulty processes. More precisely, we have
the following.

e No-duplicity broadcast (ND-broadcast). As far a messagadizast by a Byzantine processs concerned,
ND-broadcast ensures that no two non-faulty processegeddlifferent messages from procesp30]. Let us
observe that this delivery rule allows a subset of non-Japitbcesses to deliver the same messageom the
faulty proces®, while other non-faulty processes do not deliver a message.

e Reliable broadcast (RB-broadcast). This abstractiorramger than the previous one. As far a message broad-
cast by a Byzantine procegsis concerned, the RB-broadcast abstraction ensures thtaeahon-faulty pro-
cesses deliver the same message fpoor none of them delivers a message frofs]. This is an “all-or-none”
delivery rule.



Let us notice that, if a message is delivered from a faulty@ssp, there is no requirement on its content. It is only
required that the same message content be delivered teeatiotfi-faulty processes or none of them. This is due to
the fact that, while a process is supposed to broadcast the sessage to all, a Byzantine process can send distinct
messages (i.e., with different contents) to different peses.

While the previous communication abstractions are ondHakstractions, the third abstraction (called VB-

broadcast) is an all-to-all communication abstraction.

e Validated broadcast (VB-broadcast). Each process is asstionbroadcast a message. For a message to be
delivered by a non-faulty process, its content needs tealidated[21]. A message content is validated by its
sender as soon as it knows that at least one non-faulty grdceadcast a message with the same content. As
a process does not know if it is faulty or not (e.g., while iewtes correctly its algorithm, a process may crash
unexpectedly), a message content is validated by its sersdsoon as it has received messages with the very
same content fron + 1) distinct processes (such a set contains at least one ntip{iaocess). If the message
broadcast by a process cannot be validated, the defau# vais delivered instead of it.

Each of these three broadcast abstractions requirest, and are consequently resilience-optimal (with respettte¢o
maximal number of processes that can be faulty) [5, 25, 3@reldver, (as we will see) an algorithm implementing
RB-broadcast can be obtained by using a relatively simptbd&mechanism [5, 29, 30], and an algorithm imple-
menting each of the broadcasts of a VB-broadcast instance can be obtained fmonmstances the RB-broadcast
abstraction.

Content of the paper: Byzantine-tolerant agreement abstration The most important agreement abstraction en-
countered in distributed systems prone to process failigresnsensus ([3, 8, 18, 27], to cite only books). It is
well-known that consensus is impossible to solve in thedsasynchronous message-passing system model prone to
even a single process crash failure [13]. This means thaingptonsensus despite both asynchrony and Byzantine
processes requires to enrich the system with additionapatetional power. We consider here that this additional
power is given by an underlying algorithm solving the binaoypsensus problem (consensus instance where the only
values that can be proposed are vali@nd1). Such an algorithm (in short BBC, for Binary Byzantine Census)

is described in the paper (this algorithm assumes that theepses can access an oracle caltedmon coinwhich
outputs random numbers [2, 24]).

The paper presents three multivalued Byzantine conseiigustams (i.e., consensus algorithms where the set of
values is not restricted to the valugand1, and processes can be Byzantine). These algorithms, wbasg&actions
are highly modular, are based on the previous broadcastaabehs and (as announced) a BBC algorithm. More
precisely, The first two multivalued Byzantine consensg®@hms are obtained from a generic algorithm whose
genericity parameter is a broadcast abstraction (ham@&ybhtdadcast —which captures unreliable broadcast, and RB-
broadcast). The third algorithm is based on the VB-broadabstraction. Interestingly, all these algorithms are
signature-free (no underlying cryptography mechanisnseésiit

These Byzantine consensus algorithms differ in their costnper and size of messages they use), and their
requirement ort, from a “lower bound ort” (or resilience) point of view. The instance of the generizBntine con-
sensus algorithm based on UB-broadcast requiresst, while its instance based on RB-broadcast requires 4t.
Finally, the Byzantine consensus algorithm based on VExdicast requires > 3¢, and is consequently resilience-
optimal.

These Byzantine consensus algorithms have a notewortpggypnamely, if the Byzantine processes collude and
propose the very same valuewhile v is proposed by none of the non-faulty processes, theannot be decided.
This property is calledntrusion-tolerancen [21]. More generally, if the most proposed value is prazbby too
few non-faulty processes, the default valuenay be decided. To our knowledge, the only algorithm knowifaso
that considers the intrusion-tolerance property is thedmseribed in [11] (which requires messages to carry a vector
of proposed values, which —as shown here— is not necesstng) proposed binary Byzantine consensus algorithm
BBC is also signature-free, requires< n/3 (and is consequently optimal with respect to resiliencay, its expected
number rounds is four.



Road map The paper is made up of 9 sections. Section 2 presents theutatiom model. Then Section 3 presents
the broadcast abstractions which have been previouslglsé@t and algorithms implementing them. Section 4
presents the intrusion-tolerant Byzantine consensuslgmobThen, Sections 5 and 6 present a suite of intrusion-
tolerant multivalued Byzantine consensus algorithms difégér mainly in the underlying broadcast abstraction they
use. Section 7 discusses the previous algorithms, ando8efiresents a new binary consensus algorithm based on
random numbers and the VB-broadcast abstraction. Firggigtion 9 concludes the paper. Last but not least, present-
ing existing and new (a) abstractions and (b) algorithmdementing them, the paper is self-contained, which gives
it an additional “introductory survey” flavor.

2 Computation Model

Asynchronous processes The system is made up of a finite détof n > 1 asynchronous sequential processes,
namelyIl = {p1,...,pn}. “Asynchronous” means that each process proceeds at itsspeed, which can vary
arbitrarily with time, and remains always unknown to thesotprocesses.

Communication network The processes communicate by exchanging messages thnoaglyrachronous reliable
point-to-point network. “Asynchronous” means that a mgssthat has been sent is eventually received by its desti-
nation process, i.e., there is no bound on message traredfgrsd “Reliable” means that the network does not loss,
duplicate, modify, or create messages. “Point-to-poin¢ams that there is a bi-directional communication channel
between each pair of processes. Hence, when a proces®eagivessage, it can identify its sender.

A processp; sends a message to a procesdy invoking the primitive $end TAG(m) to p;”, where TAG is the
type of the message amd its content. To simplify the presentation, it is assumed @hfarocess can send messages to
itself. A process receives a message by executing the prinireceive()”.

Failure model Up tot processes can exhibitByzantinebehavior. A Byzantine process is a process that behaves
arbitrarily: it can crash, fail to send or receive messagend arbitrary messages, start in an arbitrary state, pperfo
arbitrary state transitions, etc. Hence, a Byzantine m®oghich is assumed to send a messade all the processes,
can send a message, to some processes, a different messageo another subset of processes, and no message at
all to the other processes. Moreover, Byzantine processesallude to “pollute” the computation.

Let us notice that, as each pair of processes is connectedchgrael, no Byzantine process can impersonate
another process. Moreover, it is assumed that the Byzaptowesses do not control the network.

Terminology A process that exhibits a Byzantine behavior is caftdty. Otherwise, it isnon-faulty Given an
execution denotes the set of processes that are non-faulty in thatiegecandF denotes the set of processes that
are faulty.

Multiset Distributed algorithms presented in the paper use mutigemultiset(also calledbag) differs from a set

in that it can contain several copies of the same value. Givewltisetrec;, the operationfequal(v, rec;) denotes
the number of occurrences ofin rec;, while #differ(v, rec;) denotes the number of occurrences of values different
from v in rec;, namely,#differ(v, rec;) = |rec;| — #equal(v, rec;).

Notation This process model is denot&E_.AS,, ;[0]. In the following, this model is enriched with a constraint o
t and a specific broadcast abstraction. As an exan{#e,AS,, ;[n > 5t, RB| is BZ_AS,, (0] in which less tham /5
processes are assumed to be faulty and processes comrawsiceg the operations of the RB-broadcast abstraction.

Lemma 1. Letn > 3t. We have

(@n—t> 2,

(b) any set containing more thdh;i distinct processes, contains at ledst- 1) non-faulty processes, and

(c) the intersection of any two sets, each containing more ﬂ%ndistinct processes, contains at least one non-faulty
process.



Proof Proofof(a).n>3t@2n>n+3t@2n72t>n+t<:>n7t>”T“.

Proof of (b). We havégﬁ > % =2t + % from which it follows that any set of more théh? distinct processes
contains at leastt + 1 processes. The proof then follows from the fact that anyfs2t-e 1 distinct processes contains
at leastt + 1 non-faulty processes.

Proof of (c). Letll; andIl, be two sets, each consisting of more tkfaﬂg*—ﬂ distinct processes. It follows that
[T + T3] > n + ¢, thus|IT; U Is| 4 |TI; N IIz| > n 4+ ¢t. Moreover,|II; U Tly| = n — [IT\ (II; U II,)| and
[T, NIIy| = |C NI NTIa| + |F NI, NTI5|. Consequently:

n—|II\ (Il UIL,)| + |[CNTT; NTIy| 4+ [F NIT; NTIo| > n + ¢,

hence,

CNIL NIIg| > ¢+ |\ (IT; UTLR)| — |F NI NIy

According to the definition of we have:
|[F|=|F\ I NIL)| + |FNI; NIl <t ie., |[FNI NI <t—|F\ (I NIL)|.

Hence,

CNIl ﬂH2| >1+ |H\ (Hl UHQ)‘ — (t— ‘]:\ (Hl ﬂH2)|) >0, i.e.,|CﬂH1 ﬂH2| > 0. UlLemma 1

3 Broadcast Abstractions

This section defines the broadcast abstractions sketchibe imtroduction, and presents algorithms implementing
each of them. The first two, ND-broadcast and RB-broadcastfram [30] and [5], respectively. The third one
(VB-broadcast) has been introduced in [21].

All broadcast abstractions are implemented from the bamid/seceive network primitives, which means that,
while they provide us with distinct abstraction levels ytld® not provide processes with additional computing power.

Notation When considering the broadcast abstraction XX (where XXdstdor UB, ND, RB, or VB, see below),
we say that a process “XX-broadcasts” or “XX-delivers” a saese.

Unreliable broadcast The simple broadcast (UB-broadcast) is defined by a pairefaijons denoted B_broadcast()
andUB_deliver(). UB_broadcast TAG(m) is used as a shortcut for
foreachj € {1,...,n} send TAG(m) to p; end for,

and UB_deliver() is synonym withreceive(). This means that a message UB-broadcast by a non-faultgssas
UB-delivered at least by all the non-faulty processes.dpghtly, while it is assumed to send the same message to all
the processes, a faulty process can actually send differessages to distinct processes and no message to others.
Hence the name “unreliable broadcast” (sometimes alsec:étlest effort broadcast”).

Trivially, an invocation ofUB_broadcast TAG(m) costs one communication step afdn) messages (more pre-
cisely,n — 1 messages). The corresponding system model is deifsfed!S,, ,[UB].

Remark When measuring the cost of a broadcast abstraction we do ketirito account the size of the “data
message” that is broadcast. This is because this size igéndent of the way the broadcast is implemented. We only
consider the size of the additional control informationuieed by the corresponding broadcast implementation.

The no-duplication property  The definition of each XX-broadcast abstraction includesatiowing no-duplication
property: a non-faulty procegs XX-delivers at most one message from any proggsshis property states that the
corresponding XX-broadcast abstraction is not allowedéate message duplicates. As this property follows ttivial
from the implementation of each broadcast abstractios,ribilonger mentioned in the following.



3.1 The no-duplicity broadcast abstraction

No-duplicity broadcast The ND-broadcast communication abstraction has beerdintex by S. Toueg [30]. Itis
defined by the operatior$D_broadcast() andND_deliver(), which provide the processes with a higher abstraction
level than UB-broadcast but do not add computational poef_(AS,, ,[UB| and BZ_AS,, ;[ND] have the same
computational power, namely the same poweB&s .AS,, ,[0)]).

Considering an instance of ND-broadcast wHeEe broadcast() is invoked by a process;, this communication
abstraction is defined by the following properties.

e ND-Validity. If a non-faulty process ND-delivers a messdigen p;, thenp; invoked ND-broadcast.

e ND-no-duplicity. No two non-faulty processes ND-delivestthct messages from .
e ND-Termination. If the sender; is non-faulty, all the non-faulty processes eventually Né&iver its message.

Let us observe that, if the senderis faulty, it is possible that some non-faulty processesdéliver a message
from p; while others do not. The no-duplicity property preventsriba-faulty processes from ND-delivering different
messages from a faulty sender.

An algorithm implementing ND-broadcast Assumingt < n/3, the algorithm presented in Figure 1 (from [30])
implements the ND-broadcast abstraction. It is shown i {38 ¢ < n/3 is an upper bound on the model parameter
t when one has to implement ND-broadcast in an asynchronossage-passing system prone to process Byzantine
failures.

operation ND_broadcast MSG(v;) is
(01) UB_broadcast INIT (4, v;).

when INIT (4, v) is UB_delivered do
(02) if (first UB_delivery ofiNIT (5, —)) then UB_broadcast ECHO(i, v) end if.

when ECHO(j, v) is UB_delivered do

(03) if (EcHO(j,v) UB_delivered from more thaﬁ# different processes analsG(j, v) not yet ND_delivereyi
(04) then ND_deliver MSG(j,v)

(05) endif.

Figure 1: An algorithm implementing ND-broadcast( n/3) [30]

The algorithm considers that a process is allowed to NDdwast only one message. Adding sequence numbers
allows processes to ND-broadcast several messages. loathatthe process identity associated with each message
has to be replaced by a pair made up of a sequence number anceaprdentity.

When a procesgs; wants to ND-broadcast a message whose contentitsUB-broadcasts the messageT (i, v;)

(line 01). When a procegs receives (UB-delivers) a messager (j, —) for the first time, it UB-broadcasts a message
ECHO(j, v) wherew is the data content of thelIT () message (line 02). If the messageT (j,v) received is not the
firstmessagenIT (7, —), p; is Byzantine and the message is discarded. Finally, whieas received the same message
ECHO(j, v) from more than(n + t) /2 processes, it locally ND-delivergsG(j, v) (lines 03-04).

Theorem 1. The algorithm described in Figurgé implements the ND-broadcast abstraction in the system mode
BZ_AS,, [t <n/3,UBJ.

Proof (See also [30].)
To prove the ND-termination property, let us consider a fearity proces®; that ND-broadcasts the messagses(v;).
As p; is non-faulty, the messag®rIT (i, v;) is received by all the non-faulty processes, which are &t lea- ¢, and
every non-faulty process UB-broadcastsHo(i, v;) (line 02). Hence, each non-faulty process UB-delivers ¢
copies ofECHO(%, v;). Asn —t > % (Item (a) of Lemma 1), it follows that every non-faulty preseeventually
ND-delivers the messagesG(i, v;) (lines 03-04).

To prove the ND-no-duplicity property, let us assume by amiittion that two non-faulty processgsandp;
ND-deliver different messages; andms, from some procesgy, (i.e., m; = MSG(k,v) andmsy = MSG(k, w), with



v # w). It follows from the predicate of line 03, that receivedecHoO(k, v) from a set of more tharﬁ?Zﬁ distinct
processes, ang; receivedecHo(k, w) from a set of more tha#;* distinct processes. Moreover, it follows from
Item (c) of Lemma 1 that the intersection of these two set$aiong a non-faulty process. But, as it is non-faulty, this
process has sent the same mesgageo() to p; andp, (line 02). Hencem; = mo, which contradicts the initial
assumption.

The ND-validity follows from the fact that, to be ND-deliett, a message fromy has first to be UB-delivered,
which —as the network does not create messages— implieis tiagtbeen sent. O heorem 1

It is easy to see that this implementation uses two consecatimmunication steps ari(n?) underlying mes-
sages — 1 in the first communication step, andn — 1) in the second one). Moreover, the size of the control
information added to a messagdds, n (sender identity).

Remark Let us notice that replacing at line 04 “more tha* different processes” by(, — ¢) different processes”
leaves the algorithm correct. As— ¢ > 2+ (Item (a) of Lemma 1), it follows that using “more th&g* different
processes” provides a weaker ND-delivery condition, anmsequently a more efficient algorithm from message ND-
delivery point of view. As a simple numerical example, cdesingn = 21 andt = 2, we haven — ¢ = 19, which is
much greater than the required valiie(> "T“ =11.5).

3.2 The reliable broadcast abstraction

Reliable broadcast The RB-broadcast abstraction has been proposed by G. BfaEhét is proved in [6] that
t < n/3is an upper bound ohwhen one has to implement such an abstraction. RB-broapiaasties the processes
with the operation&®B_broadcast() andRB_deliver() defined by the following properties.

e RB-Validity. If a non-faulty process RB-delivers a messagen p,., thenp, invoked the operatioRB_broadcast().

e RB-Uniformity. If a non-faulty process RB-delivers a magsdromp; (possibly faulty) then all the non-faulty
processes eventually RB-deliver the same messageiffom

e RB-Termination. If the sender is non-faulty, all the nonifg processes eventually RB-deliver its message.

Let us observe that, from an abstraction level point of vighe, RB-uniformity property is strictly stronger than
the ND-no-duplicity property: not only two non-faulty pm&ses cannot RB-deliver different messages from a given
process, but it is no longer possible that one of them RB#dia message while the other does not. From a compu-
tational point of viewBZ_AS,, ,[RB] andBZ_AS,, .[0] have the same power.

An algorithm implementing RB-broadcast The algorithm presented in Figure 2, which assumesn/3, imple-
ments RB-broadcast. It is a simple variant of an algorithoppsed in [5]. It is presented here in an incremental way
from the previous ND-broadcast algorithm.

While the ND-broadcast algorithm of Figure 1 requires twousgdial communications steps (message ()
followed by message=scHO()), the implementation of RB-broadcast requires three qonse communications steps:
messagenIT (), followed by messagescHO(), followed by messageseADY().

The first five lines of the algorithm are similar to the corm@sging lines of the ND-broadcast algorithm. The only
difference lies in the lines 03-04, where the ND-deliverseiglaced by the UR-broadcast of the messageDY (4, v).

The aim of the last step of the algorithm (lines 06-11) is tsuga that all or none of the non-faulty processes RB-
deliver the messagesc(j, v) from p;. To that end, the RB-delivery predicate requires thatB-delivers(2¢ + 1)
copies ofREADY (j, v), which means at least + 1) copies from non-faulty processes (line 09).

Theorem 2. The algorithm described in Figurg implements the RB-broadcast abstraction in the system Imode
BZ_AS,, [t <n/3,UBJ.

Proof (See also [5].)
Claim 1. If two non-faulty processes UB-broadcast the ngssREADY(j, v) and READY(j, w), respectively, we
havev = w.



operation RB_broadcast MSG(v;) is
(01) UB_broadcast INIT (i, v;).

whenINIT (7, v) is UB_delivered do
(02) if (first UB_delivery ofiniT (j, —)) then UB_broadcast ECHO(4, v) end if.

when ECHO(j, v) is UB_delivered do

(03) if (ECHo(j, v) UB_delivered from more thaﬁ# different processes arrEADY (4, v) not yet UB_broadca}t
(04)  then UB_broadcast READY (j, v)

(05) end if.

when READY (7, v) is UB_delivered do

(06) if (READY(j,v) UB_delivered from(t + 1) different processes arREADY (j, v) not yet UB_broadcajt
(07)  then UB_broadcast READY(j, v)

(08) end if;

(09) if (READY(j,v) UB_delivered from(2t + 1) different processes anaisG(j, v) not yet UB_delivere}
(10)  then RB_deliver MSG(j, v)

(11) endif.

Figure 2: An algorithm implementing RB-broadcast( n/3) [5]

Proof of the claim. Lep; andp, be two non-faulty processes that UB-broadcast at line OdneesageREADY (5, v)
andrREADY (j,w), respectively. The claim follows then from the observativatp; andp; execute lines 01-05, which
implement the ND-broadcast where the UB-broadca&e#DY (j, —) replaces the NB-delivery ofisG(j, —)). Con-
sequently, as no two different messagess(j, —) can be ND-delivered in the ND-broadcast algorithm, it fako
that no two different messag&eADY(j,v) andREADY(j, w) can be UB-broadcast by the non-faulty procegses
andpy. Let us finally observe that a non-faulty process that UBadoastREADY(j, w) at line 07 has necessarily
UB-delivered a messageeADY (j, —) whose UB-broadcast originated at line 04, i.e., we neciygsave v = v such
thatREADY (4, v) was UB-broadcast at line 04. End of the proof of the claim.

Claim 2. If two non-faulty processes RB-delivesG(j, v) andMSG(j, w), respectively, them = w.

Proof of the claim. If a process RB-delivens (4, v), it has RB-delivere®EADY (j, v) from (2¢+1) processes, hence
from at least one non-faulty process. Similarly, if a pracB8-deliversvsG(j, w), it has RB-delivere®READY (j, w)

from at least one non-faulty process. It follows from Clainthat the non-faulty processes UB-broadcast the same
messag&EADY (j, —), from which we conclude that = w. End of the proof of the claim.

Claim 3. If a non-faulty process RB-delivevssG(j, v), then any non-faulty process RB-delivedsG(j, v).

Proof of the claim. If a non-faulty process RB-delivarsG(j, v), it has received the messageADY(j,v) from

(t + 1) non-faulty processes. It follows that every non-faultyqess receives at leagt+ 1) copies ofREADY (4, v)
and consequently every non-faulty process UB-broadeasi®y (j, v) at the latest at line 07 (if not previously done
at line 04). As there are at least— ¢ > 2t + 1 non-faulty processes, each non-faulty process eventreibives at
least2t + 1 copies ofREADY(j, v) and RB-deliversasc(j, v) (lines 09-11). End of the proof of the claim.

Claim 4. If a non-faulty process; RB-broadcasts1SG(v), then all the non-faulty process RB-delivesc(i, v).

Proof of the claim. If a non-faulty procegs RB-broadcastmsc(v), every non-faulty process receivesT (i, v),
UB-broadcastEcHO(i,v), and, asn — ¢ > 24, UB-broadcasREADY(i,v) (let us notice that, as < 2+, even

if they collude and UB-broadcast the same messagyeDY (i, w) wherew # v, the faulty processes cannot prevent
non-faulty processes from UB-broadcast®gaDyY (i, v)). Finally, asn — ¢ > 2t + 1, all the non-faulty processes

RB-delivermsG(i, v). End of the proof of the claim.

RB-termination follows from claim 4, while RB-uniformityoflows from claim 2. RB-validity is as in Theorem 1.
DTheorem, 2



As we have seen, this algorithm uses three consecutive coiation steps and(n?) underlying messages
(n — 1 in the first communication step, amdn — 1) in the second and third steps). Moreover, the size of therabnt
information added to a messagddg, n (sender identity).

Improvement This algorithm can be improved to be more efficient with respe asynchrony and message UB-
delivery order (i.e., to favor early RB-delivery). More pigely, we have the following.

e When a messagecHO(j, v) is UB-delivered, the following statement is added befane 03:
if (ECHo(j, v) UB_delivered from more thaﬁ% different processes areCHO(7, v) not yet UB_broadca$t

then UB_broadcast ECHO(%, v)
end if.

e WhenREADY(j,v) is UB-delivered, the following statement is added befane D6:
if (READY(j, v) UB_delivered from(¢ + 1) different processes aretHO(j, v) not yet UB_broadca}st

then UB_broadcast ECHO(%, v)
end if.

The fact that these twaif‘... end if” statements leave the algorithm correct follows from thkofeing obser-
vations. If the predicate of the first additional statementrue, it follows from Item (b) of Lemma 1 that at least
(t + 1) copies of the messagecHO(j, v) come from non-faulty processes (directly of forwarded tigto a path of
non-faulty-processes). Moreover, each of these processssarily UB-broadcastCHO(j, v) at line 02, or in the
additional statement (after having UB-delivered the mgssaHo(j, v) from more thar%“ different processes).

Similarly, if the predicate of the second additional stagairis true, it follows that at least one copy of the message
READY (j,v) comes from a non-faulty process (directly of forwarded tigfva path of non-faulty-processes). More-
over, each of these messages was necessarily UB-broadldtiast @4. Hence, there is a process that UB-delivered
ECHO(j, v) from more tharf%t processes, i.e., due to Item (b) of Lemma 1, from at I&astl) non-faulty processes.

3.3 The validated broadcast abstraction

Validated broadcast The VB-broadcast communication abstraction has beendanted in [21]. It is arall-to-all
communication abstraction designed to be used in the ingiiéetion of distributed agreement abstractions. VB-
broadcast integrates a notion of messeajelation, namely, assuming that each non-faulty process VB-braasiea
message, it requires that, for a message to be VB-delivésechntentv be validated; otherwise the default value

is VB-delivered instead of it. For a message with contetd be valid, a message with the same contehts to

be VB-broadcast by at least one non-faulty process. As noegsoknows if it is itself faulty or non-faulty (e.g., if a
process executes correctly its algorithm and then uneggiyctrashes, it is faulty), for a messageao be valid in the
presence of up tofaulty processes, messages with the same content need ®-beo¥dcast by “enough” processes,
where “enough” means “at leagt+ 1)”. As already indicated, if a message is not validated, tHawevalue L is
delivered instead of it.

VB-broadcast provides the processes with two operationstddVB_broadcast() andVB_deliver(). In a VB-
broadcast instance each non-faulty process invblBedroadcast() once, and VB-delivers at leagt — ¢) messages,
one from each non-faulty process and at most one from eadlly fanocess. The content of a message that is VB-
delivered can be a value that has been VB-broadcast or thealtielueL. VB-broadcast is defined by the following
properties.

e VB-Validity. As previously, this property relates the outp (VB-delivered messages) to the inputs (VB-
broadcast messages). It is made up of two sub-properties.

— VB-Justification. Lefp; be a non-faulty process that VB-delivers a messages the value VB-broadcast
by some (faulty or non-faulty) process. it # L, there is at least one non-faulty process that invoked
VB_broadcast MSG(m).

— VB-Obligation. If all the non-faulty processes VB_broasicthe same value, each non-faulty process
VB-deliversm = v from each non-faulty process.



e VB-Uniformity. If a non-faulty process VB-delivers a megsafrom p; (possibly faulty), all the non-faulty
processes eventually VB-deliver the same messagegrgmhich can be a validated nah-value or the default
value L).

e VB-Termination. Ifp; is non-faulty and VB-broadcast, all the non-faulty processes eventually VB-deliver
the same message’, wherem’ ism or L.

3.4 An algorithm implementing VB-broadcast

Assumingt < n/3, the algorithm presented in Figure 3 implements the aditd/B-broadcast abstraction. Let
us recall that all-to-all means here that all the non-fapitycesses are assumed to invok& broadcast(). This
means that a process VB-delivers at least ¢ messages. This implementation uses consecutively twor@&dbast
abstractions. It is made up of two parts.

operation VB_broadcast(v;)

(01) RB_broadcast INIT (i, v;);

(02) let rec; = multiset of valueRB_delivered to p;;

(03) waituntil (|rec;| > n —t);

(04) if (#equal(v;, rec;) > n — 2t) then auz; < “yes” elseauzx; <+ “no” end if;
(05) RB_broadcast VALID (4, aux;).

for 1 < 5 < n VB-delivery background task T[]

(06) wait until (VALID (j,2) andINIT (j,v) areRB_delivered from p;);
(07) if (z = “yes”) then wait (#equal(v,rec;) > n — 2t); d < v

(08) else wait(#differ(v,rec;) >t +1);d «+ L

(09) endif;

(10) VB_deliver(d) atp; as the value VB-broadcast lpy.

Figure 3: VB-broadcast on top of reliable broadcast (n/3, code ofp;)

e In the first part, a procesgs first invokesRB_broadcast INIT (i, v;) and waits until it has RB-delivered messages
from at leasth — t processes (lines 01-03). The values RB-delivered are depas a multiset denoteckc;.

Then, if valuev; has been RB-delivered from at least— 2t > ¢ + 1 processes (which means that it was
RB-broadcast by at least one non-faulty processyalidates it by assigning "yes” teuz;. Otherwisep; sets
aux; 1o “n0” at line 04 (in this casey; is not validated). Thery, issues a second RB-broadcast (line 05) to
disseminateuz; to all processes.

e The second part is made upoftasks, which execute in the background. The tB3K| is associated with the
VB-delivery of the message from;. It starts by the wait statement for both the valuBB-broadcast by
and the value: RB-broadcast also by; (= indicates the validation status attached toy its sendep,). Let
us remember that each time a message(—, w) is RB-delivered tg;, the corresponding value is added to
rec;, which means that, after the predicétec;| > n — ¢t has become true at line 03, the set; still keeps on
being updated when new messages () are RB-delivered tg;.

— If x ="yes”, asp; can be Byzantiney has not necessarily been validated by a non-faulty pro¢tssce,
p; has to check it. To that eng, waits until the predicatétequal(v, rec;) > n—2t becomes true (line 07).
When this predicate becomes true (if ever it does), it follbwm n — 2¢ > ¢ + 1 that#equal(v, rec;) >
t + 1. If this occursp is VB-delivered top; as being the value VB-broadcast by.

— Similarly, if x =“no”, p; waits untilrec; contains more thahoccurrences of values different from(the
value RB-delivered fromp;), which means that at least one non-faulty process did ristatav. When
this occurs (if ever it does, line 08); VB-delivers_L as the value VB-broadcast by.

It is possible that the waiting predicate used at line O7r@ 08 never becomes satisfied. When this occurs, the
corresponding sender procgsss necessarily a faulty process. The waiting condition beepalways satisfied
whenp; is a non-faulty process, and can become satisfied for sortig &mndersp,.
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As two instances of RB-broadcast are used, the algorithminesp x 3 = 6 communication steps, and as VB-
broadcast is an all-to-all abstraction, the algorithm usesO(n?) messages.

Theorem 3. The algorithm described in Figui2implements the validated broadcast abstraction in thessgshodel
BZ_AS,, [t <n/3,RB.

Proof Proof of the VB-Termination property. This property states, if a procesg; is non-faulty and VB-broadcast
m, then all the non-faulty processes eventually VB-deliber $ame message’ from p;, wherem’ ism or L.

As there are at least— ¢ non-faulty processes, and each non-faulty process VBdoasds a value, we eventually
have|rec;| > n — ¢ at every non-faulty process;. Hence, no non-faulty process blocks forever at line 03. It
consequently RB-broadcasts a messagep () at line 05. We now consider two cases.

e The non-faulty process; RB-broadcastsALID (i,“yes”). It follows from line 07 that (a)l = v; (the value VB-
broadcast by,), and (b)rec; contains at least — 2t copies ofv = v, i.e.,p; has RB-delivered messagesT
(—,v) from n — 2¢ different processes. Due to the RB-Uniformity of RB-broasi¢c each non-faulty process
p; eventually RB-delivers both these— 2¢t messagesnIT (—,v), and the messageLiD (i,“yes”) from p;. It
follows thatp; eventually VB-delivers) = v; at line 07.

e The non-faulty procesp; RB-broadcasts/ALID (7,“n0”). It follows from the termination property of RB-
broadcast that each non-faulty procgssRB-deliversvALID (¢,“no”) from p;. Moreover, it follows from the
test line 04 that, ip; RB-broadcasvaLID (z,“n0”), that, among thex — ¢ values inrec;, less them — 2t values
are equal ta;, i.e. more thant values are different fromr;. Hence due to the RB-Uniformity property of
RB-broadcast, every non-faulty procgsseventually RB-delivers at least+ 1 values different fromy;, and
consequently VB-delivers at line 08.

Proof of the VB-Uniformity property. This property statdmt, if a non-faulty procesg; VB-delivers a message
from p; —possibly faulty—, then all the non-faulty processes asaliyt VB-deliver the same message fram

Let p; be a non-faulty process that VB-delivers a vallieom p;. This means thas; has previously RB-delivered
a messageNIT (j,v) and a messageaLID (j,x) from p; at the latest in its delivery task;[j]. The proof of this
property is very similar to the previous one.

It follows thatp; has RB-delivered (1) a messag&.ID (j, z) and a messageliT (4, v) fromp;, and (2) a multiset
rec; of values that satisfies some property (depending on theadli). As p; is non-faulty, it follows from the RB-
Uniformity property of RB-broadcast, that every non-fgyfrocess;, eventually RB-delivers (1) botlaLID (7, z)
andINIT (j,v), and (2) a multisetec;, of values such that eventuallyc, = rec;. As the valuer RB-delivered top;
andpy is the same, it follows from the waiting condition (used aeli07 or line 08, according to the valuexfthat
pi eventually VB-delivers at line 10 the same valliasp;.

Proof of the VB-Obligation property. This property stathattif all the non-faulty process VB-broadcast the same
valuev, each of them VB-delivers as the value VB-broadcast by each of them.

As each non-faulty procegs VB-broadcasts the value, it follows that it RB-broadcastsuiT (j,v) (line 05).
Consequently this valueeventually appears at legst— 2t) times in the multisetec; of every non-faulty procegs.
Hence, each non-faulty processVB-broadcasts the messageLID (z,"yes”) and (from the RB-termination prop-
erty) each non-faulty procegs RB-delivers the messageLiD (i,"yes”). Consequently, each non-faulty procegs
executes the task;[¢] with respect to each non-faulty proceggand possibly also with respect to faulty processes).
The waiting predicate of line 07 is then eventually satiséieg),, and this is true for value only. When this occurs,
each non-faulty procegs. VB-deliversv as the value VB-broadcast by the non-faulty progess

Proof of the VB-Justification property. This property statkat, if the VB-delivered value: is such thatn # L,
there is at least one non-faulty process that invokBdbroadcast MSG(m).

If m # L is VB-delivered by a non-faulty procegs as the value VB-broadcast lpy, this value appears at least
(n — 2t) times inrec; (waiting predicate of line 07). As — 2t > t + 1, it follows that at least one non-faulty process
has VB-broadcast. OTheorem 3
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3.5 Comparing the broadcast abstractions

Table 1 compares the costs of the three previous broadcastaetions. Considering one broadcast instance, the
second column indicates the broadcast tyipto¢n or n-to-n). The third column indicates the number of (sequential)
communication steps required by the corresponding algust The fourth column presents the size of the additional
control information that each message has to carrylfifen comes from the fact that the identity of the process that
broadcasts a message has to be sent together with it whearétadvby another process). The fifth column indicates
the number of implementation messages used by the cormisigoalgorithms. Finally, the last column states the
constraint ort required to implement the corresponding abstractiofifh AS,, .[0].

broadcast| z-to-y type | # comm. steps| message size # msgs | constraint ornt
uB 1-to-n 1 constant n—1 n>t
ND 1-to-n 2 log, n O(n?) n > 3t
RB 1-to-n 3 log, n. O(n?) n > 3t
VB n-to-n 6 log, n n x O(n?) n > 3t

Table 1: Cost and constraint on the different broadcastadigins

4 Intrusion-Tolerant Byzantine Consensus and Underlying Enriched Mbdel

4.1 Byzantine consensus

Byzantine consensus The consensus problem has been informally stated in theduttion. Assuming that at least
each non-faulty process proposes a value, each of them ldecide on a value in such a way that the following
properties are satisfied.

e C-Termination. Every non-faulty process eventually desidn a value.
e C-Agreement. No two non-faulty processes decide on difteralues.
e C-Obligation (validity). If all the non-faulty processesopose the same valug thenv is decided.

Intrusion-tolerant Byzantine (ITB) consensus In Byzantine consensus, if not all the non-faulty procegsepose

the same value, any value can be decided. As indicated imtheduction, we are interested here in a more con-
strained version of the consensus problem in which a valoiegsed only by faulty processes cannot be decided. This
consensus problem instance is defined by the C-Terminaligkgreement and C-Obligation properties stated above
plus the following C-Non-intrusion property (which is a igity property).

e C-Non-intrusion (validity). A decided value is a value pospd by a non-faulty process ot

The fact that no value proposed only by faulty processes eatebided gives its name (naméhrusion-toleranj to
that consensus problem instance.

Binary consensus The consensus lsinary when only two values (e.g0,and1) can be proposed. When more than
two values can be proposed, consensumufivalued

Interestingly, the fact that onligvo values can be proposed to a binary Byzantine consensus,iretnith the
C-obligation property, provides the binary consensus lprabwith the following interesting property (which is no
longer true for multivalued consensus).

Property 1. The binary Byzantine consensus problem is such t@adbligation = C-non-intrusionA (L is never
decided).
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4.2 Enriched model for multivalued ITB consensus

Additional power is required It is well-known that Byzantine consensus cannot be solvedn# < n/3 in syn-
chronous systems [17, 23]. Moreover, consensus cannot\esa asynchronous systems as soon as even only one
process may crash [13], which means that Byzantine conseasunot be solved either as soon as one process can be
faulty. Said another way, additional computational povgeneéeded if one wants to solve Byzantine consensus in an
asynchronous system.

Such an additional power can be obtained by randomizatian, (g, 11, 15, 24, 30]), failure detectors (e.qg.,
[14, 16, 20]), additional synchrony assumptions (e.g., 1), or even the assumption that there is a binary consensu
algorithm that is given for free by the underlying systeng (g7, 11, 22, 28, 31]).

Enriched model for multivalued ITB consensus In the following, BBC denotes any algorithm that solves the
Byzantine binary consensus problem. (Such algorithms eseribed in [5, 11, 15, 30]. A novel BBC algorithm
based on the VB-broadcast abstraction is presented inoBesjti Let3Z_AS,, ,[XX, BBC] denote the system model
BZ_AS,, +[0] enriched with BBC (which adds computational power) and tfemticast abstraction XX (which pro-
vides a higher abstraction level than send/receive).

As announced in the Introduction, the aim is to design a gemeultivalued ITB consensus algorithm on top of
BZ_AS, [XX,BBC].

5 Generic Consensus Based on tHéB or ND-Broadcast Abstractions

This section presents a generic multivalued ITB consenlgasitom that can be instantiated with UB-broadcast or
ND-broadcast. It uses two rounds for each process to conapeaiie it proposes to the underlying binary consensus.
The instantiation based on UB-broadcast requires 5¢, while the one based on ND-broadcast requires 4t¢.

5.1 Principles and description of the algorithm

The generic algorithm is presented in Figure 4. A processkespropose(v;) wherev; is the value it proposes to the
consensus. It terminates when it executes the statersimn() (line 14), which supplies it with the decided value.
(In order to prevent confusion, the operation of the undeglyinary consensus is denoteid_propose().)

operation propose(v; )

(01) XX_broadcast EST1(v;);

(02) wait until (EsTL(—) messageXX_delivered from (n — t) processes

(03) letrecl; = multiset of valuesXX_delivered and carried bysTl messages;
(04) if (v : #equal(v,recl;) > n — 2t) then auzx; < v elseaux; < L end if;
(05) XX_broadcast EST2(aux;);

(06) wait until (EST2(—) messageXX_delivered from (n — t) processes

(07) letrec2; = multiset of valuesXX_delivered and carried byeST2 messages;
(08) if (Jv # L : #equal(v,rec2;) > n — 2t) thenbp; « 1 elsebp; <+ 0 end if;
(09) if (Jv # L :v € rec2;) then letv = most frequent nonk value inrec2;;

(20) TeS; < v
(11) else res; + L
(12) endif;

(13) b_dec; < bin_propose(bp;); % underlying BBC algorithm %
(14) if (b_dec; = 1) thenreturn(res;) elsereturn(L) end if.

Figure 4: Generic algorithm for intrusion-tolerant Byzaetmultivalued consensus algorithm

In order to reduce the Byzantine consensus problem to i&rpicounterpart to benefit from BBC, the processes
first exchange the values they propose. If a process sees\vhktev has been proposed “enough” times, it propdses
to BBC, otherwise it proposés Then, if1 is decided from BBC, the non-faulty processes decide thgevathat has
been proposed “enough” times, otherwise they dedidénes 09-14). For this to work, If a procegsproposed to
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the underlying BBC algorithm because it has seen enouglesabia value, it must be sure that any other non-faulty
proceswp; will be able to decidey even if it has propose@ito BBC (because it has not seen enough copieg.of

This issue is solved by two asynchronous rounds executentébafvoking the underlying BBC algorithm (lines
01-12). The messages of the first round and the second roandgged=sTl andesT2, respectively. Interestingly,
we will state below two propertieBR1 and PR2 that are the same as the properties used in [20, 25] to sohgz=nosus
on top of an asynchronous system enriched with any of Chaardidoueg’s failure detectors [10].

It is important to remark that, at the abstraction level & tonsensus algorithm, a message carries only a tag
(EsT1 oresT2) and a proposed value ar. Hence, considering that proposed values have constatlsezsize of the
messages used by the algorithn@i§l) (no message is required to carry array-like data structuhese size would
depend om).

5.2 First additional round

The aim of this round (lines 01-04) is to direct each proggde define a “new” proposed valua.x; in such a way
that the valuesux; of the non-faulty processes satisfy the following propékismma 2):

PR1= [Vi,j € C: ((aux; # L) A (auz; # 1)) =
(auz; = aux; = v) A (v has been proposed by a non-faulty pro¢]ass

Hence this round replaces (for the non-faulty processesdhof values they propose by a non-empty set including
at most two values (namely, a valug@roposed by a non-faulty process ahyl

From an operational point of view, this is obtained as foBowhe processes first exchange (with the help of the
underlying broadcast facility) the values they proposee@i01-02). The values deliveredpatare kept in the multiset
recl;. Then, if there is a value in recl; such that#equal(v, recl;) > n — 2t, v is assigned taux,. Otherwise
aur; = L.

5.3 Second additional round

The aim of the second round (lines 05-12) is to establish aHevfing property denoted’R2 (Lemma 3) in order
the result of the underlying BBC algorithm can be safely eitptl as described previously (lines 13-14). The local
variablebp; contains the value proposed pyto the underlying BBC algorithm, anes; contains the non- value
that any non-faulty procesgs will decide if the default valuel is not decided.

PR2=[(FieC:bp;=1)= (Vj €C:res; =res; =v # 1)].

Operationally, this is obtained as follows. With the helptleé underlying broadcast abstraction the non-faulty
processes exchange the values of their; variables. The values deliverediatare saved in the multisetc2;. (This
multiset containg: — ¢ values, and, due t&R1, those can be_, a non-L valuev proposed by a non-faulty process,
and at most arbitrary values sent by faulty processes.)

If there is a noni valuewv such that#equal(v, rec2;) > n — 2t, p; proposedp; = 1 to the binary consensus
BBC. Otherwisep; has not seen enough copies of a valug | and consequently proposks, = 0. In all cases,

p; definesres; as the most frequent nah-value it has received. As the proof of Lemma 3 will show, if aaffaulty
procesy; invokesbin_propose(1), each non-faulty process will have the same dowalue in its local variablees; .

5.4 Proof of the algorithm

Let us recall that denotes the set of processes that are non-faulty in thedwmresi execution.
Lemma 2. PR1 holds in both system modelkZ_AS,, ,[t < n/5,UB]andBZ_AS,, ,[t < n/4,ND].

Proof Letp; andp; be two non-faulty processes such that; = v # L. We consider separately each case stated in
the lemma assumption.
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e Case 1t < n/5 and the non-faulty processes use the UB-broadcast alisiract

As aux; = v # L, it follows that#equal(v, recl;) > n— 2t (line 04). Hence, due to the UB-broadcast, among
then — t messages it has UB-delivered (from different processé®aatn — 2t areesTl(v). As at mostt
processes are faulty, it follows that at least 3¢ non-faulty processes have UB-broadcast a messaghv).
Consequently, at most— (n — 3t) = 3t processes may sendl+# v to p;. As 3t < n — 2t, p; never assigns

to aux;.

Finally, the proof that has been proposed by a non-faulty process follows from teerohtion that has been
sent by at least — 2¢ > ¢ non-faulty processes.

e Case 2t < n/4 and the non-faulty processes use the ND-broadcast.

In that casep; has ND-delivered at leagi — 2¢t) messagegsTl(v), from different processes, ang has
ND-delivered at least — 2t messagessTl(w) from different processes. As > 4t, it follows that there is a
proces®, such thap, has ND-delivere&sTtl(v) from p,, andp; has ND-delivere@&sTl(w) from p,. But, be
p. faulty or non-faulty, this is impossible due to the ND-defil property (if a non-faulty process ND-delivers
a value from a procegs,, any other non-faulty process either ND-delivers the saaheevfromp, or does not
ND-deliver a message fropy,). It follows that we haver = w.

Finally, similarly to the previous case, the proof thidias been proposed by a non-faulty process follows from
the observation that has been ND-broadcast by at least 2¢ > ¢ non-faulty processes.

| Lemma 2

Lemma 3. PR2 holds in both system moddkZ_.AS,, ,[t < n/5,UB]andBZ_AS,, ;[t < n/4,ND].

Proof Letp; be a process such thiat; = 1. It follows from lines 06-08 that the multisetc2; containsn — t values
(including 1). From line 08 we also havéhp; = 1) = (Jv # L : #equal(v,rec2;) > n — 2t), from which
we conclude thap; has delivered at least — 2t messagessT2(v). Moreover, due to Lemma 2, the values sent by
non-faulty processes are onhor L. Let us consider separately each case stated in the lemomatisn.

e Case 1t < n/5 and the non-faulty processes use UB-broadcast.

As there are at mogtfaulty processes, at mosimessage&sT2(v) UB-delivered byp; are from faulty pro-
cesses. Consequently, at least- 3¢ non-faulty processes have UB-broadcast2(v) to p;. As p; waits
for n — t messages, it can miss at moshessagegsT2(v) from non-faulty processes (this is because, in the
worst case, the messages missed by are from non-faulty processes that UB-broad@st2(v)). Con-
sequently,p; UB-delivers at leask — 4t message€sT2(v) from non-faulty processes. As > 5t, we
have#equal(v,rec2;) > n — 4t > t + 1. Let us finally notice that, as at mosiprocesses are faulty,
UB-delivers at most messagegsT2(—) carrying values different frona and L. HenceYw # L we have
#equal(v,rec2;) > t > #equal(w, rec2;), which proves the lemma.

e Case 2¢ < n/4 and the non-faulty processes use ND-broadcast.

In that case, due to ND-broadcast, no two non-faulty praesan ND-deliver different values from the same
faulty process. The worst case is then whent(pjocesses are faulty and ND-broadcast the same valde
{v, L}, and (b)p; ND-delivers these¢ messagegsT2(w). We trivially havet > #equal(w,rec2;). On
another side, agequal(v,rec2;) > n — 2t > 2t 4+ 1, andp; misses at most messagegsT2(v), we have
#equal(v,rec2;) > t + 1. Hence, we havetequal(v, rec2;) > t > #equal(w,rec2;), which concludes the
proof of the lemma.

ULemma 3

Theorem 4. The algorithm described in Figueesolves théTB multivalued consensus problem in b&8_AS,, ;[t <
n/5,UB,BBC| andBZ_AS,, ;[t < n/4,ND,BBC].

Proof Proof of the C-Termination property (every non-faulty pges decides). As at masprocesses are faulty, no
non-faulty process blocks forever at line 02 or line 06. Hynaue to the C-termination property of the underlying
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binary consensus algorithm BBC, every non-faulty processdes.

Proof of the C-Agreement property (no two non-faulty preessdecide differently). If BBC returrts all the non-
faulty processes decide, and C-Agreement trivially follows. Hence, let us consitlesit BBC returnsl. It then
follows from Property 1 of BBC that there is a non-faulty peesp; such thabp; = 1. Hence, due to Lemma 3, any
non-faulty procesg; is such thates; = v, and all the non-faulty processes decide

Proof of the C-Obligation property (if all the non-faultyquesses propose the same value, that value is decided).
Let us assume that all the non-faulty processes propose vallLet p; be any non-faulty process. We then have
#equal(v,recl;) > n — 2t at each non-faulty procegs, and consequently each of the (at least) ¢ non-faulty
process sendss12(v) (line 05). So, each non-faulty process delivers at least2t of these messages and we have
#equal(v, rec2;) > n — 2t. Hence, any non-faulty; is such thabp; = 1 and setses; to v. Due to the C-obligation
property of the underlying BBC algorithm, valiies decided, and consequently all the non-faulty processeisie.

Proof of the C-Non-intrusion property (a nanvalue proposed only by faulty processes cannot be decidéd).
non-L value is decided, it follows from Property 1 of the undertyilBBC that a non-faulty procegs has proposed
1. Hence, we havép; = 1, and consequentlfequal(v, rec2;) > n — 2t. As there are at mostfaulty processes, it
follows that non-faulty processes have broadess?(v), which in turn implies that, — 2¢ processes have broadcast
EST1(v), i.e., at leaskh — 3t > ¢ + 1 processes have broadcasitl(v), from which we finally conclude that has
been proposed by non-faulty processes. OTheorem 4

6 A Consensus Algorithm Based on th&B-Broadcast Abstraction

This section presents an intrusion-tolerant Byzantinesensus algorithm based on the VB-broadcast abstractios. Th
algorithm requires$ < n/3 and has consequently an optimal resilience. It requiresglesiound (instead of two as in
Figure 4). As itis based on VB-broadcast, this round regwie communication steps.

Principles and description of the algorithm The algorithm is presented in Figure 5. After it has VB-brcast its
value, a process; waits foresT() messages from—t processes and deposits the corresponding values in thisetult
rec;. Then,p; checks if (1) (in addition tal) it has VB-delivered exactly one nah-valuev, and (2) that value has
been VB-broadcast by at least— 2t processes (line 04). If there is such a valpgproposesl to the underlying
binary consensus, otherwise it propogdine 05).

Finally, p; decidesL if the underlying binary consensus BBC retuth@ines 11). Differently, ifl is returnedp;
waits until it has VB-deliveredn — 2t) message&sT() carrying the very same value(line 09) and then decides
that value (line 10). Let us notice that, among thése- 2t) messages, some have been already VB-delivered at
line 02. The important point is (as shown in the proof) that tiet effect of (a) the VB-broadcast, (b) the predicate
used at line 04, and (c) the predicate used in the wait statieatdéine 09, ensures that if a non-faulty process invokes
bin_propose(1), then all the non-faulty processes eventually VB-deliser— 2t) times the very same valueand
decide it.

On the predicate “rec; contains a single non-valu€ used at line 04 The aim of this predicate is to ensure that, if
bp; = bp; = 1 (wherep; andp; are two non-faulty processes), then the multisets andrec; contain only instances
of the very same value (plus possibly instances df).

To motivate this predicate, let us consider that the preédicd line 04 is restricted to its first part, namely,
“Jo : Fequal(v,rec;) > n — 2t". Assumingn = 10 andt = 3, let us consider the case where, at line 01,
four processes VB-broadcast the messagEv), while six processes VB-broadcast the messgEw). Moreover,
let us consider the following execution:

e On the one sidep; VB-deliversn — ¢ = 7 message&sT(), four that carryv and three that carrw. As
#equal(v,rec;) = 4 > n — 2t = 4, the restricted predicate is satisfied forand consequently; assignsl to

bpi .
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e On the other sidep; VB-deliversn — ¢ = 7 message&sT(), four that carryw and three that carry. As
#equal(w, rec;) = 4 > n — 2t = 4, the restricted predicate is satisfied forand consequently; assignsl to
It follows that we havép; = bp; = 1 (p; andp; being non-faulty processes), whitgs the value that will be decided

by p; if the underlying BBC algorithm returni and the value decided by will be w # v. Itis easy to see that the
second part of predicate of line 04 prevents this bad saefrarn occurring.

operation propose(v; )

(01) VB_broadcast EST(v;);

(02) wait until (EST(—) message¥B_delivered from (n — t) processes

(03) letrec; = multiset of the values such thaEsT(v) is VB_delivered to p;;

(04) if (3v # L : #equal(v,rec;) > n — 2t) A (rec; contains a single nod- value)
(05) then bp; + 1 elsebp; + 0

(06) endif;

(07) b_dec; < bin_propose(bp;); % underlying BBC consensus %

(08) if (b_dec; =1)

(09)  thenwait until (3v # L such thaEsT(v) VB_delivered from (n — 2t) processes

(10) return(v)
(11)  else return(L)
(12) endif.

Figure 5: Intrusion-tolerant Byzantine consensus algoribased on VB-broadcast£ n/3)

Theorem 5. The algorithm described in Figure solves thd TB multivalued consensus problem in the system model
BZ_AS,, [t <n/3,VB,BBC].

Proof Proof of the C-Termination property (every non-faulty pess decides). If the underlying BBC algorithm re-
turns0, termination is trivial. Hence, let us consider thas returned. Due to Property 1 of BBC, there is a non-faulty
proces; such thabp; = 1, which in turn implies that, at line 02, has received at leagt — 2t) messagessT(v).
Due to the VB-Uniformity property of VB-broadcast, any nfauity process eventually VB-delivers thege — 2t)
messagessT(v). Hence, no non-faulty proceps blocks forever at line 09, which concludes the proof of thenie
nation property.

Proof the C-Agreement property (no two non-faulty procestexide differently). The proof is similar to the previous
one. If BBC returnd), agreement is trivial. If is returned, it follows frorm — 2t > ¢ and the fact that —at any non-
faulty proces,— there is nav # v such thatw € rec; (second predicate of line 04), that the vatuthe processes
are waiting for at line 09 is unique, which completes the pajdhe agreement property.

Proof of the C-Obligation property (if all the non-faultyquesses propose the same value, that value is decided). If
all the non-faulty processes propose the same valiiefollows from the VB-Obligation property that is neces-
sarily validated, and from the VB-Termination propertytthfi the non-faulty processes VB-deliver at least— 2t)
messagessT(v). Moreover, as, — 2t > t, there is a single such value Due to VB-Justification property, a value
VB-broadcast only by faulty processes cannot be validatetcansequently no non-faulty process can VB-deliver
it. This means that only, L or nothing at all can be VB-delivered from a faulty processfollows that, at each
non-faulty process;, the predicate of line 04 is satisfied andproposedp; = 1. Due to the C-Obligation property

of BBC, they all decidd and consequently decide the same proposed value

Proof of the C-Non-intrusion property (a nanvalue proposed only by faulty processes cannot be decidéd).
valuew is proposed only by faulty processes, it follows from the Vigstification property that no non-faulty process
p; VB-delivers it. If the underlying BBC algorithm returfis w is not decided. If BBC returns, we have seen in the
proof of the C-Agreement property that the processes decid#duev such that at leagtn — 2¢t) messagessT(v)
have been VB-delivered. As — 2t > t, it follows thatw cannot be decided. OTheorem 5
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7 Discussion

7.1 Aninteresting property of the previous ITB consensus algrithms

Let v be the value most proposed by the non-faulty processes/éfalevalues are equally most proposeds any of
them), and le##(v) be the number of non-faulty processes that propose it. Tééaqrs algorithms have the following
noteworthy property. (This follows from Lemma 2, Lemma 3 didorem 4 for the ITB instances obtained from the
generic algorithm described in Figure 4, and from Theorewr 3te VB-based algorithm described in Figure 5.)

o If #(v) > n — t, thenv is always decided by the non-faulty processes (let us obghat, in that case, there is
a single most proposed value).
o If #(v) < n — 2t,thenL is always decided by the non-faulty processes.

o If n— 2t < #(v) < n —t, then which value« or L) is decided by the non-faulty processes depends on both
the behavior of Byzantine processes and the asynchrorsrpatt

n—2t—1

t

t+1

deterministic:
1 is decided

non-deterministic:
1 orvis decided

vis

deterministic:

decided

!

|_n—2t

1<#v)<n—2t

[ n—t

n]

T

n—t<#w)<n

n—2t <#v)<n-—t
Figure 6: Deterministic vs non-deterministic scenarios

Let us consider an omniscient observer that would know waietthe proposed values proposed by the non-faulty
processes. In the first and the second cases, this omnistisatver can compute the result in a deterministic way.
Differently, it cannot in the last case. The value that isidied depends then on the behavior of Byzantine processes
(that can favor the most proposed value, or entdil@ecision). These different possibilities are depicted iguife 6.

As we have seen, a value proposed only by Byzantine procisssesessarily proposed by less tl{en- 2t) processes
and, consequently, cannot be decided.

7.2 Comparing the previous signature-free multivalued ITB dgorithms

Table 2 presents a summary of the cost and the constrainassociated with the previous signature-free ITB multi-
valued consensus algorithms. As they all use the same yimeBCC algorithm, the comparison does not take this
algorithm into account.

It is easy to see that, due the weaker constraint,dhe algorithm of Figure 5 instantiated with VB-broadcast
outperforms the generic algorithm of Figure 4 instantiatéti ND-broadcast. On another side, in a system where the
number of Byzantine processes remains small (i.e:,n/5), the generic algorithm instantiated UB-broadcast is the
most efficient.

Consensus algorithm # communication message size # msgs constraint
instantiated with steps at send/receive leve| at send/receive level ont
Generic algorithm with UB 1x2 constant O(n?) n > 5t
Generic algorithm with ND 2% 2 log, n O(n?) n > 4t
Specific algorithm based on VB 1x6 log, n O(n®) n > 3t

Table 2: Cost of the ITB consensus algorithms
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8 A RandomizedVB-Based Byzantine Binary Consensus Algorithm

This section presents a particularly simple randomizedaBtine binary consensus algorithm (that can be used as the
underlying BBC algorithm on which rely the multivalued Bytime consensus algorithms previously described). The
additional power needed to solve consensus is given herarfdom coins. This algorithm, which is optimal from a
resilience point of view#(< n/3), is based on the validated broadcast abstraction. Mooiselg, each round requires
one VB-broadcast instance.

When looking at Byzantine consensus algorithms that arenapfrom a resilience point of view (i.e., algorithms
able to cope with up td(rn — 1)/3] faulty processes), the best consensus algorithm we areaf/aas rounds made
up of three communication steps [8]. Moreover, this al¢poniis based on signatures (public key cryptography). As
far as signature-free algorithms are concerned, the b&ierese-optimal algorithm we are aware of, that uses obntr
information whose size is onl@(log, n), is the one described in [30], which requires five commuiocasteps per
round. The algorithm presented in Figure 7 is signature-éred requires only six communication steps per round.

8.1 Randomized model

Common coin  The asynchronous system is equipped witoenmon coiras defined by Rabin [24], and improved
in [8] in order to get rid of the trusted dealer. Such an oragldenoted CC. The corresponding enriched —from a
computational power point of view— system model is consetiyelenoted3Z_.AS,, [t < n/3,CC]. A common
coin can be seen as a global entity that delivers a sequeneaddm bitd,, bo, ..., b., ... to processes (each Ibit
has the valu® or 1, with probability1/2).

More precisely, this oracle provides the processes withraifire denotedrandom() that returns a bit each time
it is called by a process. In addition to being random, thisas the following global property: theh invocation of
random() by any non-faulty process; returns it the bit,.. This means that theth invocations ofrandom() by any
pair of non-faulty processegs andp; return themb,., whatever the times at which each of these invocations otdar
important to notice that the network has no access to the @omuoin, which corresponds to tleblivious scheduler
model [2]. (The reader interested in the implementation @drmmon coin can consult [2, 8].)

On randomized consensus When using additional computing power provided by randonmgothe consensus
termination property can no longer be deterministRandomized consensissdefined by C-Validity (Obligation),
C-Agreement, plus the following termination property [4]:2Every non-faulty process decides with probability
For round-based algorithms, this termination propertylmane-stated as follows:

For any non-faulty procegs: lim,_, ;. (Probability[p; decides by round]) = 1.

8.2 The algorithm

Underlying principles and description of the algorithm In the algorithm described in Figure 7, a process
invokes the functiorbin_propose(v;) wherew; is the value it proposes. It decides when it executes theratait
decide(v) (line 08). The design of this algorithm is close to an aldoritproposed in [15]. Its fundamental difference
is that it is resilience-optimak (< n/3), while the one described in [15] requires n/5.

The local variablesst; of a proces; keeps its current estimate of the decision value (initjally; = v;). The
processes proceed by consecutive asynchronous rounds.tfilapairr;, est;) of a non-faulty process; describes its
current stater(; is p;’s current round number). The first part of the algorithme&®1-04) is devoted to communication
occurring during a round. The second part (lines 05-10) dsfthe management of the local estimatg and the
decision rule. There is one VB-broadcast instance per rodrddistinguish the messagesT() associated with
different VB-broadcast instances, these messages areddggtheir round number, namebsTr](v) denotes a
roundr message carrying the value More precisely, we have the following.

e At every roundr;, each non-faulty procegs VB-broadcast&sTr;](est;), and waits until it has VB-delivered
EST[r;](—) from at leastr — ¢ processes (lines 02-04).

e In the second parp; first computes the random numhbeassociated with the current round(line 05). Then,
p; checks if (a) it has received a nanvaluewv from at leastn — 2¢ different processes, and (b)is the only
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non-L value inrec; (predicate at line 06). If this predicate holgs,adoptsv as new estimate (line 07) and
decides the random valudf v = s (line 08). If the predicate is fals@; updates its estimatsst; to the random
values. In all casesp; starts a new asynchronous round.

The statemendecide() allows the invoking process to decide but does not stop gswion. Hence, a process
executes rounds forever. This facilitates the descripticthe algorithm. Using techniques such as the one developed
in [15] allows a process to both decide and stop.

Remark It is possible to add the following test after line 04:

if (Jv : #equal(v,rec;) > n — t) then decide(v) end if.
This allows the algorithm to always terminate in a singlengwhatever the value of the common coin when no pro-
cess commits Byzantine failure and all processes propesssatime value. (This scenario is likely to happen in actual
executions.)

operation bin_propose(v; )

est; < vy < 0;

repeat forever

©01) ri<ri+1;

(02) VB_broadcast EST[r;](est;);

(03) letrec; = multiset of valuewst such thaesT[r;](est) has beeVB_delivered to p;;
(04) waituntil (Jrec;| > n —t);

(05) s; < random();

(06) if (Fv # L : #equal(v,rec;) > n — 2t) A (rec; contains a single nod- value)
07) thenest; + v;

(08) if (v = s) A (p; has not yet decidedhen decide(v) end if
(09) else est; < s

(10) endif

end repeat

Figure 7: A binary Byzantine consensus algorithm based orbxdcast( < n/3)

8.3 Proof

Lemma 4. Letn > 3t. Consider the situation where, at the beginning of a roundll the non-faulty processes have
the same estimate valwe These processes will never change their estimates, therea

Proof As all the non-faulty processes VB-broadcast the same vafiehe beginning of round (line 02), it follows
from the VB-obligation property of VB-broadcast, that thdyovalues that can be VB-delivered aréVB-broadcast
by each of them and possibly from Byzantine processes)la(fdom Byzantine processes). Moreover, as each non-
faulty proces; waits forn — ¢t messages (line 04), it will VB-deliver at least- 2t valuesv; asn > 3t, at mostt of
them can be VB-broadcast by Byzantine processes (due toBhealidity property, a valuev £ v VB-broadcast by a
Byzantine process; cannot be validated, and consequentlpr no value at all is VB-delivered from such a process
p;). Hence, the predicate of line 06 is satisfied, ansetsest; to v (line 07), which concludes the proof of the lemma.
IjLemma 4

Let COND(v, i) be the predicate that processtests at line 06.

Lemma 5. Letn > 3t. If two non-faulty processes andp, are such that bottCOND (v, i) and COND(w, j) hold
at roundr, thenv = w.

Proof By the VB-Uniformity property of VB-broadcast, no two noatflty processes VB-deliver different values from
the same process. Hence (iOND (v, ) holds for some non-faulty procegs, no other non-faulty procegs can
VB-deliver a valuew # v from the set of n — t) processes whose VB-broadcasts built the-set. Consequently, if
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p; VB-delivers a valuev # v, the number of occurrences ofis necessarily at most< n — 2¢, and consequently
COND(w, 7) cannot be satisfied. ULemma 5

Lemma 6. Letn > 3t. If all the non-faulty processes propose the same vajdleen no value’ # v can be decided.

Proof This lemma is an immediate consequence of Lemma 4. As athatds of the non-faulty processes remain
equal tov, it follows from line 08 that no value’ # v can be returned by a non-faulty process. OLemma 6

Lemma 7. No two non-faulty processes decide different values.

Proof Letr be the first round during which non-faulty processes dedidsvo processep; andp; decide at round
r, they decide at line 08 the valyecomputed by the common coin for that round. Moreover, bede®ding during
roundr, a process updated its estimate to the decided valtience, all processes that decide during roudécide
the same value, and have their estimates equal to the decided value.

Let us now consider the case of a a procegsesr which, during round-, (a) the predicate of line 06 is satisfied
(i.e., COND(w, z) is true), (b) while the decision predicate at line 08 is nat.tihe predicate of line 06 is satisfied for
bothp,, and any process; that decides at line 08 (i.e., bothOND (w, z) and COND (i, v) are true), it follows from
Lemma 5 thatv = v, which means that it is not possible that the decision pegdiofp, be false. Hencey, decides
during roundr, exactly agp;.

Let us finally consider the case of a non-faulty progassuch thatCOND(—, k) does not hold at line 06 during
roundr. It follows from line 09 thaty, updates its estimate to the random valuessociated with rounc Hence, all
such processas, start round- + 1 with their estimates equal to the decided value

It then follows from Lemma 4 that, from roundt+ 1, the estimates of all the non-faulty processes keep fotbeer
same value (namely, the decided value). Hence, no valweeliff from this estimate value can be decided,q,,mq 7

Lemma 8. Each non-faulty process decides with probability

Proof No non-faulty process remains blocked forever during a dounThis follows from the fact that, at every
round, a non-faulty procegs waits for the VB-delivery of a messagsT(r, —) from n — ¢ distinct processes, and at
every round each non-faulty process VB-broadcasts suctsaage that (due to the VB-Termination property) entails
a corresponding VB-delivery at each non-faulty process.

Claim. With probabilityl, there is a rouna at the end of which all the non-faulty processes have the smtiate
value. (End of the claim.)

Assuming the claim holds, it follows from Lemma 4 that all then-faulty processes; keep their estimate value
est; = v and consequently the predicaf®ND (v, i) (line 06) is true at every round. Due to common coin CC,
it follows that, with probabilityl, there is eventually a round in whiechndom() outputsv. Then, the condition of
line 08 evaluates to true, and all the non-faulty processegld.

Proof of the claim. We need to prove that, with probabilifythere is a round at the end of which all the non-faulty
processes have the same estimate value. Let us considerdartou
e Observe that if all the non-faulty processes execute linth88, at the end af, they all adopt the same value
(defined by the common coin) by the endrofThe claim directly follows.
e If all the non-faulty processes execute line 07, due to Lerbriteey adopt the same valweas their estimate,
and the claim follows.
e The third case is when some non-faulty processes execet®Tirand (by Lemma 5) adopt the same value
while others execute line 09 and adopt the same value

Due to the properties of the common coin, the value it congata given round is independent from the values
it computes at the other rounds (and also from the Byzantawor and the network scheduler). Theiss
equal tov with probabilityp = 1/2. Let P(r) be the following probability (wherear” is the value ofvar at
roundr): P(r) = Probabilityf3r’ : 7/ < r:v" = s"]. We haveP(r) = p+ (1 —p)p+---+ (1 —p)"'p. So,
P(r)y=1-(1—-p)". Aslim,_, . P(r) = 1, the claim follows. (End of the proof of the claim.)
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I:'Len’uma, 8

Theorem 6. The algorithm described in Figurésolves the randomized binary consensus problem in thensystelel
BZ_AS,, [t <n/3,VB,CC].

Proof Follows from lemmas 6, 7 and 8.

DTILeorem 6

Theorem 7. Letn > 3t. The expected decision time is constant.

Proof As indicated in the proof of Lemma 8, termination is obtaiiretivo phases. First, all the non-faulty processes
must adopt the same valwe Second, the outcome of the common coin has to be the same egrttmonly adopted
valuew.

It follows from the proof of Lemma 8 that there is only one aifon in which the non-faulty processes do not
adopt the same value. This is when the predicate of line O&tisfied for a subset of non-faulty processes and not for
the other non-faulty processes. Thus, the expected nunibeuieds for this to happen & As for the second phase,
here again, the probability that the value output by the comioin is the same as the value held by all the non-
faulty processes i$/2. Thus, the expected time for this to occur is asdCombining the two phases, the expected
termination time ist rounds (i.e., a small constant). O heorem 7

9 Conclusion

Considering distributed message-passing systems madé wpmcesses, and where uptt@rocesses may com-
mit Byzantine failures, the aim of the paper was to preseiat $imple and homogeneous way (a) existing and new
broadcast and agreement abstractions, and (b) algorithplerinenting them. These broadcast abstractions are UB-
broadcast (unreliable broadcast), ND-broadcast (noicitypbroadcast), RB-broadcast (reliable broadcast),\éRd
broadcast (validated broadcast). They have been usedigmdesee multivalued intrusion-tolerant Byzantine camse
sus algorithms. Moreover, all these algorithms are sigediee. As we have seen, the intrusion-tolerance property
means that no value proposed only by Byzantine processes/eabe decided. As a consequence, a default value can
be decided when the same value is not proposed by enoughspesce

The intrusion-tolerant consensus algorithm based on \(wicast has several noteworthy features: it is optimal
from a resilience point of viewt(< n/3), each round requires only a single VB-broadcast instambéh costs six
communication steps, and the size of control informatitechted with each messageiglog, n). The paper has also
presented a novel randomized binary Byzantine consengastaim that is resilient-optimal and, in a very interegtin
way, is also based on the VB-broadcast abstraction. Let alyfinotice that an important feature of the paper lies in
its “partial survey” flavor.
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