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ABSTRACT
We consider a task graph to be executed on a set of processors. We assume that the mapping is given, say by an ordered list of tasks to execute on each processor, and we aim at optimizing the energy consumption while enforcing a prescribed bound on the execution time. While it is not possible to change the allocation of a task, it is possible to change its speed. We study the complexity of the problem for different models: continuous speeds, discrete modes, distributed either arbitrarily or regularly, and VDD-hopping.

Categories and Subject Descriptors
F.2.2 [Analysis of algorithms and problem complexity]: Nonnumerical Algorithms and Problems—Sequencing and scheduling

General Terms
Performance, Theory, Algorithms.

Keywords
Energy models, complexity, bi-criteria optimization, algorithms, scheduling.

1. INTRODUCTION
The energy consumption of computational platforms has recently become a critical problem, both for economic and environmental reasons. Their power consumption is the sum of a static part (the cost for a processor to be turned on) and a dynamic part, which is a strictly convex function of the processor speed. More precisely, a processor running at speed $s$ dissipates $s^3$ watts [4, 5] per time-unit, hence consumes $s^3 \times t$ joules when operated during $t$ units of time.

Energy-aware scheduling aims at minimizing the energy consumed during the execution of the target application. Obviously, it makes sense only if it is coupled with some performance bound to achieve, otherwise, the optimal solution always is to run each processor at the slowest possible speed. In this paper, we investigate energy-aware scheduling strategies for executing a task graph on a set of processors.

The main originality is that we assume that the mapping of the task graph is given, say by an ordered list of tasks to execute on each processor. There are many situations in which this problem is important, such as optimizing for legacy applications, or accounting for affinities between tasks and resources, or even when tasks are pre-allocated, for example for security reasons.

Optimization problem. Consider an application task graph $G = (V,E)$, with $n = |V|$ tasks, $V = \{T_1, T_2, \ldots, T_n\}$: $E$ denotes the precedence edges between tasks. Task $T_i$ has a cost $w_i$ for $1 \leq i \leq n$. We assume that the tasks in $G$ have been allocated onto a parallel platform made up of identical processors. The execution graph generated by this allocation is $G^* = (V,E^*)$, with an augmented set of edges $E^* \subseteq E$, and if $T_1$ and $T_2$ are executed successively, in this order, on the same processor, then $(T_1, T_2) \in E^*$. The goal is to minimize the energy consumed during the execution while enforcing a deadline $D$ on the execution time. We formalize this $\text{MinEnergy}(G,D)$ optimization problem in the simpler case where each task is executed at constant speed (valid for all models but the VDD-hopping one). Let $d_i$ be the duration of the execution of task $T_i$, $t_i$ its completion time, and $s_i$ the speed at which it is executed.

\[\text{Minimize} \quad \sum_{i=1}^{n} s_i^3 \times d_i\]
subject to (i) $w_i = s_i \times d_i$ for each $T_i \in V$
(ii) $t_i + d_i \leq t_j$ for each $(T_i, T_j) \in E$
(iii) $t_i \leq D$ for each $T_i \in V$

We have $d_i = w_i/s_i$, hence a geometric problem in the non-negative variables $t_i$ and $1/s_i$, with linear constraints and objective function rewritten as $\sum_{i=1}^{n} (1/s_i)^{-2} \times w_i$. Energy models. In all models, when a processor operates at speed $s$ during $d$ time-units, the corresponding consumed energy is $s^3 \times d$, which is the dynamic part of the energy consumption [4, 5]. We do not take static energy into account, because all processors are up and alive during the whole execution. We now detail the possible speed values in each energy model, which should be added as a constraint in Equation (1).

Continuous: processors can have arbitrary speeds, from 0 to a maximum value $s_{max}$, and a processor can change its speed at any time during execution. This model is unrealistic but theoretically appealing [2].

Discrete: processors have a set of possible speed values, or modes, denoted as $s_1, \ldots, s_m$. There is no assumption on the range and distribution of these modes. The speed of a processor cannot change during the computation of a task, but it can change from task to task [7].
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