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ABSTRACT. Because different applications and different communiégsire different features,
the semantioveb mighthave to face the heterogeneity of the languaigesexpressing
knowledge. Yet, it will beecessanfor manyapplications touse knowledge cominfgom
different sources. In such a context, ensuring the correct understanding of impuoietdge
on semantic ground igery important. We presertitere an infrastructurdased on theotions
of transformations from one language to another and of properties satisfied by transformations.
We show, inthe particular context of semantiproperties and descriptionogics markup
language,how it is possible (1) tdefine properties oftransformations, (2) to exess, in a
machine processabl®rm, the proof of the property and3) to construct bycomposition a
proof of properties stisfied by composed transformations. #iesefunctionsare based on
extensions o€urrentweb standardlanguagesThe proofscan beused atransformation time
for checkingthe validity of assertedproperties. Such an infastructure ensures theafe
importation of knowledge from various sources.

KEYWORDS Transformation, Description logic, Consequence preservation, Proof
representation,Proof checking,Transformationcomposition, Proof compositior§emantic
web, XML, XSLT, RDF, DSD, OMDoc, DLML, Transmorpher.
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1. INTRODUCTION

The idea of a “semantieveb” [Berners-Lee 2001] suppliee web as we know it
(informal) with annotations expressed in a machine-processable fornfinked together.
Taking advantage of thisemantic web will require the manipulation ofknowledge
representation formalisms.

There are severaleasons whythe semanticsweb could suffer from diversity and
heterogeneityOne mainreason is that it depends oantent providers and content providers
have diverse goals and focus of interest that willlead them tanvest on the same are of the
semantioveb. Yetthese areas of interest will meaningfully overlap and puttingctimgent
together will be requiredor taking advantage of them in unexpected appboati Another
reason arises frortne observation thathe web sites and web pagase more often generated
on demand in function of the device on which they will be displayed and the preferences of the
users in order to be up to dated adapted to the target. There isre@mson whythe semantic
web resources would netquire the samkind of operations. Therare several otheeasons
for expecting heterogeneity among whichgdey knowledge bases anslystems,learning
curves...

Our work aims at enhancing content understanding. This concerns wdnk onelligibility
of communicatecknowledge andvork on formal knowledgetransformations. Work on the
semantioveb isessentially based ahe notion ofontology (thatcan be quickly described as
conceptual schemes khowledgebases) Even if thereexists one day a standard knowledge
representation language, it will be necessary to impwetge and exchange ontologiessuth
a way thathe semantics of their representation language is taken cféiederhold 1999].
Bringing solutions to this problem is among our ambitions.

Because we think that nothing besih happen to the semantveb than havingvell suited
languages foeachtask while preserving interoperability, veem atproviding a path toward
this goal. This paer is ashort description ofhe technicalities involved imne solution to
interoperability despite diversity.

This solution is based ahe notion of tansformations acrosgpresentation languages and
properties satisfied by transformations. Itesemplified on a family of description logic
languages and semantic properties.
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The first step will assuméhat knowledge is expressed ithe semanticweb through
languages expressed xmL. The kind of languages considered hesge knowledge
representation languages provided with a model-theoseticantics. For reasorexplained
later, it will be convenient to have this semanggpressed in enachine-readable format and
we have put forth a document semantics description enabliexptess this kind afemantics
in anxML document. Wawill focus, for the sake ofthe explanation, on damily of related
languages, the description logic family (82). Then, it will be considered that when one wants to
import some knowledge from one languaganother, itwill do it by transformingthe initial
knowledge(82.2). In that procesxSLT can beused in order to expreske ransformation.
From onelanguage taanother,there can exist many differemtansformations. So one can
describe the desired transformation through the kind of interoperability ttegused, i.e. the
properties that must be satisfied e transformations. Wavill introduce (83) some othese
propertiesrelated to semantic interoperabilifput other propertiecan come into play).
Semantic properties can be expressed in functidgheofemantic description of thenguages.
These properties can battached to thetransformation so that people cathoose a
transformation on the web based on the satisfied properties. Wehawll how, this can come
for free when the transformation is directly generatédm a constructiveproof (84).
Moreover, if one has provetie property, then itan be attached to thensformation too so
that the semantic web application can proof-check the property hefioigthe ransformation.
We will presentthe enabling technologie®r this proof-checking activityOnce checked,
transformations gathered frothe web can becomposed in a new transformation and the
proofs into a new proof. Thesulting transformation and procén bepublished orthe web
(85).

The present paper presetite different components a&uch architecture First, the XML -
encoded knowledge representation languagss and the kind of transformations that can be
performed on these languag€s?). Then several consequence-preserving properties are
introduced (83). The proofs othe properties areexpressed in order to beanipulated by
machineand especiallyised for prootthecking(84). Last, weintroduce an environment for
building, proving and publishing transformation and proofs by composition (85).

The presentation will be based on a very simple running example. It demortbeates/
such aninteroperability framework could benplemented on the semanti@b. This example
hasbeen taken froniEuzenat 2001c]. It consists of merginge technicalsupport ontology
written inDAML -ONT and a printer ontology written @iL and translating the result in tseliQ
language for which the FaCT reasoner can perform subsumption test. For that purpetdie, we
have to translate thaitial representation in a language mfmML. Then, bothrepresentations
will be merged and the result is applied three t@nshtionsaiming atsuppressing unwanted
constructors (vizdomain , one-of andcexcl ). The complete exampleasbeen implemented
in DLML andXSLT.

2 Jérdme Euzenat



2. A FAMILY OF REPRESENTATION LANGUAGES : DLML

In order to simplifythe presentation and to figate the transformations, wawill restrict
ourselves to a family of languages that acts as pivot languages betweetuthepresentation
languages used in the semantic web.

In the present presentation, a langulageéll be a set ofexpressions. Aepresentationr) is

a set of expressions ib. In this framework, anodel of a set ofassertionsrL, is an
interpretation satisfying all the assertionsinAn expressiord is said to be a consequence of

a set of expressionif it is satisfied byall models ofr (this is notedr|=08). A family of
languages is a sktof languages that share constructors having the same interpretation in all the

languages. Aamily can bestructured suclhat therealways exist a languaddl’ suchthat

any formula olL orL’ is a formula oL[L’. The family of languages approach is an interesting

case,because it allows a fast itementation ofmeaning-preserving transformatiotssing a
family of languages makes the representations easierderstand becausiee elements have
the same meaningcross languages. Will enable to fragment these transformations into unit
transformations and to assess precisely the properties of the transformations.

A good example of a family of language is the descriptiogics for which anextensive
hierarchy of languages has been defined [Donini 1994].

The presentation wilfocus onthe family of languages owhich we havecarried out
experiments: our “Description Logic Markup Language’NL). DLML [Euzenat 2001d] is a
modular system of document type descriptiarieDj encoding thesyntax of many description
logics (82.1). Theactualsystem containthe description of more than 4@nstructors and 25
logics. ToDLML is an associated a set of transformations (writtexsitt) allowing to convert
a representation from a logic to another (§2.22.1).

Note that we do not put forthL.ML as the standard language of the webrétlter as one of
the many languages that can be used for transformation purpogess used here as a proof
of concept. The general framework, however, will work with other pivot languages.

2.1 Modular Encoding

Description logics allow manipulating two kinds of terms: concepts and roles. Below are one
role description statinthat the roleinktype has fordomain of application thékprinter
concept and one conceerm descriptions stating thatGolorinkPrinter IS aninkPrinter
whoseinktype (S) are all instances of tl@@lorinkType  concept.

inktype < (domain Inkprinter)
ColorInkPrinter < (and InkPrinter (all inktype ColorinkType))
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Term descriptionsare built from sets ofatomic concept(resp. role) names anderm
constructors. They are constrained by equatiortkedktind above wheréwo terms are Hated
by a formula constructor (hes. A terminology is a set of such equations.

Concept terms are interpreted as set of individuals of the domain of interpretatiaieand
are sets of pair of individuals. The interpretatiaf the constructors above is :

[(@nd Cc,...C)) = [(c)n...1(c,)
I((al rc)) = { xaD ; Oy ; x,ydol(r) O ydli(c)}
I((nv 1)) = {XYyL <yx>0I(r)}
I((domain ©)) = {3y xOI(c)}

As usual, a model of a terminology is an interpretatiovhich satisfiesall the assertions of
the terminology.

DLML takes advantage of the modutkesign of description logics by describimglividual
constructors separately. The modular encoding of the description logics is made of three kind of
DTD: atoms (introducing thatomic tems), term constructors(e.g., all , and, not ) and
formula constructor¢e.g. =,<). An arbitrary number of thesemL files are put together in
order to form a patrticular logic.

For instance below is the content of t®d of theINv (converse of a role) constructor:

<I[ELEMENT dl:INV (%dl:RDESC;)>

We have also defined the notion @bcument Semantic DescriptiongD) which enables to
describe the formal semantics okmelL language (just likeéhe DTD or schemas expresses the
syntax). To theTD above is associatedab describing the semantics of the operator:

<dsd:denotation match="dl:INV">
<mml:eq/>
<mml:apply>
<mml:inverse/>
<l-- converse for binary relations -->
<dsd:apply-interpretation select="*[1]"/>
</mml:apply>
</dsd:denotation>

In the experimentabsp language, thamL element are identified byPATH [Clark 1999b]
expressionsd(:INV or*1] standing for anyerm of constructonNv and any firsargument
of the term). The syntax is very similar to that x$LT [Clark 1999a](with denotation
interpretation and apply-interpretation corresponding totemplate  and apply-
template ). The remainder of thexpressions is matmaticalsymbols expressed iWathML
[Carlisle 2001].

ThebLML family of languages contains tb&D andDsD of all thecovered operators and is
able to build automaticallfrom the description of a logithose of that logic. This iachieved
through abLML logic description file, which is described as follows:
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<?xml version="1.0" encoding="UTF-8" standalone="no" ?>
<IDOCTYPE diml:logic SYSTEM "dIml.dtd">

<dIml:logic name="shiq" version="1.0">
<dlml:atoms/>

<dIml:cop name="anything"/>
<dIml:cop name="nothing"/>
<dIml:cop name="and"/>
<dIml:cop name="or"/>
<dIml:cop name="not"/>
<dIml:cop name="all"/>
<dIml:cop name="some"/>
<dIml:cop name="csome"/>
<dIml:cop name="catleast"/>
<dIml:cop name="catmost"/>
<dIml:rop name="inv"/>
<dIml:rop name="trans"/>

<dIml:cint name="cprim"/>
</dIml:logic>

From this description, twoXSLT stylesheetsare able to generate theTD and DSD
corresponding to the language. They can be used for express@igrminologies irkKmL.
TheseDTDs can be referred to XML documents by the insertion of (ferIQ):

<IDOCTYPE CONCEPT SYSTEM "shiq.dtd">

and imported by otheTD s with:

<IENTITY % SHIQDTD SYSTEM "shiq.dtd">
%SHIQDTD;

This way, every constructor defined only once andas just to beddedfor describing a
new logic.

2.2 Transformations

What cansuch aDTD for description logics be good fo@enerallyspeaking XML is very
practical for transforming from a format &mother. A transformation is ahgorithmic manner
to generate a representatidrom another (not necessarily ithe samelanguage). A

transformatiort:L - L', from a representatianof L generates a representatiofr) in L'.

More precisely, wetake advantage of th&sSLT transformation language XML Style
Language Transformations” [Clark 1999a]) recommended by W3Qyifon we putforward
a compound transformation language (see 85.1).

The firstapplication is the import and export of terminolodiesn a description logic. In
our example,the representations i@IL and DAML-ONT are imported inDLML through
transformations. They are then merged and applied three successive steps (inspired by those of
olIL [Horrocks 2000]): the three stepencern thesuppression ofhe DOMAINconstructor with
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the help of theaLL andINV constructors domain2allinv ), the suppression ofhe ONE-OF
constructor withthe help ofnew exclusive conceptsifeof2orcexcl ) and theelimination of
the exclusion introducers with the help of th@T constructor dexcl2not ). Then,the result is
exported toSHIQ (the FaCT system [Bechhoferl999%#s anxmL entry point). These
transformation are simpksLT stylesheets.

The piece ofstylesheet presented below converts a terminology contathen@OMAIN
restrictions on roles (attributes) in a terminology which replaces themlhyaonstraint on the
inverse (NV) of the role applied on the whole univers&YTHING.

<xsl:template match="dl: TERMINOLOGY">
<dl: TERMINOLOGY>
<xsl:comment>Introduction of the DOMAIN</xsl:comment>
<dl:CPRIM>
<dl:ANYTHING />
<dl:AND>
<xsl:apply-templates select="dl:RPRIM " mode="gatherdomain" />
</dl:AND>
</dl:CPRIM>
<xsl:comment>The terminology</xsl:comment>
<xsl:apply-templates />
</dl: TERMINOLOGY>
</xsl:template>

<!-- gather domains in role introduction and add this for root -->

<xsl:template match="dI:RPRIM " mode="gatherdomain">

<dl:ALL>
<dl:INV>
<dl:RATOM><xsl:value-of select="dl:RATOM[1]/text()"/></d:RATOM>
</dl:INV>
<xsl:apply-templates select="dl:DOMAIN/*" />
</dl:ALL>

</xsl:template>
<l-- usual processing -->

<xsl:template match="*|@*|text()">
<xsl:copy><xsl:apply-templates select="*|@*|text()"/></xsl:copy>
</xsl:template>

<xsl:template match="dl:RPRIM">
<dl:RPRIM>
<dl:RATOM><xsl:value-of select="dl:RATOM[1]/text()"/></dl:RATOM>
<xsl:choose>
<xsl:when test="dl:DOMAIN">
<dl:ANYRELATION/>
</xsl:when>
<xsl:otherwise><xsl:copy-of select="."/></xsl:otherwise>
</xsl:choose>
</dl:RPRIM>
</xsl:template>
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This stylesheet gather all tbeMAINconstraint of relations in a rangsL() constraint of the
inverse (NVv) of the relation and apply it taNYTHING Then, it reproduceshe whole
terminology with domain constraints suppressed (i.e. replacadYBELATION 1.

Such simple transformations can be assembled for transforming terminologies iniatéogic
another, equivalentone. This is what is achieved inour example involving three
transformations.

More often, the transformabns are defined by induction on the structure of the telikes
the one described for converting frauE to the equivalenhLc, which pusheshe negations
down the structure of terms. Normalization (used in “normalize and comgaselimptiortest
strategiegBorgida 1999a])can also beattemptedthrough XML transformations. Hweever,
normalization is difficult to implememwith XSLT, which attempts tgorohibits (non structure-
based) recursive operations (and thus closure). However, this could be implemented through an
XSLT super structure (see 85.1).

3. PROPERTIES : CONSEQUENCE PRESERVATION

Operationally, theprevious section is sufficierfbor importing a representation from one
language to another. However, it does not provides any idea of what propertsisfied by
each transformation step, nor the transformation aswhole. In order fothe semantic web
to be safely used by machines, it is necessary to define what properties have to be satisfied by
the transformations. We focubkere on the consequence preservation propertseif@antic
property) which is described in 83.1. In the context of families of languages we have described
a set of propertiehat entailsconsequence preservation and are more precisely characterized.
They will then be presented in the following subsections.

3.1 Transformation properties

A property is a boolean predicate about the transformé&ian, “preserving information” is
such apredicate — it is true or false of a transformationand issatisfied if thereexists an

algorithmic means to recoverfrom t(r)). We consider more closely preservation properties
which can allow the preservation (@nti-preservation) of an ordeglation between thsource
representatiorr] and the target representatiariry). There can be many properties (content or

structure preservatiortraceability, and confidentiality...) affecting different aspects of the
representations. They can be roughly classified as:

1 This transformation is not sufficient to eliminate all occurrences of domain. For instanddpitain C) C’)
has to be transformed into (or (not C) (all anyrelation C")). But this is sufficient for our demonstration.
An infrastructure for formally ensuring interoperability in a heterogeneous semantic web 7



— Syntactic properties : like the completion 1(r)<r, in which < denotes structural
subsumption between representations) ;

— Semantic properties : like consequence preservat{oyil(r, i.e. equation 2 below) ;
— Semiotic properties : like interpretation preservationleé the interpretation rules and

|= be the interpretation of individual30 L, Uij, r,0 |50 0 1(r),1(0) |= 1(d)).

In the context of the communication of formal representations, it is interesting to warrant the
preservation of the meaning of thepresentations. We studgmantic interoperabilitthrough
such transformations. Ensuringemantic interoperability can be defined by the two
complementary equations:

OrOL, BO L, r]= 3 O( 1) |=, 1(3) (1)

Or0L, B0 L, ©(r) |=, 1(d) J r|=,0 (2)

Generalized interoperabilif, of course, out of reaclConsequently we studsestricted
cases of thesequations. Irthe context of the family of language approach claracterized
several properties presented below whach more precisely characterized and entails equation

().

3.2 Language inclusion

The simplest transformation is the transformafimm a logic to anothesyntactically more
expressive onéi.e. which adds new constructors). The transformation is then trivial, but yet
useful, because the initial representation is valid in the new language, it is thus identity:

BOLr=00r]|=.90

This trivial interpretation of semantic interoperability ane strength ofthe “family of
languages” approadbecause, irthe present situation, nothing has to be donedathering
knowledge. For this case, one can define the relation between two languagegk’ asL<L’

which has tacomply withL[OL’. We can then define=L’as equivalent td.<L’ andL’<L.

This defines the syntactic structurelLof

This simple property is satisfied bthe merging operation that that put the two
representations issued from thweML -ONT translation and theiL translation together.
3.3  Model preservation

If L<L’ does not hold, the transformation is more difficult. The initial representatian be

restricted to what is (syntactically) expressibld.int_(r). However,this operation (which is
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correct) is incomplete because it can happah aconsequence of a representation expressible
in L’ is not a consequence of the expression of that representdtion in

B0 L'; t(r)|#. dandr|= 0
To solve this problem, as stated[\fisser 2000a], it isnecessary to deduce fromin L

whatever is expressible Ioi. Let T (r)=1.(Cn()) be this expression. It is such that[IL,

B0 LOL, r|=, 00 t_(r)|=_ o.

The previous proposal restricted in thesense that it only allows ithe targetlanguage,
expressions expressible ihe source language, whilthere are equivalent non-syntactically
comparable languages. This is the case of the description logic languagasd ALUE which
are known to bequivalent while nondasall the constructors othe other. For thapurpose,
one can definé<L’ if and only if the models are preserved, i.e.

@, Or0L, O, DG, DIE, T () OO 1, DE, 1
This property is satisfied by themain2allinv ~ andcexcl2not  transformations.
The 1. transformation is not easy to produce (andaih generally be computationally

expensive) but we show, in 84.1, how this could be practically achieved.

3.4 Model isomorphism

Another possibility is to define as the existence of an isomorphism betwithenmodels of

r and those of (r) :
@ _; 01, D’Om,DROM0L, T,D’0,. 1, ()OI, DO|=,r

This also ensures tharL, B0 L, r [=, 0 L& _ (r)|=, T, ().

This property is satisfied by tleeof2orcexcl  transformation.

This provides to the family of languages structure based on semantics. Summarizing, the
syntactic and semantic structure of a language fapmdyides differentsemantic properties
characterizing transformations, all of them entailing consequence preservation.

4, PROOFS, ANNOTATIONS AND PROOF-CHECKING

The approach to semantic interoperability defended helbased on transformations and
their properties. Hence, in order to ensure formally the properties of transformations, one must
exhibits aproof of the property. In factthe proof andthe transformation can tstronglytied
together to the extent that they are built toge(Bér1). In such a cas#&e publication of the
proof is as important as the publication of the transform&8dr2). The prootan be checker
thus providing confidence with the corresponding transformation (84.3).
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4.1 From proofs to transformations

When providing transformations from a languageatwther, it is useful to prove the
properties that are satisfied bye transformationge.g. thatthe transformation terminates or
that it preserves interpretations). For instantiee proof that the domain2allinv
transformation preserves interpretations is as follows (inference rules are in brackets:

(rprim r (domain C)) [hypothesis](0)
O 1(r) O I(domain C) [dsd/syn-to-sem](1)
O I(r) O{xyInD? yOd I(C)} [dsd/expand-interp](2)
O O yddI(r), yoO I(C) [sets/incl-in](3)
0 0O xOD, Oy, Buydd I(r) O yO I(C) [pc/quant-intro](4)
0 0O xO D, Oy &, yn{ tw,zG] z,wi 1(r)} O yO I(C) [set/in-incl](5)
O D 0O{xdD, Oy, ¥ yIo{ wv,z0 zwll I(r)} O yOI(C)} [dsd/retract-interp](6)
0O D O{xO D; Oy; By I(inv r) O ydI(C)} [dsd/retract-interp](7)
O  I(anything ) O {xO D; Oy; G,y I(inv r) O yOI(C)} [dsd/retract-interp](8)
0 [(anything ) O I(all (inv r) C) [dsd/retract-interp](9)
O  (cprim anything (@ (inv r)C)) [dsd/sem-to-syn](10)

The proofs, ike many language equivalengeoofs in description logics, showsthat
whatever term built from somerm constructors (hereOMAIN is expressible with othéerm
constructors (heraLL, INV and ANYTHING while preservinghe interpretation of the mas.

One characteristic of such proofs in term-based languages is that it is constructive: it exhibits a
transformation from one language to the other. It can thus be translated into a transformation.

Another example is the transformation frenue to ALC, which are based ahe argument
that anyNOT constructorcan bepushed dowrthe termstructure where itan apply toatomic
terms:

(not ¢) <=  (anot C) for c atomic
(not (anot C)) <= C
(not (not ¢)) < ¢C
(ot (all rc)) <«  (csomer (not C))
(ot (@nd c,...C.)) = (or (not c,)... (not c))
(not (somer)) <  (all r Nothing )

This proofcan be turned into mansformation, which appligbe rules (fromleft to right)
recursively on the structure of tterms. InDbLML, many of the transformationacross
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languages have been designed together with theofs. We didthis for the above
transformations.

4.2 Proof annotations

If the designers builgroofs of some properties, it is desiraldspecially in avorldwide
distributed environment, to publish these proofs. It is thus useful &blbeorepresent them.
So, the equivalence betwedwo logicscan be established kyroving that a transformation
from one logic to anothepreservesthe models (in thesense ofmodel theory). The
representation of thproof itelf can beprovided in MatML [Carlisle 2001] and OMDoc
[Kohlhase 2000] alanguage extending MafiL towards the expression ofmathematical
macrostructure (theories, theorems, axioms, proofs...). In this formalism, the two first steps of
the proof above would look like:

<omd:proof id="domain2allinvpr’ for="domainelim’ theory="dIml'>
<omd:hypothesis id="domain2allinv_0’>
<omd:CMP></omd:CMP>
</omd:hypothesis>
<omd:derive id="domain2allinv_1'>
<omd:FMP>
<omd:assumption id="domain2allinv_0’>
<OMOBJ>
<dl:rprim>
<dl:ratom>r</dl:ratom>
<dl:domain>
<dl:catom>C</dl:catom>
</dl:domain>
</dl:rprim>
</OMOBJ>
</omd:assumption>
<omd:conclusion id="domain2allinv_1cl'>
<OMOBJ>
<mml:apply><mml:subset/>
<dsd:apply-interpretation>
<dl:ratom>r</dl:ratom>
</dsd:apply-interpretation>
<dsd:apply-interpretation>
<dl:domain><dl:catom>C</dl:catom></dl:domain>
</dsd:apply-interpretation>
</mml:apply>
</OMOBJ>
</omd:conclusion>
</omd:FMP>
<omd:method><omd:ref theory="dsd’ name="syn-to-sem’/></omd:method>
<omd:premise xref="domain2allinv_0'/>
</omd:derive>
<omd:derive id="domain2allinv_2'>
<omd:FMP>
<omd:assumption id="domainZ2allinv_1cl’/>
<omd:conclusion id="domain2allinv_2cl'>
<OMOBJ>
<mml:apply><mml:subset/>
<dsd:apply-interpretation>
<dl:ratom>r</dl:ratom>
</dsd:apply-interpretation>
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<dsd:apply-interpretation>
<dl:domain><dl:catom>C</dl:catom></dl:domain>
</dsd:apply-interpretation>
</mml:apply>
</OMOBJ>
</omd:conclusion>
</omd:FMP>
<omd:method><omd:ref theory="dsd’ hame="expand-interp’/></omd:method>
<omd:premise xref="domain2allinv_1cl'/>
<omd:conclusion>
</omd:derive>

<omd:derive id="domain2allinv_10">
<omd:FMP>
<omd:assumption id="domainZ2allinv_9cl’/>
<omd:conclusion id="domainZ2allinv_10cl’>
<OMOBJ>
<dl:cprim>
<dl:anything/>
<dl:all>
<dl:inv><dl:ratom>r</dl:ratom></dl:inv>
<dl:catom>C</dl:catom>
</dl:all>
</dl:cprim>
</OMOBJ>
</omd:conclusion>
</omd:FMP>
<l-- this is substitution of interpretation by its definition -->
<omd:method><omd:ref theory="dImI’ name="completeness’/></omd:method>
<omd:premise xref="domain2allinv_9cl >
</omd:derive>
<omd:conclude id="domain2allinv_10">
<omd:FMP>
<omd:assumption id="domainZ2allinv_9cl’/>
<omd:conclusion id="domainZ2allinv_10cl’>
<OMOBJ>
<dl:cprim>
<dl:anything/>
<dl:all>
<dl:inv><dl:ratom>r</dl:ratom></dl:inv>
<dl:catom>C</dl:catom>
</dl:all>
</dl:cprim>
</OMOBJ>
</omd:conclusion>
</omd:FMP>
<l-- this is substitution of interpretation by its definition -->
<omd:method><omd:ref theory="dImI’ name="completeness’/></omd:method>
<omd:premise>*
<omd:proof>
</omd:conclude>
</omd:proof>

The namespace prefix anad for OMDoc,mml for MathML, dsd for DSD anddl for DLML .
We took one liberty withOMDoc because instead dDpenMathobjects (OMOBJ) we put
MathML expressions (becauseD is based on MBML instead ofOpenMath). Havever, this
is just a matter of syntax: the relevant part is the ability of OMDoc for representing proofs.

It is also useful taattach the propertand theproof to the transformationsOne solution
consists of adding it to the transformation structure. Thexévo problems with thisolution:
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theXxsSLT languagedoes not emblethis, although Transmorpheatoes,and this wouldprevent
people who are not owner tfe transformation talaim properties and publisproofs. Hence
the best solution seems to uwsarF for annotating the transformation from the outside.

4.3  Towards proof checking

Proof-carrying code [Necula 1998] is an infrastructure in which a program is provided with
the proof of the properties that it satisfies. A client program that want to run the former program
will check theproof against this program in order theck that it can do it safely. These
principles can be applied to the verifications of the t@nsations and their properties as soon
as a representation of the proof is available.

In order to be able to chegltoofs ofsemantic propertiesuch as (1) or (2), it isecessary
to have (a) the representation of the transformatidmch is provided byXsLT or by
Transmorpher, (bbhe semantics of the transformati@mguage, (cthe representation of the
semantics of the logics provided byitsd and (d)the representation of th@oof like the one
described above. Of these elements, the only missing dhe representation of the semantics
of XSLT. There are several attemptgwever, to provide aemantic§or XSLT fragmentshat
can beused [Wadler 2000Bex 2000]. Another path, consists oflefining a transformation
language simpler thaxsLT but with a clean semantics. This is pathlg case offransmorpher
(see 85).

Checking is theopposite of trusting. Both approachesve different advantages: trusting
does notrequire tospendtime checking the arguments while checkidges notrequire to
maintain a heavy model afust and it is independent @fho providethe arguments. Proof-
carrying code can be applied to untrusted items. So if someonepaggdglar transformations
satisfying particular properties, she can try to find such transformations and proof of properties
on the web and check them.

Unlike watermarking, proof-carrying codeoes notrequire any encoding of the
transformation because it checks gireof againsthe program. The programan have been
modified, if the checker finds that the proof is still valid, then this is all that is required. It is not
even required that theroofs are provided withthe program. In fact, someoreanpublish an
automaticproof of the termination of the above transformatieeb site notconnected to the
DLML one and the proof-check must be able to decide if the proof is valid or not.

But there is more...

5. COMPOSING TRANSFORMATIONS , COMPOSING PROOFS

In a family of languages, composing transformatiaen be avery convenient way to
transform from one language amother. We consider transformatifbows resulting from the

composition of more elementatransformations. Weave developed system, transmorpher,
An infrastructure for formally ensuring interoperability in a heterogeneous semantic web 13



for dealing with such transformation flows (85.1). Transmorpher aims at being an environment
for defining transformations and assemblthgmone had, annotating them by the properties
they arefound to satisfy or thosthey must satisfy and provinthpe properties of compound
transformations on the other hand. One way to provide a proof is by compusipgpperties

of the components (85.2). Once the proofs are produced, both the transformatioa pondf

can be exported to the web (85.3).

5.1  Transmorpher

In order to prove orcheck theproperties of transformations, it is necessarnjhdéwe a
representation of theswansformations. ThexSLT language enables thexpression of a
transformation irxML but is relatively difficult to analyze. In order to overcome firaiblem,
we have designed and developed in collaboration ik FluxMedia company, the
Transmorpher environment [Euzenat 2001b]. It layar on top ofXxSLT allowing expressing
complex transformatioflows such aghe one ofFigure 1 (which is that othe example). A
transformation flow isthe composition of elementary transformatiamstances whose
input/output are connected by channels. A transformation flow is itself a transformation.

One of thegoals of Transmorpher ihe encapsulation ofsSLT used for performing the
transformations, such that transformations are eas@malyzethroughspecialpurpose syntax
and hierarchicaldecomposition. This shouldacilitate the description of proofs through
“Lemma” attached to component transformations.

Transmorpher enablethe definition andprocessing ofgeneric transformations ofmL
documents. It aims at providingpLT extensions in order to:

— Describe straightforwardly simple transformations (removing elememégplacing

attribute names, merging documents...);

— Composing transformations by connecting their (multiple) input and output;

— Applying transformations until closure;

— Applying regular expression substitution;

— Calling external transformation engines.

Transmorpher describéise transformatiorflows in XML . Input/output channels carry the
information, mainly XML, from one transformation to another. Transformaticas be other
transformation flows oelementantransformations. Transmorpher provides a sealstract
elementary transformans (including their execution model) and one default instantiation.
Suchelementary transforations include externalall (e.g. XSLT), dispatcher, serialize, query
engine, iterator, mergegenerator and ruleets. Figure 1 presentthe representation of the
above transformation flow in Transmorpher graphic format.
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Figure 1 : Transmorpher description dhe importation ofDAML-ONT and OIL fragmentsinto the DLML
representation of SHIQ.

Transmorpher is mainly a set of documented Java classes (which can be refiiedrated
into another software) and a transformation flow processing engine. A transformation flow can
be described by programming in Java or providingxsm description. Figure 1 is the
description of the following transformation flow:

<process hame="assemble-onto" in="i1 i2" out="0">
<apply-external type="xslt" name="daml2dImI" file="daml2ldaml.xsl"
in="i1" out="01"/>
<apply-external type="xslt" name="oil2dImI" file="0il2loil.xsI"
in="i2" out="02"/>
<merger type="simple" name="ldaml+Idaml"
in="01 02" out="03"/>
<apply-external type="xslt" name="domain2allinv" file="domain2allinv.xsl
in="03" out="04"/>
<apply-external type="xslt" name="oneof2cexclor" file="oneof2or.xsl"
in="04" out="05"/>
<repeat in="05" channel="05:06" out="06">
<apply-external type="xslt" name="cexcl2not" file="cexcl2not.xs|"
in="05" out="06"/>
</repeat>
<apply-external type="xslt" name="zzz2shiq" file="zzz2shiq.xsl"
in="06" out="0"/>
</process>

An extension of Transmorpher under considerationsists ofattachingassertions to the
transformations in a transformation flow in ordeitet if a property is assumed, proved or to
be checked. Thiswill allow real experimentation ofproving properties of compound
transformations.
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5.2 Proof by composition

A first interest of Transmorpher in proof-checkinghatsome ofthe extensions oXsLT
can easily be given semantics rules used in rulesetsave a clear meaning ankar syntax
and composition of transformations is also straightforward to define (as function composition).

A second interesting point the elaboration of thproof of properties for suckimplified
transformations. In fact, this walse mainreason for introducingransmorpher : we want to
list both the transformatiorconstructors (composition, iteratiodata separation...) and the
properties that can be satisfied bynsfrmations (classifications, privileges, relevance,
granularity, traceability...). Moreover, ware able to investigate the influence sbme
properties with othefe.g., how toconciliate secretvith traceability). Wecan then develop a
taxonomy of (machin@rocessable) transformations for which (maisfntactical) properties
can easily beestablished. We coulthen generate, throughomposition, the proof of a
transformation flow satisfying a property.

If each of these more elementary tfanmations is annotated bthe assertion of the
properties it satisfiesthere remain to generate th@woperty concerningthe compound
transformation. A verysimple example is the terminationoperty on finite input that is
preserved through composition, but notiteyation untilsaturation Model preservation for its
part is preserved through both composition and iteration.

This can be exemplified with the properties that have been conside38&d linis possible to
establish theroperties othe composition ofwo transformationgjiven theirproperties. This
yield (the very simple) Table 1.

<| < < |9
<[ <l <J1«l<]@
<l =<|=<]|<|=|9
al <l <<= |9
R
D00 9| 9| 9

Table 1 : Composition table for the semantic relations on transformaigms@nsequence preservation).
This table enables to assert thdhe transformationflow above, that assembles all

transformations of the example, is indeed consequence preserving.

5.3 Closing the loop : the whole picture

The techniques presented above provide a framework in which transformations from one
representation language to another are availibla the network andproofs of various
properties of these languages attached tahem. It is noteworthy that transformations and
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proofs do nothave to come&rom the sameorigin. They can even be produced by the

application.
The transformation system engineer can gather these transformations apdbthfsircheck

the proofs before importing them in its transformation developevitonment. Shevill then

be able to create rrew transformation flow angenerate th@roofs ofthe properties that she

requires. Finally, she will be able to publish the transformation and its proof on the network.
Given two languages witltheir semantics, in order to transform representation in one

language into representations in the other thatisfy some propertiesthe following

transformation edition process (see Figure 2) can be attempted:

1. Fetching transformations that can help performing part of the task ;

2. Fetching assertions and proofs about these transformation ;

3. Checking the proof or trusting the assertions of properties about the transformations ;

4. Composing transformationgito a global transformation that isupposed to do the
transformation job ;

5. Proving that thiscomposition preservéhe properties that are required ke global
transformation ;

6. Publishing transformation, assertions and proofs for others to use it.

1 in2inv
. omain .
all

'nzﬁcﬁn eof2cex! excl2not :|
I )

T

Figure 2 : The complete construction of a transformation and the proof of consequence preservation.
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6. CONCLUSION

We have presented a framewdid formally ensuringsemantic interoperability in the
semantioveb. Interoperability isassured by transformations thave to satisfy somelient-
defined properties. The proof of propertege encoded in a machine-readals®y so that the
client can checkhem. Transmorphegnables to compose these transformations into a more
elaborate onevhose proof of propertiesan be facilitated by simpleomposition of the
properties of its components (either proof-checked or trusted).

If enough actorsre interested igharing transformation safely instead of develogiggin
and again the same transformation, here is an architecture that enables to do it formally and in a
modular way. We strongly believe that there will be a strong interest in such a framework in the
context of thegrowing use oML andXML transformations inside and across companies. In
fact, if semantic properties are relativedjated to the semanteeb, manyother properties of
general interest can be taken into account by the framework.

We believe that the strength of thamework is not its sophistication, but ratherrétive
simplicity. No doubt that it will not be practical in difficudses, but it work for cases like the
one presented as an example here.

This framework is very close to that of proof-carrying cfidecula 1998] ofwhich it is an
instantiation on particulaprograms and propertiedloreover it is fully based on widely
availablexmL technologiesXML, XPATH, XSLT, MATHML, OMDOC, RDF) or local extensions
(DLML, DSD, Transmorpher). For description of complementarwork on the topic of
semantic interoperability(e.g. [Masolo 1999, Chalupsky 2000, Ciocoiu 2000]), see
[Euzenat 2001a].

The framework is a prospective vision for which magces are already available and
several of them linkedogether. The maipart of it, with the notable exception gbroof-
checking, hasalready been implemented aspeoof of concept. TheoLML framework is
operational and several experiments have been mad&suthtransformations. Transmorpher
is an ongoing work whose basic functions are operationalOMi2oc and DSD languages are
available.

We have some examples mfoof (mainly ofmodel preservation or modslomorphism) in
description logics that should be a very good fiestbench of the applications of these
concepts. We alsbave examples of transformations between heterogeneous representations
(e.g. description logics and syllogistic).

The proof-checker ithe difficult pointbecause, wavill need one that can interface easily
with the kind of proofsrequired by thdramework. Tlere arewo issues to be solvedext :
generalization and scalability.
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Generalization requireslat of fundamentalwork about topicssuch asgeneralizing from
DLML to other representation languagege have investigated superficiallyyllogisms and
consideredDAML-ONT as a description logitanguage),generalizing semanticproperties,
generalizing to othefe.g. structural, semiotic) propertiegieneralizing thekind of proofs
required. We are currently committed to investigate the semantic properties more thoroughly.

Robustification and scalability will be requiredonder to considethe practicability of the
whole system. Positive elements are the intrinsic distribution of our framewotkefatt that
any element can be replaced by another with similar interface.
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