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Ideas [x] Rendering only dependent on what is visible ray-tracing approach [x] Load only needed data, at the needed resolution occlusion + LOD (level of details) ray-guided streaming [x] Reuse loaded data as much as possible cache mechanism on GPU [x] Minimize computation, minimize memory transfers Tree Data Management (space partitioning) to store and organize data (octree or generalized N3-tree, + SDK example kd-tree) Cache System on GPU : LRU mechanismn (least recently used) (to get temporal coherency) Data Production Management : on host, GPU, or hybrid mode Goal : produced data are kept in cache on GPU Visit algorithm : traverse your data (loaded in cache) as could be done for rendering Renderer (hierarchical volume ray-casting, cone tracing, emission of requests, brick marching)

File format

By level of resolution and by data types 1 -nodes (spatial structure) 2 -bricks of voxels no header, no meta-file… 

  mechanism that continuously add details :  Re-use noise computation at previous resolution level noise : sum of octaves (frequencies) compute only one octave by level of resolution store them in GPU cache reproduce the sum : F(level N) = currentNoise(level N) + previousNoise(level N-1) Finally : replace "noise computation" by "data fetch in cache" Hypertexture (shape + solid texturing) • F(x)==0 : outside the object • F(x)==1 : strictly inside the object • 0<F(x)<1 : inside a fuzzy region Idea : add details on armor soldier • Distance function : sphere • Thickness : fuzzy region (Perlin noise) • Current work : optimizations -Stop adding noise components if density is outside traditional CG rasterized scenes (or compositing) -renderer takes color and depth buffer as input and updates them with voxels OpenGL interoperability Voxel-based Instancing Goal (not yet, in study/progress) Have several GigaVoxels entities (forest) -Need proxy geometry -Render projected 2D BBox -Use GLSL fragment shader -(rays start + direction) Instancing Goal Environment to study, test, profile, debug… Kind of "generic" API : browsers, editors, etc… Tools : transfer function, performance monitor, etc… 3D models importer (+ GLSL shaders editor) Pipeline » : dynamic library (.dll, .so) => kind of « effect » Idea : plug this "node" in a scene graph à la OpenSceneGraph (see the "ppu" project) or Ogre3DNot yet finished : it has been "polluted" with Qt to have USER custom editors. inline PTX assembly in CUDA. // Target ISA Notes : %clock64 requires sm_20 or higher. // // The constraint on output is "=l" : // -'=' modifier specified that the register is written to // -'l' modifier refers to the register type ".u64 reg" asm volatile ("mov.u64 %0,%clock64;" : "=l"(result) : : ); return result; } Record device function for Rendering kernel (1 thread per pixel), then compute average time on all pixels French ANR Research Project RSA Cosmos : planetariums [2010-2014] "Real-Time and Interactive Galaxy for Edutainment" I. Visualize static galaxies II. Data amplification (procedural generation) III. Animate galaxies Optimisations use OpenGL billboards to stop rays (VBO) multi-GPUs ? time budget ?, priority on bricks ? RTIGE PART 3 -The library -[ 1 ] -Core library -[ 2 ] -User custom API The library Goal -Capitalize on the knowledge of the team -Continue research on the subject -Hide the complexity of the underlying « core » library (cache mechanism, data structure management, etc…) -Give USER access to customize the « data production » and the Cuda 4.x and Compute Capability SM at least 2.0 [ 1 ] -Common API : « hidden » generic mechanisms Tree Data Management (space partitioning) to store and organize data (octree or generalized N3-tree, + SDK example kd-tree) Cache System on GPU : LRU mechanismn (least recently used) (to get temporal coherency) Data Production Management : on host, GPU, or hybrid mode Goal : produced data are kept in cache on GPU Visit algorithm : traverse your data (loaded in cache) as could be done for rendering Renderer (hierarchical volume ray-casting, cone tracing, emission of requests,