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Abstract

The Internet of Things (IoT) combines Wireless Sensor and Actuator Network (WSAN) (the
challenge of large scale of systems), pervasive computing (the challenge of heterogeneity of nodes and
the users own interaction with these nodes), and the elements of the traditional Internet such as
web and database servers. An important challenge in such a diverse and multidisciplinary field is
the ease of application development for the stakeholders, who are involved in the IoT application
development process. Several application development approaches have been proposed to address
this challenge in the related field of WSANs and pervasive computing. However, very few approaches
for IoT applications have evaluated their programming framework on factors such as expressiveness

and development effort. The former guides the stakeholders to identify a suitable approach for given
application requirements at hand. The latter helps the stakeholders the lines of code that need to be
written to develop the IoT application, which involves large number of heterogeneous devices.

In this paper, we evaluate our previously proposed model-driven approach, which supports the
development of IoT applications, on two factors: expressiveness and development effort. The results of
the expressiveness clearly indicate the subset of IoT application characteristics that can be suitably
developed in our framework. Our evaluation results of the development effort show that (1) our
approach drastically reduce development effort for developing IoT applications compared to node-
level programming. (2) the reusability of specification and implementation across the same application
domain, thus reducing development effort.

1 Introduction

The Internet of Things (IoT) [3] applications are being deployed in a wide variety of applications and
domains [1]. An important challenge, which remains to be addressed in the IoT, is the ease of application
development for the stakeholders, who are involved in the IoT application development process. Similar
challenges have already been addressed in the closely related fields of Wireless Sensor and Actuator
Networks (WSANs) and pervasive computing. While the main challenge in the former is the large scale
of the systems (hundreds to thousands of largely similar nodes), the primary concern in the latter has
been the heterogeneity of nodes and the major role that the user’s own interaction with these nodes plays
in these systems (cf. the classic “smart home” scenario where the user interacts with a smart display
which works together with his refrigerator and toaster). The upcoming field of IoT includes both WSANs
as well as smart appliances, in addition to the elements of the “traditional” Internet such as Web and
database servers, exposing their functionalities as Web services etc.

There is a growing awareness about this problem in the research community [10], and several ap-
proaches [5, 7, 10, 14–16] have been proposed in the related field of WSANs and pervasive computing.
On one hand the proposed approaches provide a diverse set of functionality and, on the other hand,
IoT applications have widely different characteristics. Very few approaches have addressed the ease of
application development challenge with the diverse nature of the IoT applications. Very few approaches
for IoT applications have evaluated their approach on expressiveness and development effort factors.
Consequently, it largely remains unclear for the stakeholders, as to which approach is suitable for a given
application requirement at hand.

Selecting a suitable approach for given application requirements at hand requires a clear evaluation.
We believe that such assessment not only be helpful for our research, but might also provide a conceptual
basis for the selection of a programming framework that can be adopted to meet requirements at hand.
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Therefore, in this paper, we address these concerns by evaluating our previously proposed model-driven
development approach [12]. More precisely, we answer the following questions in this paper:

1. What are the characteristics of IoT applications that can be modeled by our model-driven approach?
In order to answer this question, we first identify some common characteristics of IoT applica-
tions (described in section 2.1) based on the survey in our previous work [13]. In section 3.1, we
classify the representative IoT applications (discussed in section 2) into identified characteristics
using our approach. Further, we demonstrate design decisions of selected applications using our
approach.

2. How effective is the proposed model-driven approach to promote the reuse of software artifacts to deal
with changing application requirements? In order to answer this question, we consider a scenario
where there is a requirement of adding new application into existing deployment (section 3.2,
experiment 1). The primary reason of choosing this scenario is to show the ability of our approach
to deal with changing application requirements. The results of this experiment conclude that there
is a drastic reduction in development effort for subsequent application development.

3. How effective is the proposed model-driven approach to develop IoT application, involving large
number of heterogeneous devices, over node-level programming? In order to answer this question,
we simulate the application over increasing number of nodes using our approach and node-level
programming (section 3.2, experiment 2). The primary reason of choosing this scenario is to show
the development effort over large number of heterogeneous devices. At the end of this experiment,
we conclude that our approach reduces development effort compared to node-level programming.

2 IoT applications and its characteristics

To illustrate the characteristics of IoT applications, we first take following two domains with two ap-
plications in each domain, which are widely discussed as IoT applications [1]. Then, we identify some
common characteristics in section 2.1.

• Building Automation.

– A smart office [1] application aims to regulate appropriate temperature for worker productivity
and comfort, and provides general information such as average temperature of the building.
The temperature in each room of the building is regulated by a sense-compute-actuate loop
executing among the temperature sensors and heaters of the room to maintain an appropriate
temperature of room. Additionally, average temperature values are computed at floor and
building levels to be displayed on monitors at the building entrance and control station. When
a user enters or leaves a room, a badge reader detects this event, and queries a central employee
database for the user’s preferences. Based on the response, the threshold used by the rooms
devices is updated.

– A fire management [4] application aims to detect fire in building. The fire is detected by
analyzing data from smoke and temperature sensors. When a fire occurs, the application
triggers sprinklers and unlocks doors to allow residents to evacuate the house. Additionally,
residents of the building and of the whole neighborhood are informed through a set of alarms
and warning lights.

• Traffic Management.

– A road traffic monitoring and control [9] application aims to maximize the flow of vehicle on
the road. This application contains four components: (1) devices with speed sensor installed
on the highway lanes, which measures and reports the speed of vehicle periodically (2) devices
with presence sensor installed on the highway ramps, which reports the presence of vehicles
periodically (3) devices with Electronic Message Displays (EMD), which recommends driving
speed to drivers (4) devices with traffic signals, which allow or disallow cars onto the high-
way. First, data is gathered from speed sensors and presence sensors. Second, average speed
of vehicles on the road and average queue length at highway ramp are calculated. Finally,
appropriate speed is recommended to drivers on EMD and traffic signal is controlled to allow
or disallow vehicles on the highway for controlling traffic.
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– A parking guidance and information [19] application aims to provide drivers with dynamic
information on parking within controlled areas of city. Monitoring devices with presence
sensor are installed at parking areas to establish the flow into and out of the vehicles parks in
order to calculate the number of available spaces. Vehicle park count data are processed before
being presented to the public via EMDs. It shows information such as “available spaces” or
“full”.

2.1 Characteristics of the IoT applications

In this section, we identify some common characteristics of IoT applications

• Goal: An application has either sense-only or sense-compute-actuate goal.

– Sense-Only (SO): An application with this goal collects data and stores it for later, off-line anal-
ysis. A classic example is self-logging object that stores data about itself and its environment
in great quantities. An example is the smart office application, which records information
about building such as average temperature, and stores it for later purpose. This class of
applications is found in domains such as food supply chain [6,8], patient monitoring [11], etc.

– Sense-Compute-Actuate (SCA): An application with this goal gathers data, then processes
it, and triggers appropriate action. A simple instance of this is fire management application,
which analyzes data from smoke detctor and temperature sensors and alerts residences by
triggering alarms. This class of applications is found in domains such as optimizing power
consumption costs [2], work place safety1, etc.

Classes: Sense-only or Sense-Compute-Actuate or both

• Topology: It indicates whether an application is characterized by static or dynamic topology.

– In static topology, devices involved in the IoT application do not move once they are deployed.
For instance, in road traffic monitoring and control application, device with speed sensor and
presence sensor are installed on the highway.

– In dynamic topology, devices involved in the IoT application move autonomously. The involved
devices may be wearable device (e.g., smart phone, badge) to monitor or track moving objects
such as person or animals. For instance, in smart office application, a badge is attached with
the user to set his preferred temperature in a place wherever he moves.

Classes: Static topology or Dynamic topology or Hybrid

• Scale. It indicates that whether a sensing task of an application requires cooperation of thousands
or small number of devices. For instance, in smart office application, calculating average temper-
ature of room task requires very few temperature sensors while calculating daily temperature of
large building task requires the use of thousands of devices with temperature sensors.

Classes: Large scale or Small scale

• Heterogeneity: It indicates whether an application runs on network with homogeneous devices
or heterogeneous devices.

– A network of homogeneous devices consists of mostly identical devices from hardware and
software point of view.

– A network of heterogeneous devices consists of different type of sensor and actuator. For
instance, fire managament application consists of different kind of sensors such as temperature
sensor, smoke detector and different kind of actuator such as light screen, alarm etc. These
devices may be different in terms of their implementations. For instance, one temperature
device produces data in Celsius and other in Fahrenheit.

Classes: Homogeneous or Heterogeneous

1http://www.sensei-project.eu/
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• Interaction modes: It indicates how devices interact with each other. The interaction mode could
be continuous, event-driven, request-response, or command.

– Continuous. The sources communicate their data continuously at a prespecified rate.

– Event-driven. The sources report information only if an event of interest occurs.

– On-demand. The sources report their result only if they are requested.

– Command. The source triggers an action of other entity with or with no argument.

Classes: Continuous or Event-driven or On-demand or Command

• Entity type: It indicates whether an application consists of sensing or actuating entity of type
virtual, physical or both. For instance, in smart office application, when a user enters or leaves a
room, storage service (i.e., virtual entity) is queried for the user’s preference. Based on the user’s
preference, heater (i.e., physical entity) is triggered.

Classes: Virtual entity or Physical entity or both

• End-user’s role: It indicates what role an end-user plays. A user could play role following role:
originator, recipient, or intermediary.

– Originator. The application could take action with human originator. The originator may
trigger an event or query to the application. For instance, smart office application, when a
user enters a room with its badge. A badge reader detects this event and queries a central
employee database for the user’s preferences. Based on these, the thresold used by the room’s
devices is updated.

– Recipient. The user could play role as a recipient, who is notified final results by an application.
For example, the fire management application notifies residents of the building and of the whole
neighborhood through a set of alarms and warning lights.

– Intermediary. The user could play role as intermediary, who is prompted for input as required.

Classes: Originator (event/query) or Recipient or Intermediary or No role

• Application logic: It indicates whether an application contains simple logic or composition logic.

– Composition logic. An application synthesizes several different measurements from heteroge-
neous sources. We define such an intelligence as composition logic.

– Simple logic. An application combines largely same type of measurements from homogeneous
sources. For instance, the calculating average temperature application aggregates sensor mea-
surement from temperature sensors.

Classes : Simple Logic or Composition Logic or Hybrid

3 Evaluation

This section evaluates factors of our approach such as the expresiveness, required software development
effort to develop an application, which are essential for the success of any programming approach [18].
These factors are described below:

• Expresiveness: It indicates the scope of our approach. We have measured it by developing wide
range of applications in multiple application domains such as building automation, health-care,
and transportation [5] and classified these applications into identified characteristics of section 2.1.
Section 3.1 shows the scope of our apporach with the reference of applications described in section 2.

• Development effort: It indicates the number of handwritten lines of code (LoC) required to
develop an application [5]. The more hand-written code there is, the more development effort [17].
We have measured it through the number of hand-written LoC in section 3.2 with the reference of
applications described in section 2.
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3.1 Expresiveness

In this section, we have evalauted the scope of our approach. More precisely, we answer the following
question: What are the characteristics of IoT applications that can be modeled by our model-driven
approach?

To conduct our evaluation, we have decomposed the requirements for applications (described in sec-
tion 2) of a domain into specific goals. The main advanatage of this decomposition process is that it
results into elementary goals. For example, the “smart office” application of Building Automation domain
is decomposed into two applications: (1) “regulating temperature” (2) “calculating average Temperature
of building”. Table 1 classifies sample applications according to characteristics defined in section 2.1.

Domain Applications Goal Topology Scale Hetero. Entity

type

Interact.

patterns

among

devices

App.

Logic

End-user’s

role

Building

Automation

Regulating

Temperature
SCA Static Small Hetero.

Physical Event-

driven, Composition Originator

& Command,

Virtual On-

demand

Calculating

Average

Temperature

SCA Static Large Homo. Physical

Continous

Simple Recipient&

Command

Detecting

Fire
SCA Static Large Hetero. Physical

Event-

driven Composition Recipient

&

Command

Traffic Man-

agement

Road Traffic

Monitoring

and Control

SCA Static Large Hetero. Physical

Continous

Composition Recipient&

Command

Parking

Guidance and

Info.

SCA Static Large Hetero. Physical

Continous

Composition Recipient&

Command

Table 1: Classification of IoT Applications in our Approach

Table 2 shows above discussed applications adopted in the case-studies using our approach. We
only focus on design decisions concerning the IoT applications. Therefore, we ignore functions that are
provided by middleware, device specific code, and the deployment of the physical node. When developing
applications, we show two aspects of an IoT application in table 2:

1. Can we describe basic building blocks of an IoT application ?

2. Can we describe components that describe application logic of an IoT application?

The “vocabulary” column of table 2 shows the basic building blocks of an IoT application: sensing
entity, actuating entity, storage, and partition definition of a system. Sensing and storage entity act as
data sources and actuating entity performs an action. The column “architecture” lists the computational
and controller component of an application. A computational component is fueled by sources defined in
the vocabulary. It holds application logic of an applications, thus computes data from sources and then
passes it to controller, which takes an action.

3.2 Development effort

This section shows how our approach eases application development. The qualitative attribute we are
interested in is development effort. We measure this attribute through the number of hand-written Lines
of Code (LoC). The following two experiments along with the applications of Building Automation domain
is used to assess development effort.

• Experiment 1: Developing a new application in a same domain and same deployment scenario.

• Experiment 2: Developing an application involving large number of nodes.

Experiment 1: Developing a new application in a same domain and same deployment sce-

nario. The primary aim of this experiment is to answer the question: How effective is the proposed
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Domain Application Vocabulary Architecture

Region Sensing En-

tity

Actuating

Entity

Storage Computational

Component

Controller

Building

Automation

Regulating

Temperature

Building,

Floor,

Room

Temperature

Sensor,

Badge

Reader,

Smoke

Detector

Heater,

Monitor,

Door,

Alarm,

Sprinkler

System,

Light

ProfileDB Proximity,

Calculate

RoomAvgTemp

RegulateTemp

Manager

Calculating

Average

Temperature

Calculate

RoomAvgTemp,

Calculate

FloorAvgTemp,

Calculate

BuildingAvgTemp

DisplayManager

Detecting

Fire

Calculate

RoomAvgTemp,

Calculate

FireState

FireHandling

Manager

Traffic Man-

agement

Road Traffic

Monitoring

and Control

Zone,

Area

Speed

Sensor,

Presence

Sensor

Electronic

Message

Display,

Traffic

Signal

- Calculate

AvgSpeed,

CalculateAvg

QueueLength

SpeedLimit

Manager,

TrafficSignal

Manager

Parking

Guidance and

Information

Calculate

ParkingSpace

DisplayParking

SpaceManager

Table 2: List of components of application with its domain

model-driven approach to promote the reuse of software artifacts to deal with changing application re-
quirements?

For this experiment, we consider a scenario where there is a requirement of adding a new applica-
tion into existing deployment. To simulate this scenario, we have choosen three applications of Building
Automation domain. As a first step, we developed “Regulating Temperature” application, then second
“calculating avg. temperature” application, finally “detecting fire” application. We deployed all these
applications on a set of simulated nodes running on top of a simple middleware dedicated to evaluation.
Intially, when a first application was developed using our approach, we have written vocabulary spec.,
network spec., device drivers, and application-specific architecture specification and its application logic
from scratch. The first row of table 3 shows required development effort (i.e., total LoC) for first “Regu-
lating Temperature” application. However, the reusability of voc spec., network spec., and device drivers
become apparent when we have developed subsequent applications. To develop subsequent applications,
we only need to specify architecture specification and application logic. The second and third row of
table 3 show that there is a drastic reduction in development effort for next two applications.

We conclude that the primary reason of drastic reduction of development effort in next two applications
using our approach is seperation of concerns. By seperating the problem of developing an application
into well-defined concerns, stakeholders can deal with them individually with changing requirements and
achieve high reusability, thus reducing development effort.

Experiment 2: Developing an application involving large number of nodes. The primary aim
of this experiment is to answer the question: How effective is the proposed model-driven approach to
develop IoT application, involving large number of heterogeneous devices, over node-level programming?

To simulate this experiment, we have developed the “detecting fire” application using our approach
and node-level programming (described below) and deployed it on a set of simulated nodes running on
top of the middleware dedicated to evaluation.

• Developing “Detecting fire” application using our approach. In first deployment scenario,
we have developed the application on 34 nodes instrumented with heterogeneous sensor, actuator,
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Lines of code

Domain Application Vocabulary

Spec.

Architecture

Spec.

Deployment

Spec.

Application

Logic

Device-specific

code

Total

Building

Automation

Regulating

Temperature

46 24 197 48 219 534

Calculating

Avg. Tem-

perature

0 19 0 80 0 99

Detecting

Fire

0 35 0 58 0 93

Table 3: Required development effort to write applications in Building Automation domain

and storage service deployed in 1 building with 2 floors, each consist of 2 rooms. We measured
total LoC required to develop this application. The total LoC is a summation of LoC of vocabulary
spec., architecture spec., application logic, device drivers , and deployment specification for 34
nodes. Similarly, we have developed this application over increasing number of nodes to measure
development effort. The figure 1 shows the LoC (i.e., development effort) required to develop the
application over different number of nodes. In the figure 1, we have observed that lines of code
increase as number of nodes increase. The reason of this increase is because of network specification.
As number of nodes increase, stakeholders have to write more LoC in network specification that
add into final LoC.

• Developing “Detecting fire” application using node-level programming. To measure
development effort using node-level programming, we have calculated total LoC that need to be
written for individual node, including mapping code for each software component. Similarly, we
have developed the application over increasing number of nodes to measure development effort. The
figure 1 shows the LoC (i.e., development effort) required to develop the application over different
number of nodes. In the figure 1, we have observed that lines of code increase as number of node
increase drastically because as number of nodes increase, stakeholders have to write more lines of
code for individual nodes as well as more mapping code.

The results in the figure 1 shows that there is a drastic reduction in the development effort using our
approach compared to node-level programming. We conclude following reasons for this achievement:

• Our approach provides abstractions to specify high-level description of IoT application at system
level. For instance, in the table 2, one entity description for potentially many implementations and
many instances. Thus, development effort does not depend on the number of nodes, which reduces
development effort.

• Our approach is supported by a mapping process, which analyses the application definition and au-
tomatically generates device-specific code to result in a distributed software system collaboratively
hosted by individual devices.
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