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Abstract—Constraint satisfaction problems related to geometry Some constructive methods are closer to geometric con-

mostly arise in CAD. But even though they are designed for structions (see [1], [7] for instance): they build a plan of

geometry, none of the methods proposed to solve these probie construction that is an ordered list of definitions —
fully meets the requirements needed by the educational donia . . .
fi(oj,,...05,) where for eachoj,, i > ji. In dynamic

In this paper, we adapt CAD methods to education and show .
that results must be construction programs in order to take g€ometry programs such as GeoGebra or Cinderella [8],
into account particular cases. We present then a framework this construction plan is built interactively by the usemdan

implemented in Prolog as a knowledge-based system calledd®®. numerically evaluated each time a free object changes.
The problematic of CAD constraint solving is slightly diffe
ent from CAL geometric construction problems. In education
|. INTRODUCTION the problems are given in a literal form, sometimes with an
illustrative figure, and the teacher want the students tonixa
Roughly speaking, solving geometric construction protsiemy| the possible cases and in each case to find all the sotution
consists in finding geometric figures which meet a given spag- CAD the statement of the problem is a dimensioned sketch
ification. The domain is essentially known through previougnd the user wants the solution which looks the most like the
works in Computer-Aided Design (CAD) [1]-[4] and has beeBketch (see [9] for more details on this subject).
viewed as a particular case of Constraint Satisfaction|Enob In this paper, first we introduce the notion &Fogram
(CSP) under the name of Geometric Constraint Solving (GC§p Construction and we present a knowledge-based system
with a slightly adapted formulation. It remains that geamet,hich can solve construction problems.
features make GCS a special field of research, particularlyrne rest of the paper is organized as follows. Section Il ex-
when considering Computer-Aided Learning (CAL). plains the problematic in greater details and gives an dserv
In CAD, the problems are given under the form of &f our approach. Section Il shows how the knowledge rep-
dimensioned sketch obeying to a pictorial norm. The expectgasentation is structured in our system. Section IV dessrib
result COI’]SiStS in numel‘ica| Va|ueS that meet a.” the metgﬁeciﬁc engines that are used to update the Working memory_
requirements given on the sketch. Several methods have be@gtion v gives some examples whose construction has been
developed in CAD for solving geometric constraints. Som@und successfully by Progé. And section VI describes some

are very general and related to equation solving throudieeit jmprovements that our approach could make to the dynamic
numerical methods [5], or formal algebraic methods [6]. Thgeometry programs used in CAL.

so-calledconstructive methodsre more focused on geometry.

Apart from few exceptions [1], [7], all constructive mettsod [l. OVERVIEW OF OURAPPROACH
for solving geometric constraints in CAD are based on a grag\h
representation of the constraint system where the vertexes
correspond to the objects to be found and the edges corrésporin education, solving a geometric construction problem is a
to the constraints. A degree of freedom is assigned with egetocess whose input is a literal statement, like the oneangiv
vertex (that is, roughly speaking, its number of free coordin the example below, and whose output is a way to construct
nates) and a degree of restriction with each edge (rouglly the solutions inany case. Let us consider two examples.
speaking, the number of equations it represents). Thesegie Statement 1.Construct a triangl€ a, b, c), given its base
of information are used to sort the edges using the order [od, b] , a base angle, say = /(ab, ac) and sunk = ac
construction. This way, the constraint graph is used toatper+ cb of the other two sidefl0].

a decomposition of the whole systems into smaller ones thafThe locus method gives easily the result: indeets one
can be translated into small equation systems. Varioushgragf the intersection points of the lingé making anglex with
algorithms have been used: degree of freedom propagatibase] a, b], with the ellipse defined by its foe andb and
search of the tri-connected components or computing sothe lengthk. On the other hand, this result is not convenient
flow on a bipartite graph. for a high school student who has to achieve a ruler and

Program of Construction



o
el se fail by under-constriction
a1 case((xzyb) is a parallelogran) :
A X 2 construct | = line passing through o and
parallel to line (zb)

verify_statenent
end cases
end foreach

Note that, since we use necessary conditions to build this
program, we have to verify, numerically or formally, if the
statement is really fulfilled.
¢ ‘ This shows that the result of a geometric construction
problem should not be a plain sequence of constructions but
a programwith specific control flow structure@ or each and
f or eachcase) to deal with case distinctions.

Fig. 1. A construction for statement 2.

B. Knowledge-based system

We consider the framework of Euclidean geometry with
Fig. 2. A case where previous construction fails. typed variables and parameters: points, lines, circlesadces,
angles, directions of lines. Such objects are used with-func
tional and predicative symbols that express constraints an
compass construction since an ellipse is in general not Refine objects.
constructible. Theonstructiongiven in [10] is more suitable:  The reasoning that leads to a program of construction from

a, b, aand k are given a statement is based on geometric rules. These rules are
Let | be line (ab) . . implemented in a knowledge-based system. We find then the
construct line |1 through a nmeking angle a with | ;]

construct circle cl with center a and radius k usual components of such a system withr@wledge basea
construct (p3, p4) as the intersection of c1 with I1 H ; H ;

construct 12 the perpendicular bisector of [b p3] working memoryand amnf_erence englneSeverf';lI |mportant_
construct ¢ as the intersection of |1 and |2 aspects should be taken into account for the implementation

he construction program must remain readable by a student,
ut many deductions related to some basic geometric prop-
eties (commutativity of some relationsfc) may increase
drastically the program size. There are also some useless
deductions that should not clutter up the program.
Thus specific mechanisms for geometry must be integrated
into the knowledge-base system. We found them in the knowl-

Nonetheless, considering this as the result of homewoek,
teacher could ask some questions like “how many solutions
we have?” or “what happens whexb?”.

The following example is more difficult to overcome:
Statement 2.Given two different parallel lines1 and! 2, and
three pointsa on 11, b onl 2, ando in a general position,

construct a linel passing througfo and cuttingl 1 at x and edge base which contains on one hdod level rulesthat

| 2 aty such thatax + by equals a given lengtk. . . . .

. . . express geometric properties which are usually considered
Using the same trick than in example 1, we construct PoInL” . cumptions and on the other harigh level rulesthat

z at distancek froma onl 1. It is easy to see thdtxzby) is P

. 2 state geometrical theorem having the forrh ... then

a parallelogram (Fig. 1), and we get the construction: . . .
[either] ... [or ...].The working memory is also

a, b, o, direction dl1 and k are given H . H
construct 11 < line through a with direction di decomposed |_nto two component;foamal figurecontaining
construct 12 = line through b with direction di useful properties for the construction but that does notapp
construct cl = circle with center a and radius k R ; ; ; R
construct (z1, 22) = intersection of c1 and I1 in it; and aformal r_easonlngwhlcr_l is a _dynamlc graph to
construct i = midpoint of z1 and b prevent loops. The inference engine reliesmadus ponens
construct | = line passing through o and i but with an extended notion of unification that we cafli-

Unfortunately, it could happen thakzby) is not a parallel- fication modulothe formal figure. Moreover, it contains a
ogram (see Fig. 2), but thakzyb) is! Different constructions case distinction enginehich tries to detect equalities between
must be done according to the cases. Taking the previdf¥ects
remarks into consideration, a more accurate answer cens'@t

) ! . Example
in the following program of construction

We describe here the beginning of the resolution for the

a, b, o, direction dl and k are given . . . L
J previous construction problem. The formal figure is iniiatl

construct |1 = line through a with direction dil

construct 12 = line through b with direction dil with the following facts:

construct cl1 = circle with center a and radius k

construct {z1l, z2} = intersection of cl and I1 ais apoint lyingonll ais known

foreach z in {z1, z2} do b is a point lying on 12, bis known

foreachcase do ois apoint lyingonl, ois known

case((xzby) is a parallelogram : x is a point lying on |1l (with a degree of freedom= 1)

construct i = midpoint of z1 and b y is a point lying on 12 (with a dof = 1)
if (0 <>i) then dilis a known direction related to |1 et |2
construct | = line passing through o and i I1is aline containing a and x with direction dl

verify_statenent it is known (dof = 0)



12 is aline containing b and with direction d functionnal term | intuitive semantics
it is known 9 Y !nterll(ll,l2) i_ntersection _of line I1_ and 12 '
| is line containing o, with a dof=1 intercl(c1, 11) list of_ the 2 intersections of circle c1
x and y are on | and line I1
dlis a length equal to ax intercc(cl, c2) | list of the 2 intersections of c1 and cp
d2 is a length equal to by mid(pl, p2) midpoint of points p1 and p2
k is a length equal to d1+d2, k is known center(cl) center of circle c1
. . line(pl, p2) line through pl and p2
and in theformal reasoning graphwe have: Ipdir(pl, dil) | line through pl with direction dil
k = ax+by bis(11, 12) list of 2 bisector lines of I1 and 12
ccr(pl, d1) circle with center pl and radius d1
Then, the inference engine starts using a data-driventsearc cep(pl, p2) fri]rcle Vﬁ/ithzcemer pl passing
; iad ; . rough p
A rule that can possibly be applied is the following one: TSI P2) distance between points pT and p2
300 # if [dist(A M+dist(B, N=L] dipl(p1, 11) distance from point p1 to line 11
and [known Iine(A M, known L] radius(c1) radius of circle c1
then [ o ) +, - simple arithmetic operators
X oy nt gf'sfg 'B' ”N)e(]A_’ M. cer(A L), din(L) direction of ine 11

Or, in natural language, if the sum of the lengtktg and BN

predicative term

intuitive semantics

. . X=y equality
and the line( AM are known, the construction can be helped Xis.ony incidence relationship
by considering poink on ( AM at distance. from A, since we iso(pl, p2, p3 (p1,p2,p3) is isosceles triangle

circles cl1 and c2 are tangent
at point pl
(p1,p2,p3,p4) is a parallelogram

get the new fackM = BN. A special unification is used (see tangentce(cl, ¢2, pl

below) givingA=a, M=x, B=b, N=y, L=k, thenline(a, x) is
identified asl 1 sincea andx are onl 1. The system checks
if 1 1 andk are known, the rule is applied and new knowledge
is added into the two databases:

pli(p1, p2, p3, p4)

TABLE |
SOMEBASIC CONSTRUCTIONS AND GEOMETRIC CONSTRAINTS

clis acircle with center a and radius k, dof=0
cl contains pl
pl is a point defined as the intersection of |1 and cl
its dof=0, it ison |1l and on cl C,
the know edge about 11 is conpleted: |11 contains pl
the know edge about d2 is conpleted: d2=dist(pl,x)

D) or (A, B, D, O is a parallelogram. The empty lists
before the keywordnd indicate that these conclusions are not
subject to additional conditions. The inference engine thas
deal with this alternative. The two possibilities are expth
two constructions are launched anél@ eachcase structure
is introduced in the construction program.

The rest of the construction(s) uses classical properties f
parallelograms which are expressed as high level rulesiin ou
system.

and for the formal reasoning graph:
d2 = dist(p1l,x)
In a next step, our system considers the following rule:

200 # if [dist(A B) = dist(CD),
dirl (line(A B)) =dirl(line(CD))]

and
[alldifferent [A B, C D]

then
either [] and [plI (A B, C D]

or
either [] and [plI (A B, D O].

D. Geometric Universe

Usually, only straightedge and compass are authorized in
geometric constructions. But, in the classrooms, otheststo
which is selected thanks to our unification mechanism: tle@rresponding to basic constructions are allowed. We densi
working memory contains the fad2 = di st (p1, x) which here such constructions involving points, lines, circlesgths,
does not unify withdi st (A, B) = dist(C, D). But using directions and angles. Table | gives some constructions and
data stored in the formal figure, the system finds outdlzat some constraints considered in our system.

di st (b,y) andd2 = dist(pl, x).d2isthen replaced by

one of these terms and the unification process is resumed. Corlf one wants to draw figures or to verify some properties on

sideringdi st (p1, x) = dist(pl, x) leads to the failure numerical data, one has to consider numerical semanticsewhe

of the control termal | di fferent [A B, C, D] and the coordinates are given to geometric types and functional and
second choice is made by matching the fackt (p1, x) predicative symbols are interpreted by numerical funstidn

= di st(b, y) giving the unifierA=p1, B=x, C=b andD=y. our case, a “formal semantics” is needed and we use a set
The inference engine has then to test if this unification ve®f axioms describing the relationships between the notions
ifiesdirl (line(A B)) =dirl(line(C D)). Again the formalized by the functional and predicative symbols.

figure is used to prove thati ne(pl, x) =11, line(b,

y) =12, anddil =dirl(11) = dirl(12). Since the _

testal Idifferent [A B, C D succeeds, the rule isA- Logic
launched. In this work, we adopted a pragmatic point of view. We

This rule consider two segmerits, B] and[ C, D] which use logical statements as an intermediate language tossxpre
are parallel and have the same length,then, eiter B, usual knowledge coming from mathematical textbooks, in

I1l. KNOWLEDGE REPRESENTATION



order to write them in Prolog. In this framework, functional[[A diff B] >> [], [A eq B] >> [def(D,1,[B/ point/incid])]].

symbols represent basic constructions and relational sisnb Clause number 1 indicates thant erl ¢ is a functional

?ﬁLUdglfrfecmil'iﬁgafegogséfénézlﬁiﬂ fxdfjggf:;;:ﬂggaxsymbol noting a multi-function computing a list of results.
9 wiedg P R en used as a definition in a program of construction, it

set like the following one (the upper-case letters |nd|caFe . . }

. - : €ads to an iterative structure:
universally quantified variables):

il :=intercl(cl,11)

(cl) dist(X YY) = dist(Y,X) foreach pl inlil do ...
(c2) mid(XY) = nid(Y,X

_ _ _ _ _ Clauses number 2 and 3 essentially code axioms (il1) and
(il) Xis-on-line Z A Yis-on-lineZ A X#Y D

Z = Ipp(XY) (i2). Clause number 5, precises that the midpoint of A and B
(i2) X = nmd(AB) AAzBDXis-on-line |pp(A B) is to midpoint of B and A. Clause number 6 defines the degree
(d1) X is-on-line Ipdir(X D) of restriction of an incidence relationship, for instanifean

A Yis-on-line Ipdir(Y, Di) unknown line passes through a known point, then its degree

Alpdir(X, D) # Ipdir(Y, D) D X #Y

of freedom will be decreased by 1. Finally, clause number 7,
_ _ expresses the preconditions linked to the symbol functiona
(r1) (pl1(A B C D DnidA O =nid(B D “line”(See below)

(r2) (plI(A B, C D) Ddirl(lpp(AB)) =dirl(lpp(C D))

A dirl (1pp(A Q) =dirl(1pp(B, D) C. High Level Axiom Set
(r3) (dist(A B)=dist(C D) A dirl(lpp(A B))=dirl(lpp(C D)) The axioms whose use is made visible are translated by
A A # B A) Ipp(AB) # 1pp(C D) rules represented by Prolog clauses such the ones shown at

> (plH(A B C D Vpll(A B D Q) section Il. The general syntax is the following:

In the next section, we show how we put a structure on thisunber> # if <list of the prenises>

axiom set in order to implement our framework. and <list of control terms>
then < list of actions/assertions >
B. Low Level Knowledge

As said above, some axioms seem to be useless whe}’]\/here keywords are in boldface and defined as Prolog infix

e . : ) . operators. The list of premises has to be instantiated ubim
explaining a construction, for instance making clear thst(a, P P 9

. . T 4 ._facts in the working memory as in usual expert systems. In
b) = dist(b, @) in a large construction is pointless. Presiou g y P y

. . L L order to avoid to infer useless facts, the control list isduse
axioms .(Cl)’ (c2), (i1) and (|2)_g|ven above fall in this azdey. to guide the application of the rule: through these controls
In add|t|on,_ there are SOME pIeces of knowledge that are u?ﬁg inference engine can test if a geometric object is yet
for controlling the solving process and do not deal with pureonstructedl(nomn) or not ot _known), if they are different
syntactic logic, for instance the degree of freedom of moin — !

) ) . If the current contextd] | di f f er ent). The rule is launched
is 2 since we aim the 2D-plane as a model for our geometriy, : : ; ;
| O?” tests succeed. Finally, the conclusion list contaihs

the same way the incidence relationships have a degreen lv facts to be added in the working memory, in the case

restriction equal to 1. We choose to associate this kind g : g . .
of classical geometric inference, pieces of constructidth w

knov_vl_edge .W'th the S|gn_ature of the theo_ry rather _tha_n Eﬂe possibility to introduce auxiliary objects or controtians,
explicitly write them as high level rules. This way, this #in like inhibiting some rules

of _k_novyledge can pe used by_yery low level meqhanisms IikeIn addition, in order to take special cases into considera-
unification, search in and modification of the working memor}/ion, we define the notion of disjunctive rule where several

PreC|s_er, here are some examples of attributes linked ct8nclusions are possible. They follow the syntax:
geometric types and coded as Prolog facts: _ _ _
<nunber> # if <list of the prenises>

dmax( poi nt, 2). and <list of control terns>
auton(line, D, [dir :: D names dirl (D], [Ipdir(nul, D)]). then
either <list of ad_di tional p_rem' ses> )
The first clause indicates that a free point has a degree of and < list of actions/assertions >
or
freedom equals to 2, and the second one says that when the either <list of additional prenises>
system introduces a line D in the working memory, it has also and < list of actions/assertions >

to introduce its direction Di, then D has direction Di.
Now, the next piece of Prolog code shows different sorts of

attributes linked to the functional symbols. Each conclusion beginning with keywoedlt her indicates

a particular case which is defined by the list of additional

fedel rmlt(intercl). premises. This list can be empty like for the rule labeled 200

/*2+] deconp(line,[point/incid, point/incid]).

/%3« 'update:’ Meq mid(AB) ==>[Mis_on line(AB)]. given at section Il. The list of actions or assertions after t
/*4x] Termequiv Term .
5%/ mid(A B) equiv nid(B A). and keyword has the same meaning as a standard rule.

D. Exceptions

Degenerate cases appear everywhere in geometry. For in-
/+7+] D eq line(A B) 'except:’ stance the axiom 1 contains preconditions to functional

/+*6%/ deg_titre(incid, 1).



terms. We also saw that in our knowledge structure, sucbnsidering a degenerate case. The formal figure has then to
preconditions are directly connected to the right funaionbe strongly updated by merging the two objects and using a
symbol. We designed a special automatic prover to takable of synonyms.

these preconditions into account. In fact, when a functiona Formal Reasoning Graph The history of the construction
term with precondition acts as a definition in a program @$ stored by an hypergraph whose nodes are the high level
construction, this special prover try to prove either thea t facts and those hyperedges correspond to the high level. rule
preconditions are fulfilled or, if it fails, that the negatiof Formal reasoning is used to instantiate high level rules
the preconditions are fulfilled. If the prover fails in theaw through our extended unification mechanism, and it is uptate
cases, they are both considered and this gives birth to twhen rules are applied. Keeping the history serves several
branches in the program of construction. This special proveurposes. First, it can be used as a source of explanations
uses special knowledge specially to prove that some objeat®ut how a particular construction has been found. Second,
are different. To this end, Progé owns a small base of rulégprevents infinite loops during the data-driven search.

translating axioms like axiom (d1) in the list above. Moreover, Prolog follows a deep first search which is
known for being an unfair inference strategy. To avoid this
IV. KNOWLEDGE MANAGEMENT AND PROGRAM behavior, we use a heuristic method that penalizes the facts
SYNTHESIS which have led to many deductions and which have allowed

In Progé, the knowledge which defines the geometric uf2 construct some searched objects. Given a certain level
verse is implemented into a set of Prolog facts that tifietermined by the system, the facts that own a weight greater
expert user can modify in order to add high level rules, biftan this level cannot be used. When all the rules fail at this

also geometric objects (as conics for instance) or funatior€vel, it is incremented and then, another deduction cyafe c
symbols. begin. A maximum level is imposed to avoid any infinite loop.

In addition, to this “global” geometric knowledge, Progé . . o
has to deal with specific knowledge coming from the current EXCeption and Particular Cases The case distinction

problem of construction. The working memory is divided int§nginedeals with non degeneracy conditions and disjunctive
two parts: a formal figure and a formal reasoning graph. rules. When the inference engine needs to apply a rule, the
Formal Figure. The formal figure is a bookkeeping of glicase distinction engine is invoked to take care of the non-

inferred information that a human could read on a graphicdg9eneracy conditions. It tries to prove the non-degegerac
figure that he would have drawn. This includes incidence reigonditions or its negation as indicated above. If none of
tionships, equalities between objects, the degree of éraeaf those two conditions can be proved in the current context,
each object and if the object is known, the term which definésconditional statement will be introduced in the constarct

it. As mentioned, the formal figure is used by our unificatioR"o9ram in order to perform case distinction.

process but also to propagate the degrees of freedom each!'® 9€0Metric program synthesizgenerates the construc-

time an object is constructed. It can also be inspected fign program from theformal figure At the end, for each i
explanation purposes. case, either the system succeds and we get a construction

Formal figure is queried and updated very often. For ifprogram or it is a failure. There are many reasons for a filur

stance, each time that a functional or predicative term %ther the case is impossible, or the assumptions in this cas

considered, it is normalized by a process we cadieanization lead to an ir?finity of so!utions, or also Prog_’e_is not powkrfu
and consisting in naming all its sub-terms including itsEtir enough to find a solution Note that examining degenerated

instance, considering the rule labeled 300 and the exameEPesesr’]'s d|ff|cult.?nr:j often Iea}ds to the failure ofn ”SUCh llmcdu
given at section Il, the system has to consider the directiv ranches, even It the general case Is successiully treated.

V. RESULTS AND DISCUSSION
Our implementation of the approach described in this paper

consists in a prototype, Progé, with about 5000 Prologsline
including the description of the basic geometric universe.

X naming interlc(line(a,x), ccr(a, k))

The terminterlc(line(a,x), ccr(a,k)) is then re-
cursivelyatomizedthe system search a name fame( a, x)
and since the formal figure contains the fact that paingmd A. Results
x are on linel 1, term1ine(a, x) is replaced by 1; the Progé has been successfully experimented on about 30
system searches then a name for tern(a, k) and since classical exercises taken from textbooks: some examptes ar
there is yet not such object stored in the formal figure a nayiven in Table Il where letters, b, ¢, e, f ando represent
object automatically nameell is created, it is of type circle, points;l, 11,12, ...lines;c1, ¢2 ...circles and, k lengths.
its center isa and is radiusk, namec1l is returned. Then, The algorithms used in Progé are not efficient. For instance
resulting termi nterlc(l1, cl) has to be atomized: a newour unification algorithm shares some similarities with A@G-u
object is created with namel and two incidence informations fication which is NP-hard. However, the complexity remains
aboutl 1 andc1. Finally variableX is instantiated by1. polynomial but with a high degree. Fortunately, most of the

It can also occur that the system discovers that two objetitme the considered problems are small and Progé can solve
first considered as different are actually equal, for instaloy them within about 1s on a standard personal computer.



Given Searched| Constraints
a, b, c cl cl is circumscribed to
(&, b, c)
pl, p2, p3,r| cl c1 tangent to ccr(pl, r)
ccr(p2, r), ccr(p3, r)
a, cl | aisonl
| tangent to c1
b, c a (a, b, ) is isosceles
(ab) L (bc)
b, c a (a, b, ¢) is isosceles
(ab) L (ac)
a, b, cl e f 11 a, eandfareonll
e and fare on cl
bf = be
TABLE I

EXAMPLES OF SOLVED PROBLEMS

su
it i

B. Related Works

Other researchers have considered geometric constraction

in link with the domain of automated proof in geometry. 1]

Matsuda and VanLehn [11] propose a tool for proving

geometry and useful tools like the following ones:

« solving or helping: with anad hoc user interface for
editing geometric construction statements, our approach
could be used for automatically solving them, or, more
interesting, to assist a student in solving such problems
by giving him some hints for the next move or by putting
in light degenerate cases.

« verifying constructions is another kind of help for a
student. by using algebraic tools like Wu's method [14]
or by using classical methods [16]. These methods could
be helped by our constructive approach.

« giving explanations as mentioned earlier in the body of
the text.

Progé is a prototype intended as a proof of concept. It
cceeded in this task. A significant work remains to tramsfo
nto a really usable software.
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