N
N

N

HAL

open science

On the Effectiveness of Register Moves to Minimise
Post-Pass Unrolling in Software Pipelined Loops
Mounira Bachir, Albert Cohen, Sid Touati

» To cite this version:

Mounira Bachir, Albert Cohen, Sid Touati.

Post-Pass Unrolling in Software Pipelined Loops.

On the Effectiveness of Register Moves to Minimise
HPCS 2012: International Conference on High

Performance Computing & Simulation, Pr Waleed Smari, Jul 2012, Madrid, Spain. hal-00716183

HAL Id: hal-00716183
https://inria.hal.science/hal-00716183
Submitted on 10 Jul 2012

HAL is a multi-disciplinary open access
archive for the deposit and dissemination of sci-
entific research documents, whether they are pub-
lished or not. The documents may come from
teaching and research institutions in France or
abroad, or from public or private research centers.

L’archive ouverte pluridisciplinaire HAL, est
destinée au dépot et a la diffusion de documents
scientifiques de niveau recherche, publiés ou non,
émanant des établissements d’enseignement et de
recherche francais ou étrangers, des laboratoires
publics ou privés.


https://inria.hal.science/hal-00716183
https://hal.archives-ouvertes.fr

On the Effectiveness of Register Moves to Minimise
Post-Pass Unrolling in Software Pipelined Loops

Mounira BACHIR Albert Cohen Sid-Ahmed-Ali Touati
Universie Pierre et Marie Curie - LIP6  Ecole Normale Sugrieure - INRIA INRIA Sophia Antipolis
Paris - France Paris, France Nice, France
Email: Mounira.Bachir@lip6.fr Email: Albert.Cohen@inria.fr Email: Sid.Touati@inria.fr

Abstract—Software pipelining is a powerful technique to ex- so for I-cache performance. In addition to the minimal unrol
pose fine-grain parallelism, but it results in variables staying alive factors, it is necessary that the code generation schenpefor
across more than one kernel iteration. It requires periodic regiser . 4i~ register allocation does not generate additional $pe

allocation and is challenging for code generation: the lack of a . .
reliable solution currently restricts the applicability of sofware Umber of required registers must not exceed MAXLIVE [10]

pipelining. The classical software solution that does not alter the (the maximum number of values simultaneously alive).
computation throughput consists in unrolling the loop a posteriori When the instruction schedule is fixed then the circular
[12], [11]. However, the resulting unrolling degree is often |ifetime intervals (CLI) and MAXLIVE are known. In this

unacceptable and may reach absurd levels. Alternatively, 100p o0 Known methods exist for computing unroll factors: (1)
unrolling can be avoided thanks to software register renaming.

This is achieved through the insertion ofmove operations, but Modulo Variable Expansion (MVE) [11], [12] which computes
this may increase the initiation interval (II) which nullifies @ minimal unroll factor but may introduce spill (since MVE

the benefits of software pipelining. This article aims at tightly may need more than MAXLIVE registers without proving an
controling the post-pass loop unrolling necessary to generate appropriate upper-bound); (2) Hendren’s heuristic [9] akhi

code. We study the potential of live range splitting to reduce ooy tes 4 sufficient unroll factor without introducing lispi
kernel loop unrolling, introducing additional nove instructions

without inscreasing the /1. We provide a complete formalisation PUt With no guarantee in terms of minimal register usage or
of the problem, an algorithm, and extensive experiments. Our unroll factor; (3) the Meeting Graph framework [6] whose
algorithm yields low unrolling degrees in most cases — with no unroll factor is formally proven to minimize register usage

increase of the/[. , _ . (MAXLIVE), but which does not guarantee a minimal unroll
Index Terms—Instruction Level Parallelism, Compiler, Reg- factor

ister Allocation, Software Pipelining, Loop Unrolling, Code . .
Optimisation P J P g In [3], [2], the authors claim that the loop unrolling

minimisation (LUM) using extra remaining registers after a
periodic register allocation is an efficient method to bring
loop unrolling as low as possible — with no increase of

Our focus is on the exploitation of instruction-level paralthe initiation interval {I). However, some kernel loops may
lelism (ILP) in embedded VLIW processors [11]. Increaseskill require high unrolling degrees. These occasionah hig
ILP translates into higher register pressure and stresees (inrolling degrees suggest it may be worthwhile to consider
register allocation phase(s) and the design of the redi#sr combining the insertion offove operations with kernel loop
In the case of software-pipelined loops, variables canalte§ unrolling.
across more than one kernel iteration, which is challenpng  This article proposes a technique to minimise the unroll
code generation and generally addressed through: (1) Baedwactor after periodic register allocation by insertimpve
support — rotating register files — deemed too expensive fgistructions without compromising the throughput benetits
almost embedded processors, (2) insertion of registeres  software pipelining. We study all the possible cases of adding
with a high risk of reducing the computation throughput —pye operations without altering the initiation interval 1{
initiation interval ('7) — of software pipelining, and (3) post-for already software pipelined loops. This is done by splitt
pass loop unrolling that does not compromise throughput bythosen variable into two new variables at a given clockecycl
often leads to unpractical code growth. if a free functional unit exists and can execute the adu®de

We investigate ways to keep the size of the generatggeration.
code compatible with embedded system constraints withoutrne paper is structured as follows. Section Il discusses the
compromising the throughput benefits of software pipegnin jimitations of using the interference graph for registdoa-
Having a minimal unroll factor reduces code size, whicon and briefly recalls the use of circular lifetime intels/a
is an important performance measure for embedded syste@g|) for periodic register allocation. Section Il preserhe
because they have a limited memory size. Regarding high

performance computln.g (desktop and SuDeGCmPUters)’ looﬂn general, insertingrove instructions during register allocation is paired
code size may not be important for memory size, but may kh the split of live ranges to reduce the constraints oristeg assignement.

I. INTRODUCTION



closest related work on code generation. Section IV ilates FOR (i=1, i<N, i=i+1) @

our idea intuitively on simple examples. In Section V, we X1=X3*10 (1)
explain in more detail how it is possible to minimise loop e ((23)) @ @
unrolling through the insertion of extraoves. Section VI X4=X2+X3 (4)
formally describes our exhaustive algorithm. In Section, VI ENDFOR @
we demonstrate the effectiveness of our approach in a stan-
dalone tool by hightlighting the different results. Fiyalive (@) Loop Example (b) Interference Graph
present our conclusion in Section VIII.
—e
II. PERIODIC REGISTERALLOCATION: INTERFERENCE xa —
GRAPH VS CIRCULAR LIFETIME INTERVALS X3 —e
Register allocation in many compilers performs the cladsic x2 — .
graph coloring method originally proposed by Chaitin [SheT X1 .
different nodes in the graph represent the different viggab ‘ ‘ ‘ R
that are candidates for register allocation. Two nodes are T, s .
connected by an arc if the corresponding live ranges vasabl
are simultaneously alive. This graph is commonly called (c) Circular Lifetime Intervals

interference graph [5]. The register allocation attempt&rtd
a k coloring of the interference graph. That is, an assignement
of k colors to the nodes such as two connected nodes have
different colors. If such coloring is found then it can map th Listing 1. Loop Program Example
colors into registers. However, if the graph is ietolorable, FOR i =0, i <N, i=i+1
some nodes are removed from the interference graph urgil the[ i +2] = b[i]+1 ;
latter becomes-colorable. The removed nodes are spilled intob[ i +2] = c[i]+2 ;
the memory because they are not assigned to registers. ~ c[i+2] = a[i]+3 ;

The interference graph representation of register allmeat ENDFOR
has some weaknesses. In fact, given a set of variables live
ranges, the interference graph contains only the overtgppi
information of any two variables live ranges. By the way,

it does .n%tl reveaé t.h% overlapping |.r&for|;r]1at|(_3n for r]:nore_ tgﬁﬂ]um coloring of a circular lifetime intervals is NP-hard].[8
two variables and it does not provide the times of varia ?\ﬁany heuristics, exploiting the information provided inchu

overlapping. The lack of this information between Variablerepresentation are proposed in the litterature [6], [9]e Th

0V§|applng may ::e::\d. to syome _"m'tat'l?ns' tail to fi number of minimum registers needed for a circular interval
or Instance, aintin’s register allocator may fail to fin related to the width of the circular lifetime intervalsha

_the minimum coloring even for simple loops. Figure 1( ain caracteristics related to circular lifetime intesvgd] are
illustrates a simple loop program where MAXLIVE 2 and as follows:

the traditional Chaitin’s [5] register allocator fails tandi a i . )
o Two intervalsI1, I2 are overlapping if there exists a

register allocation wit2 registers. lock | h both of the i | a7
Some state-of-art work [6], [9] studied the circular lifat clock cyclet where both of the intervalsl and /2 are
simultaneously alive.

intervals as an alternative representation for registecation. _ . . o .
The width of a given circular lifetime intervalg’ at

Let us consider the interference graph given in Figure 1(b)°® : idth(F 1), is th ber of |
which is similar to the one presented in [4]. Even though this t'm.e L, wntte_n asWidth( ’t)'. Is the nNUMbEr o Intervals
which are simultaneously alive at this time

graph is clearly 2-colorable, Chaintin’s heuristic failschuse h ) dthof a ai eular lifetime i |
there is no node with degree 2, and thus spill code hasto ° emaximum wi t. agiven circuiar etime intervals
F, written asW (F), is the maximunWidth(F,t), for all

be introduced. . o
clock cyclet € [0, I1[. Themaximum widths called also

To address this problem, we represent in Figure 1(c) ) . .
an alternative representation called circular lifetimeeivals MAXLIVE, the maximum number of variables which are

(CLI) [6], [13], [9]. The x-axis represents the differenbck simultaneously alive.

Cyc|es and the y_axis represents the live ranges of therdiffe The fO”OWing section reviews the main state-of-art pe'ﬂOd
variables. The barrier in the diagram represents the definit "egister allocation.

point of the variable while the arrow represents their las. u
For example, variableX'1 is defined at clock cycle and
finishes at clock cycl@. Note that the lifetime of the variable
can span more than one iteration, as shown with variableWe review the main issues and approaches to code gener-
X4. Since the relation between the intervals is periodic, wation for periodic register allocation using the loop ex#&np
characterise this relation within one iteration. described in Listing 1.

Fig. 1. Interference Graph vs Circular Lifetime Intervals

As in any general graph coloring problem, finding the min-

IIl. CoDE GENERATION: BACKGROUND AND
CHALLENGES



Listing 2. Example of Register Renaming Listing 3. Example of Loop Unrolling

FOR i =0, i<N, i=i+1 FOR i =0, i<N, i=i+3
R3 = b[i]+1 : Rl = b[i]+1 ;o b[i+2] = c[i]+2 ;
b[i+2] = c[i]+2 ; c[i+2] = RR+3 ; R2 = Db[i+1]+1 ;
c[i+2] = R1+3 ; b[i+3] = c[i+1]+2 ; c[i+3] = R3+3 ;
Rl = R2 ; R3 = b[i+2]+1 ; Db[i+4] = c[i+2]+2 ;
R2 = R3 ; c[i+4] = R1+3 ;

ENDFOR ENDFOR

There are two ways to deal with periodic register allocatiomegisters are used for different instances of the variabte#
using special architecture support suchratating register Listing 1. In Listing 3, the loop is unrolled three timesi + 2]
files or without using such support. This latter may requirg stored inR1, afi + 3] in R2, afi +4] in R3, afi +5] in R1,
the insertion ofrove operations or loop unrolling and so on.

By unrolling the loop, we avoid inserting extreove oper-

) i ) ] _ations. The drawback is that the code size will be multiplied
A rotating register file(RRF) [7] is a hardware mechanismy,y, 3 iy this case, and by the unrolling degree in the general

to prevent successive lifetime intervals from being assigio ¢3¢ This can have a dramatic impact by causing unnessary
the same physical registers. ) ) _instruction cache misses when the code size of the loop
~ In Listing 1, variablea[i] spans three iterations (definedyappens to be larger than the size of the instruction cache.
in iteration i — 2 and used in iteration). Hence, at least rqr simplicity, we did not expand the code to assign register

3 physical registers are needed to carry simultaneouSly for §, and . In addition, brute force searching for the best
ali +1] andali + 2]. A rotating register filelz automatically so)ytion using loop unrolling has a prohibitive cost, dxigt

performs thenove operation at each iteratior? acts as a go|ytions may either sacrifice the register optimality [aR],
FIFO buffer. The major advantage is that instructions in ﬂ]ﬁ6] or incur large unrolling overhead [6], [17].

generated code see all live values of a given variable thraug" 1y \j5qulo variable Expansioniam designed a general
single operand, avoiding explicit register copying. BelbWk] |5, ynrolling scheme callednodulo variable expansion

A. Rotating Register File

denotes a register with offsétfrom £. (MVE) [12]. In fact, the major criterion of this method is
Iteration i I[teration i+2 to minimize the loop unrolling degree because the memory
R=b[i]+1 ; R +2]=b[i]+1 ; size of the i-WARP processor is low [12]. The MVE method
b[i+2]=c[i]+2 ; b[i+2]=c[i]+2 ; defines a minimal unrolling degree to enable code generation
c[i+2]=R[-2]+3 ; «c[i+2]=R+3 ; after a given periodic register allocation. This unrollidg-

Using a RRF avoids increasing code size due to lo
unrolling, or to decrease the computation throughput due
the insertion ofrove operations.

ee is obtained by dividing the length of the longest live
(%nge (max, LT,) by the number of cycles of the kernel

o = [maLTu] Once the loop is unrolled, MVE uses the
interference graph for allocation.

B. Move Operations Having MAXLIVE the maximum number of values simul-

This method is also calletegister renaming Considering taneously alive, the problem with MVE is that it does not
the example of Listing 1 for allocating]i], we use3 registers guarantee a register allocation with minimal number ofstei
and perforrmove operations at the end of each iteration [14gqual to MAXLIVE [6], [9], and in general it may lead to
[15], [13]: ali] in register R1, afi 4+ 1] in register R2 and unnecessary spills breaking the benefits of software pieji
ali + 2] in registerR3. Then we userove operations to shift A concrete examples of this limitation can be found in [1].
registers across the register file at every iteration as stiow In Listing 1, the longest live range lasts cycles and the
Listing 2. However, it is easy to see that if variablespans number of cycles of the loop & cycles, son = [§], and we
d iterations, we have to inseit— 1 extranove operationsat should unroll the loop 3 times. Then we can assign to each
each iteration In addition, this may increase thd and may Variable a number of registers equal to the least integeterre
require rescheduling the code if theseve operations do not than the span of the variable that divides In Listing 4, each
fit into the kernel. This is generally unacceptable as it tegja variablea, b, c is assigned registers using MVE: R1, R2,

most of the benefits of software pipelining. R3 for a, R4, R5, R6 forb, R7, R8, R9 fore, and the loop is
_ unrolled 3 times.
C. Loop Unrolling One can verify that it is not possible to allocate the differe

Another methodloop unrolling is more suitable to maintain variables on less than 9 registers when unrolling the 1B3op
11 without requiring hardware support such as RRF. Thénes. But MVE does not ensure a register allocation with
resulted loop body itself is bigger but no extra operatioress aa minimal number of registers, and hence it is not optimal.
executed in comparison with the original code. Here difiereAs we will see in the next section, we ne&dregisters to



Listing 4. Example of MVE Listing 5. Example of Meeting Graph
FOR i=0, i<N, i=i+3 FOR i=0, i<N, i=i+8

Rl = R5+1 ; RA = RB+2 ; R7 = R2+3 ; Rl = R+1 ; RA = R5+2 ; R7 = R7+3 ;
R2 = R6+1 ; R5 = RO+2 ; R8 = R3+3 ; R2 = R3+1 ; R5 = R6+2 ; R8 = R38+3 ;
R3 = R4+1 ; R6 = R7+2 ; RO = R1+3 ; R3 = R4+1 ; R6 = R7+2 ; Rl = R1+3 ;
ENDFOR RA = R5+1 ; R7T = R8+2 ; R2 = R243 ;
R5 = R6+1 ; R8 = R1+2 ; R3 = R3+3 ;

R6 = R7+1 ; Rl = R2+2 ; R4 = R4+3 ;

) i R7 = RB+1 ; R2 = R3+2 ; R = R5+3 ;

allocate the different variables. In MVE, the round up to the RS = RI+1 : R3 = RA+2 : R6 = R6+3 :

nearest integer for choosing the unrolling degree may miERIDFO_?
opportunities for achieving an optimal register allocatio

2) Meeting Graphs: The algorithm of Eisenbeis et al.[6]
can generate a periodic register allocation using a minimal
number of registers equal to MAXLIVE if the kernel isloop described in Listing 1, the meeting graph generates the
unrolled, thanks to a dedicated graph representationccdie  code shown in Listing 5.
meeting graph It is a more accurate graph than the usual

interference graph, as it has information on the number of -

clock cycles of each variable lifetime and on the succession e s

of the lifetimes all along the loop. It is based on circular A

lifetime intervals (CLI). A preliminary remark is that wiblit — 8

loss of generality, we can consider that the width of theriratle b I g ,/\@

representation is constant at each clock cycle. If not, it is @

always possible to add unit-time intervals in each clockeyc >

where the width is less than MAXLIVE [6]. O \/@
The formal definition of the meeting graph is as follows. S R 8

I
(0] 1 2 =3
Definition 1 (Meeting Graph) Let F' be a set of circular

lifetime intervals graph with constant width The meeting () Circular Lifetime Intervals (b) Meeting Graph

graph related taF’ is the directed weighted graphi = (V, E).

V is the set of circular intervals. Each edge= E represents Fig. 2. Meeting Graph of the Loop Example in Listing 1

the relation of meeting. In fact, there is an edge between two ) _ )
nodesv; and v; iff the intervalv; ends when the interval; ~ The main drawback of the meeting graph method is that
begins. Eachv € V' is weighted by its lifetime length in termsthe loop unrolling degree can be high in practice although th
of processor clock cycles. number of registers used is minimal. That may cause spurious

instruction cache misses or even be impracticable due to the
The meeting graph (MG) allows us to compute an Ulnemory constraints, like in embedded processors. In order
rolling degree which enables an allocation of the loops witly minimise loop unrolling, Bachir et al. [2], [3] propose a
RC=MAXLIVE registers. It can have several connected coninethod called loop unrolling minimisation (LUM method) tha
ponents of weightguy, .. ., u (if there is only one connected minimises the loop unrolling degree by using extra remajnin
component, its weight ig,, = RC), this leads to the upper registers for a given periodic register allocation. The LUM
bound of unrollinge = lem(pa, ..., ) (RC if there is only  method brings loop unrolling as low as possible — with no
one connected component). Moreover a possible lower boyagrease of thelI. However, some kernel loops may still
of loop unrolling is computed by decomposing the graph int@quire high unrolling degrees. This occasional casesesigg
as many circuits as possible and then computing the leggit it may be worthwhile to consider combining the insertio

then used to compute the final allocation. This method can

handle variables that are alive during several iteratidiss IV. SPLITTING VARIABLES LIFETIMES: MOTIVATION
allocation always finds an allocation with a minimal number As illustration in this section, we first present the simple
of registers (MAXLIVE). example described in Figure 3 to illustrate the weaknesses

Figure 2(a) displays the circular lifetime intervals repreof the loop unrolling minimisation (LUM method) described
senting the different variables:,(b, ¢) of the loop example in [2], [3]. We then outline how these problems can be handled
described in Listing 1, the maximum number of variablesy addingnove operations.
simultaneously alive MAXLIVE = 8. As shown in Fig- Let us consider the two lifetime intervals and b as
ure 2(b), the meeting graph is able to use 8 registers described in Figure 3. Let us assume that the variable
allocate the different variables instead of 9 with Modulds resulted from a multiplication and is resulted from an
Variable Expansion by unrolling the loop 8 times. For thaddition. From these lifetimes, the corresponding meeting
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Listing 6. Final Register Allocation After Splitting Vaties
Fig. 3. Splitting Variables Example FOR i=0, i<N, i=i+2
R3 =R+1 | R = R3 ;
R5 = RI+2 | R1 = R5 ;
graph is drawn and has one circdt. The interval family R7 = RR+3 | R2 = R7 ;
has a width equal to the weight of the circalt (u(C1) = 2) R4 = RI+1 | RL = R4 ;
and IT = 5. Let us remind that the weight of this circuit R6 = R2+2 | R2 = R6 ;
means that we neel registers to carry successfully the two R8 = R1+3 | RL = R8 ;

variablesa, b if we unroll the loop twice (the code size iISENDFOR
multiplied by 2) either if we use meeting graph framework or
MVE technique.

It we we_mt to_n_ot_ un_roll the loop, we T‘O“Ce that thevariableSa anda/’, variableb is cut at clock cycler generating
loop unrolling minimisation does not provide better IooQWO variablesb and ' and variablec is cut at clock cycled

unrolling degree bacause the minimal loop unrolling degr%%d hence it results two variablesand¢’. The corresponding

o > max; 4(C;). Inour exampler® = u(C1) = 2. meeting graph is drawn in Figure 4(b). The three variables
One possibility to reduce loop unrolling degree is called ;= . 516 allocated onRl. R2 by unrolling the loop
register renaming [15]. This latter proposes to alloca® thice The copies of variable (resp.b and¢) are allocated

variable a with 2 registers and perfornmove operation to on R3, R4 (resp.R5, R6 and R7, RS). The final register
carry the value from the first register to the second one. By t§;5cation is shown in Listing 6, wher§ |S» denotes thas,
way, if we split the variable into two variablesd’, a”') where 4 S, are executed in parallel.

each spans less than one kernel iteration, then the protflem Orpe fojiowing section describes in details the exhaustive

loop unrolling can be resolved. solution to minimise the loop unrolling degree by splitting

In Figure 3, we assume that the adder unit is free at thgriables without increasing the computation throughpui.
clock cycle 1. If we decide to split the variable into two

variablesa’ and o’ at the clock cycle/T then we add only V. SPLITTING VARIABLES TO MINIMISE LOOP

onenove operation ¢’ — a’) which is performed by using UNROLLING DEGREE

the free adder unit. The resulting allocation can be donk wit The impact of a loop register allocation scheme can be
two registers as shown in Figure 3 without unrolling the loomeasured by3 parameters. The first one is the number
(a* = lem(p(Ch), p(Cy)) = 1). RC of allocated registers. A lower bound fakRC' is the
Another running example of splitting variables is repréedn maximal number of simultaneously alive variables, denoted
in Figure 4. In fact, Figure 4 shows how to minimise thas MAXLIVE. The second one is the unrolling degree
loop unrolling degree by splitting the variables of the glez Large unrolling degrees are induced by the fact that a least
lifetime intervals of Figure 2. In Figure 2(a), variablecliimes common multiple {em) is computed. Roughly speaking, if
are depicted by circular lifetime intervals. Each variaide you must unrollp times for one set of variables amdtimes
alive during8 cycles, this means iterations ad 7 = 3. From for another one, then you have to unroll at le&si(p, q)
these lifetimes, the corresponding meeting graph is drawimes. When we use the loop unrolling minimisation (LUM
in Figure 2(b). The interval family has a width equal tamethod) by using the remaining registers [2], [3], the miaim
u(C) = 8. So hence, we neetiregisters to carry successfullyloop unrolling degree can still be high. This is due to the
three variables, b, ¢ if we unroll the loop8 times. formulation of the LUM method which proposes to update the
In Figure 4, we assume that adding omeve operation at different circuits weightg:y, ..., ux generated by the meeting
each clock cycle does not altéf. Each variable is splitted into graph by adding the remaining registers. The resulting final
one6 cycles interval and on2 cycles interval. In Figure 4(a), loop unrolling degreex* is greater or equal to the maximum
variable a is cut after 6 cycles and hence it results twocircuit weight @* >= max(u1, ..., ur)).



This paper proposes to find a periodic register allocation Loop DDG G

with a small circuit weights which leads to a smaln. Our i
exploratory method consists in splitting the differentiabtes

by addingm extranopve instructions. The impact of this third Software Pipelining
parameter is hard to measure because sometimes the added

nove instructions can be executed in parallel with the other ,/ \

operations. Based on these parameters our study follows the
different phases:
1) Consider a software pipelined loop \ /
2) Find the number of free functional units at each clock
cycle which executerove instruction while preserving

CLI Extraction Move Free Analysis

Splitting variables

the Initiation Interval (1) l i i l
3) Extract the circular lifetimes intervals (CLI) from the

software pipelined loop devoted to be allocated by the CLI ch, - cu el

meeting graph l i i i

4) Compute all the possible combinations of splitting the

different variables of CLI following the number of Meeting Graph

possiblenove qt eagh clock cycl_e . l i i i
5) For each configuration of splitting variables, compute PRA PRA PRA PRA
the periodic register allocation and then choose the one Choos,-ng‘ PRA with M;’;”-ma,"Loop
with the minimal loop unrolling degree Unrolling Degree
Step 2 aims to collect information about the number of
move operations at each clock cycle that can be executed Fig. 5. Splitting Variables to Minimise Loop Unrolling

without altering /1. Once this information available, step 4

computes all possible splitting variables following themher _ " . , o

of possiblemove operations at each clock cycle. Each Sp”mn&)eflmtmn 2 (Splitting Van.able) LetCLI be a C|rcularll|fet|me
variable generates a new CLI. Finally, having all the défer mteryals and let the variables € CLI. Let us consider two
CLlIs, we perform for each one the periodic register allagati fUnctionss and £ such as

using the meeting graph technique and then we choose the S(v) is the start time ob» (definition time) and

best CLI with the minimal loop unrolling degree. + E(v) is the end time of (the last used time).

Figure 5 portrays all the different steps. An arrow betweeThe variablev is splitted into two variables’, v” at clock
two phases means that the target phase needs the informatime  iff and only iff S(v) < ¢t < E(v). The resulting variables
of the source phase. We note CLI for Circular Lifetimes’ andv” have the following lifetimes:

Intervals and PRA for Periodic Register Allocation (PRA S(') = S(v) and E(v') =t

means the meeting graph of ttf¢ CLI). « S@W") = (t mod IT) and E(v") = E(v) — t

VI. EXHAUSTIVE SEARCHALGORITHM When the variable is splitted, new circular lifetime inter-

In this section, we explain our exhaustive algorithm to find‘z’;\aIS calledResult is created such as:

periodic register allocation with a minimal loop unrollisgze. Result ={l € CLI |l <>v}U{v v"}
First of all, we assume that we have the initial circulartiifees

intervals (CLI) and we provide the number of possible added From Definition 2, the numbew, of variables which can
move instructions at each clock cycle= 0,17 — 1. These be splitted at clock cycle is the number of variables which

move instructions, if added, can be executed in parallel wifd® &live but not defined at this clock cycle. Let us assunte tha
other operations without alteringf. In our study, the number Width(CLI,t) is width of CLI at clock cyclet andde f; is

of possible addedove instructions at each clock cycleis the number of varlables_ which are defined at th|s clock _cycle
denotedm, and computed a1, = max(0, MAXMOVE — .then the number of variables which can be splitted at time
def,) is asw; = Width(CLI,t) — def:

Where MAXMOVE is the number of functional units per- consequently, for a given CLI and a given timewe can
forming move operations andef; is the number of variables SPIit at mostim; variables amongu; alives one. That is, we
which are defined at clock cycle can decide elther to n_ot split any vanablg (saving the nqgl

In order to compute all the possible cases of splittingl-n or to split 1 variable amonguw; variables (generating
variables for a given CLI, we look for the number of variable&'w. POSSibIe CLIS) or to spli2 variables amongy; variables
which can be splitted at each clock cyelen fact, a variable (generating”7,, possible CLIs) or.... or to splitm, variables

v can be splitted into two variableg andv” at clock cycle @Mongw: ones (generating’y’* possible CLIs). As results,
¢ as explained in the following definition. the set of generated CLIs for a given CLI at timelenoted

Gy, is the sum of the different combinatior@t wheres is



the number of variables which we want to split amd the Algorithm 1 Splitting Variables Algorithm
number of maximum splitted variables at time t. That is, thdequire: CLI;,; , 11 and at each clock cycle the number of

; ; . possible addedove m; without atering/ [
cardinal of the set;, is as follows: Ensure: The setG of all the possible generated CLIs
e G «— {CLIinit} {G contains the initial CL}
G| =D C, for t =0to I1—1do
i=0 Gy «— G {G, contains all generated CLlIs at time- 1}

while m; <> 0 do

Furthermore, if we havé different CLIs at time then we G. < 0 {initialisation of G. which contains the generated

generate for each CLIy ™" C? CLls. So hence, the total

i=0 Y, PSTILE combinationC%,, of CLIs (i = 0, m:)}
number of generated CLlIs at timtes k x ) .”% C7 . for eachCLI € G, do
In order to find the se of all possible splitting variables for eachv € CLI do _ _
configurations, we need to store the results of splitting-var :_‘g:‘l}flow « t {variables spanning more than one itera-
. |
ables at each clock cyclg which are then.reused later at while window < E(v) do
Cycle =t+ 1, II — 1. In fact, we need this new CLIs to if SPLIT-VARIABLE (C LI, v, window, Result)
compute further splitting configurations. Formally, thediaal then
of the setGG of all possible splitting variables configurations Ge — Ge U{Result}
is as follows: end if _
IT—1 my window «— window + I1
G| = cl end while
“ g) ; o end for
. . . . end for
Algorithm 1 implements our exhaustive search for splitting G—GUGe:; Gy — Geo: me —my—1
variables following possible addewbve intructions. In this end while

algorithm, we require the initial CLI, the initiation inteal end for
II and the informationm; about available units at each RETURN(G)
clock cyclet. This algorithm returns all the possible splitting
variables configurations (CLIs) which are stored in the(get
by computing the different combinations. In fact, at time and Nas. In our experiments, the processor has one funktiona
splitting i variables among, variables (the generation 6f;,  unit which can execute move operations (adder unit).
CLlIs) consists in splitting one variable for the differentI€ In order to have an idea about the complexity of the exhaus-
generated by splittingi — 1) variables amongu, variables tive solution, we draw in Table | the number of experimented
(the already generated? ' CLIs). That is, at timet, we use CLIs for each benchmarks, the number of CLIs where it is
two other sets7. which contains the CLIs resulting from apossible to add move operation and the number of generated
given combination ) and the setG, which contains the CLIs needed to find the best CLI with a minimal number of
CLlIs resulting from the previous combinati@ih’f,;1 or which registers.
initially contains the generated CLlIs at clock time- 1. Table | shows that from935 CLlIs, there are onlg43 CLIs
As we can see in Algorithm 1, the principal algorithmwhere it is possible to add move operations without increasi
calls the sub-algorithm SPLIT-VARIABLE with the following /1. The number of the generated CLlIs is 108934. On average,
parameters: the given CLI, the variahlewhich we want to the running time of our exhaustive solution on a dual core 2
split into two variables, the cycleindow where exactly we GHz Linux PC is 272 milli-seconds. The maximal observed
want to split the variable (variablev can span more than oneruntime of Algorithm 1 is about 84 seconds.
kernel iteration). This sub-algorithm returns the gerestaZL| In order to highlight the improvements of splitting variebl
called Result and a boolean equal to TRUE if the variable to minimise loop unrolling, we performed a periodic registe
is actually splitted at clock cycleindow, FALSE otherwise. allocation for each generated CLI and then compared the
initial loop unrolling before splitting and the minimal Ipo
Algorithm 1 delivers all the possible splitting configuats in  unrolling after splitting. In addition, we wanted to knowtlfe
finite time because it is dominated by the number of generatie®p unrolling minimisation method (LUM method) described
ClLls: figl PR nyt in [2], [3] provides lower loop unrolling.
In these experiments, we take into account only CLIs where
it is possible to add move operations. We varied the number of
To study the efficiency of our empirical study, we developearchitectural registersie"" from 16 to 256 registers. Table ||
a standalone tool to generate all the possible new Cldssplays for each method the following observations : the
following the number of possible move operations at eadbwer quartile Q1 = 25%), the median Q2 = 50%), the
clock cycle and then perform for each generated CLI thepper quartile @3 = 75%), and the largest loop unrolling
meeting graph framework in order to find the periodic registelegree fhax). Furthermore, we use for comparison the initial
allocation with a minimal loop unrolling. loop unrolling, the final loop unrolling using the loop urnog
We did extensive experiments dA35 CLIs extracted from minimisation (LUM method), the final loop unrolling using
various known benchmarks, namely Livermore loops, Linpadplitting variables and final loop unrolling using splitin

VIl. EXPERIMENTAL RESULTS



Benchmarks| Initial | Possible Splitting| Generated Raren Loop Unrolling Q1 | Median| Q3 | MAX
ClLls CLIs CLls Initial loop unrolling | 1 2 2 30
Alvinn 19 0 0 16 LUM method 1 2 2 12
Applu 82 6 42 Splitting method 1 1 2 12
Appsp 106 14 177 LUM after splitting | 1 1 2 12
Buk 34 0 0 Initial loop unrolling | 1 2 3 [ 210
Cgm 22 2 6 32 LUM method 1 2 3 210
Doduc 23 1 701 Splitting method 1 1 2 60
Ear 55 7 48 LUM after splitting | 1 1 2 6
Embar 22 0 0 Initial loop unrolling [ 1 2 4 [ 330
Eqntott 37 4 15 64 LUM method 1 2 3 14
Espresso | 202 52 160 Splitting method 1 1 2 120
Fpppp 17 4 171 LUM after splitting | 1 1 2 8
Gee 270 53 187 Initial loop unrolling | 1 2 4 | 16380
Hydro2d 226 16 1339 LUM method 1 2 3 14
Li 25 4 10 128 Splitting method | 1 1 2 | 1260
Linpack 27 4 9 LUM after splitting | 1 1 2 10
Livermore | 29 3 20 Initial loop unrolling | 1 2 4 | 16380
Mdljdp2 49 2 24 LUM method 1 2 3| 14
Mdljsp2 | 12 0 0 256 | gplitingmethod | 1 | 1 | 2 | 1260
Mgrid 48 5 14 LUM after splitting | 1 1 2 10
Nasa7 47 0 0 TABLE Il
Ora 6 0 0 STATISTICS ON LOOP UNROLLING WHEN AT MOST ONE MOVE IS ADDED
Random 320 137 103236 PER CLOCK CYCLE
Sc 65 5 24
Spice2g6 104 12 38
Su2cor 10 2 8
Tmp 58 ) 2663 We study the potential for live range splitting to reduce
Tomcaty 18 2 20 kernel loop unrolling, describing how to introduce neaves
Wave > 0 0 without inscreasind /. Moreover, we show that an exhaustive
’ Sum ol ‘ 1935 ‘ 313 ‘ 108934 ‘ solution for splitting variables can produce satisfact@sults.

For example, when we assume that we can add at most one
TABLE | nmove operations per cycle, then half of the loops do not
INITIAL CLIS, THE POSSIBLE SPLITTINGCLIS AND THE GENERATED  need to be unrolled and 25% more need an unroll factor of
2. In addition, the maximun loop unrolling is highly reduced
while combining splitting variables method with loop urirad
minimisation method.
variables method followed by the LUM method. In most cases, our method is a satisfactory solution to gener
From the different results, we remark that adding mowate compact code after periodic register allocation. Nbeer
operations decreases dramatically the initial loop uimgll less, we noticed that some loops still require high unrgllin
degree. Actually, thanks to splitting method, we do not tinrodegrees despite our optimisation. This shows that optimal
50% of loops and at most we unroll twicg5% of loops. exploitation of remaining registers plus the insertion Idf
We also see in Table Il that combining the loop unrollingreservingmoves may not always be sufficient to bring the
minimisation method with splitting method decreases dyeatunroll factor down to acceptable levels. This provides an
the maximum loop unrolling degree. For example, in a giventeresting fundamental limit of the applicability of sofire
machine with 64 registers, we minimise the loop unrollingipelining without hardware support for rotating regidfiégs.
from 330 to 8.
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