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Abstract: The increasing complexity of modern software-intensivstayms makes
their analysis much more difficult. Atthe same time, more lanede of theses systems
are used in safety-critical environment.

Model based safety analysis can help with this problem bingiprovably correct
and complete results, very often in a fully automatic wayddyg such methods can
cope with logical as well as probabilistic questions. Hogrevery often the models
used in many model based approaches must be specified irediffieput languages
depending on the chosen verification tool for the desire@@spvhich is time con-
suming and often error-prone.

In this paper, we report on our experiences in designinglartdependent specifi-
cation language (SAML) for model based safety analysiss @liows to use only one
model and analyze it with different methods and differenifigation engines, while
guaranteeing the equivalence of the analyzed models. ticplar, we discuss chal-
lenges and possible solutions to integrate SAML in the dgraknt process of real
systems.

1 Introduction

Software is becoming a major innovation factor in many défe application domains.
With increasing demands and more features, the complebgtystems is growing steadily.

The increased complexity of software-intensive systentsthair increased application
in safety critical domains makes the detection of possitddunctioning more and more
important, but unfortunately also more difficult. To tacklés problems, model-based
safety analysis techniques have been developed. Theie iségday encouraged or even
demanded by many domain specific norms like DO-178B for aegnS026262 for au-
tomotive or the generic IEC61508.

In the last decade, different safety analysis methods haea lbdeveloped. Some ap-
proaches focus on qualitative safety analysis i.e. therohtation of critical combina-
tions of component failures that can lead to a system hatéwdiever, all technical sys-
tems may fail some time. The remaining question is the oeawe probability of a hazard
under known failure occurrence probabilities of the cormgraa. Thus there are different
approaches to compute the quantitative safety aspects.



Safety analysis of industrial applications requires datilie and quantitative methods. It
is our experience that applying both methods at the same&qéres a lot of unnecessary
effort. One reason is the lack of tool support for convenspetification. Verification tools
are improved continuously but actually the front-ends amigrove slowly. And last but
not least, both methods often require different tools an tiely on different modeling
languages.

To solve this problem, we defined the Safety Analysis Modglianguage (SAML). It
allows for tool independent specification of models for samalysis. For verification,
these models are automatically transformed into modeésgptations usable for different
verification engines. The transformations are semanyieedl-founded and mathemati-
cally proven. This allows the decoupling of the model (asds#fety properties) from the
actual verification tools. In this paper, we will focus on experiences an challenges for
simplifying the process of qualitative and quantitativeepaanalysis.

In Sect. 2 we will briefly describe the idea of SAML and by useng example from a
recent case-study describe the language and the diffespatts. Different approaches for
current and further work are discussed in Sect. 3. Somesrblgtproaches are discussed
in Sect. 4, followed by an conclusion in Sect. 5.

2 Safety Analysis Modeling Language (SAML)
2.1 Tool-independent Specification

The basic concept of a model-based approach for safetysisddythat system designers
and the safety engineers share a common system model [JMWHG@S has the advan-
tage, that safety analysis is conducted using a system mahlieh will also be used for a
sketch/blueprint for implementation. Therefore all ingili{stochastic) dependencies are
automatically considered and consistency of the analyifs tve engineering model is
guaranteed.

A key requirement for accurate model-based safety anaitysteat models must be ca-
pable of deterministic, non-deterministic and stochasgisavior. Deterministic behavior
is typically (but not exclusively) necessary for modeliraft&are functionalities. Non-
determinism is useful for modeling system environment dtvsare faults (for both very
often no stochastic information exist). Physical failuredas are most often modeled
using probabilistic models (for example known failure saté components). There exist
numerous tool-specific specification languages, whereteatfocuses on a specific class
of problems and provides a fitting specification languagst thiname a few examples:
NuSMV ! is one of the most powerful model checkers for Computatidned Logic. Its
input specification are in the form of finite automata. MRN8 a very powerful stochas-
tic model checker which can deal with discrete and contisuone Markov chains, but

http://nusmv.fbk.eu
2http://www.mrmc-tool.org



requires the specification directly as the transition retatOn the other hand, PRISRis
a little less time-efficient than MRMC but allows for a muchmoonvenient specification
of models and also supports discrete time Markov decisiongsses.

As safety analysis often contains stochastic as well ag#bginalysis, we suggest using
a tool-independent specification language and automatiehtoansformations to tool-

specific languages of the verification engines. We definetbibleéndependent specifica-
tion language safety analysis and modeling language (SAsplve this problem (see

Fig. 1).

SAML Tool-independent specification laye

T

i [NusMv CadenceSMMi PRISI wi Tool-specific verification layer

i qualitative analysis ! quantitative analysis |

Figure 1: SAML overview

Tool-independent specification layer:Problems are of course tool-independent. All that
is needed is a formalism, which is expressive enough to captljoint model properties
and simple enough to be understandable and usable. In yieis fanctional behavior of
the software and the controlled hardware are specifiedalssnecessary to specify envi-
ronment and failure mode models. However, modeling mustlepénd on the verification
engine which will be used. We defined a tool-independenti§pation language — SAML

— for usage on this layer. Precise syntax and semantics mouhd in [GO10, Gud11],
but a brief introduction and an application example may bmébin the following section.

Verification Layer: SAML does not provide its own verification tool (nor shall ith-
stead system models expressed in SAML are transformedtiatmput language of dif-
ferent formal analysis tools, depending on the type of ttetesy property that should be
checked. These transformations result in trace-equivatedlels expressed in the input
language of specified verification tools (proofs may be foum@&td11]). The results of
an analysis are either counterexamples of the analysis Ismo@mped back to the SAML
model or the probability of the checked properties. For,tthie connection between the
modeling artifacts of SAML and the analysis formalism is tkeack of.

Such a separation offers two big benefits. Firstly, it is gngged that for example prob-
abilistic analysis (maybe done with PRISM) and qualitatwvelysis (maybe done with
NuSMV) are done using the same model. Therefore, the remdtsonsistent with each
other (in the sense that the same model was used). Secontiyabe even more impor-
tant, the separation allows to switch between differenification engines. For example,
MRMC is much more time-efficient than PRISM for discrete tildarkov chains and

SPIN might be your first choice if you are interested in prépsrexpressed in linear
time temporal logic (instead of NuSMV). Such choice may nadone without chang-
ing/rebuilding the whole system model.

3http://www.prismmodelchecker.org



2.2 A SAML Example Model

Syntactically, a SAML model describes a set of finite stat®mmata that are executed
in a synchronous parallel fashion with discrete tisteps. The automata are described
as modules that contain state variables which are updatatding to transition rules.
Transitions can contain both non-determinism and prolsticithoice. The syntax is very
much inspired by the syntax of PRISM (as a matter of fact ini@atended subset). The
underlying semantic model is a Markov Decision Process (MDPthis paper we do not
present full formal semantics and syntax but only explaaittea of using SAML on a
small example. Full syntax and formal semantics may be fauf@O10].

Fig. 2 shows (parts of) the SAML code for the example of anagjrbontroller software.
The case-study was initially presented in [KHE11]. The ddea of this system is, that a
(software) controller is fed by two separate sensors, agges their measures over some
time and then decides whether to ignite an airbag or not. Fighows the model of
an environmental component, of a specific failure mode anartagh the software called
sensor validatorwhich aggregates sensor inputs (which is later used asfioptihhe actual
software controller).

01 constant double p_magSensor_fail :=2.78E-10;

02 constant int Detection_interval := 5;

03 constant int threshold =4;

04 formula crash detected := mechSensor_state > 0 & magSensor_state > 0;

05 nodul e env_crashOccurrence

06 env_crashOccur :[0..1] init 0

07 env_crashOccur =0 ->| choice: 1: env_crashOccur'=1 )
+ choi ce: 1: env_crashOccur'=0 )

08 env_crashOccur = 1 -> choice: |(1: env_crashOccur'=1 )IB

09 endnodul e

10 nodul e failure_magSensor

11 magSensor_faulty :[0..1] init 0O
12 magSensor_faulty = 0 ->| choice: p_magSensor_fail: magSensor_faulty'=1
+ 1-p magSensor_fail: magSensor faulty’=0

13 magSensor faulty = 1 ->[_choice: | 1 :_magSensor faulty’=1 )R
14 endnodul e
15 nodul e sw_SensorValidator
16 counter :[0 .. 6] init O;
17 sum :[0 .. 5] init O;
18 //crash detected
19 crash detected & counter >=detection interval

-3 choice: [ 1i (counter=0 ) & (sum=_1 ) )j
20 crash detected & counter < detection interval & sum < sumLevel

-3 choice: [ 1: (counter=counter+1 ) & (sum'=sum+1) )]
21 crash detected & counter < detection interval & sum >=sumLevel

-3 choice: [ 1: (counter=counter+1 ) & (sum'=sum ) )

22 //crash not detected

23 endnodul e

Deterministic decision ‘ ‘ Non-deterministic choice ‘ ‘ Probability distribution ‘

Figure 2: Example SAML Model of Airbag Controller

Lines 1 to 3 contain definitions @bnstants which may be used to define probabilities or
other static parameters for global usage in the model. ¥apids of constants in SAML
are int, double and float. Line 4 shows the usage @drmula, which is often used as
abbreviations for complex Boolean formulas.



Different components in SAML are described as modules (logga: module andend-
module). Each module contains a set of state variables (see liids 6nd 1617) together
with an initial value. The dynamic behavior is described fansition rules. A transition
rule is a tuple of an activation conditidrand a set of non-deterministitioicesof prob-
ability distributions®. A probability distribution is a set of tuples, where theffipart is
a probability® and the second part is an assignment of a new value to thevatdbles
of a model for the next time-step. For example the transitida in line 12 is activated if
“magSensafaulty = 0" holds. This transition rule includes no non-det@istic choice
(i.e. only onechoicekeyword). Therefore by defining a non-trivial distributiime 12,
bold border) with probability “pmagSensafail” the next state will be 1; otherwise the
next state will be 0.

Different types of model components require different t/pé specification. For most
software and hardware components behavior is typicallgrd@nistic as every possible
situation leads to a single next situation. In SAML this lg&altransition rules with only a
singlechoiceand a trivial probability distribution (i.e. exactly onessgnment which is ap-
plied with a probability of 1). An example is the (softwaredpdule “sw SensorValidator”
starting in line 15. In contrast failure occurrences aremftonsidered in a purely prob-
abilistic way. An example is the failure of the magnetic sensee lines 10 to 14). In
SAML this leads to transition rules with only a single cholm& non-trivial distribution
functions. Environmental processes are often specifiedjusin-determinism. For exam-
ple the occurrence of crashes (modeled in lines 5 to 9). In BANIs leads to multiple
choice in one transition rule (line 7, bold border). Howetleere also exist many situations
where combinations are needed (for example software faultsore elaborate environ-
ment models). This is no problem because SAML allows the déoation of probabilistic
and non deterministic choices.

2.3 Current State of SAML

In the last 18 months we focused on a prototypical realinatibSAML. In a first step,
we implemented a parser for SAML using the ANTIr[ParQ7] pargeneration frame-
work. This proved to be a very efficient choice as it runs robnsl allows relatively easy
adaptations to the syntax. Next, we implemented a simufatagxecuting SAML mod-
els and first model transformations. We implemented modekformations to NUSMV,
Cadence SMV and PRISM. A transformation to MRMC is also gaedby using exist-
ing PRISM2MRMC model transformations. From an algorithpdant of view, we had
to choose whether to translate on a semantic level (for eb@aygraction of the Kripke
structure out of the Markov Decision Process) or on a syittéstel (for example transla-

4For creating a well-founded model, it is necessary to haweethkone active transition for each possible
state. This means all activation conditions must be paéveisntradicting and that their logical disjunction
rewrites to true. This is necessary to guarantee existefioéirote trace (a pre-requisite for using CTL) as well
as understandable probability spaces. If this restridtiolds can only be decided on the semantic level. In the
current implementation we rely on a special function of tReSM model checker to evaluate this property.

5Non-determinism differs from a probability distributioy hllowing every possible distribution

6which must together sum up to 1



tion of SAML modules to NuSMV automata). Both solutions anpgosed to be difficult
in realization and have both advantages and disadvantafes.first one is of course
more charming and allows for more flexible transformatiokkwever, it can become
very costly as huge state spaces must be built, stored artidaanThe second solution
is much more performant (in terms of computation costs fertthnslation), but heavily
depends on the input language of the chosen target tool. W&edhe second option, in
particular because it also yields hurma@adable intermediate models for the verification
tools, which is a great help during debugging. More infoiiprabn this choice and also
the proofs for showing correctness maybe be found in [Glid11

We now specified and analyzed about half a dozen case stadi#ML. We learned that
the model transformations are working reliable and thatigigation in SAML is feasible
and intuitive. In particular, qualitative and quantitatmodel-based safety analysis could
efficiently be combined.

3 Next Steps and Outlook

During the exhaustive tests, we also learned that numenmers issues for improvements
exist. This starts by extending the language with safetyifipenotions (i.e. failure
modes). Another open issue is supporting specification wisitate-of-the-art editor to
increase performance. Finally, using SAML as an intermed&nguage between low-
level verification tools and high-level CASE tools is a challjing topic. In this section,
we will explain briefly our current work on these three topics

3.1 Safety Specific Extensions

In the first version, SAML did not include any safety speciiomis. This means that the
grammar did not distinct between a software artifact, afirenment specification and an
failure mode. All are modeled as a simph@dule

In IEC 61508 there exists the generic distinction betweettipee and per-demand failure
modes. A per demand failure mode may only appear if there isnaadd to the safety

critical system at the moment (for example physical breakdoare usually only possible
when an actuator is working). Such a failure mode occurréndescribed with a failure

probability. In contrast, a per-time failure mode may ocatiany time and is generally
specified using a failure rate. In an orthogonal dimensiowe, may distinguish between
transient and persistent failure. Transient failures ntdjtrarily appear and disappear,
while persistent failures occur once and then stay in thideno

A generic approach to model failure modes was already ptedém [OGRO07]. The key
idea is to separat@hena failure occurs an@vhatits semantics are. This was extended
for SAML models in [Gud11]. In the last months, we automateslmodeling by adding
new keywords to SAML for specific occurrence patterns (fareple “hd-trans-failure”
for an high-demand transient failure mode). This allows Immore intuitive specification



of failure modes. Technically, the semantics of these kegie/@ould be defined using
only basic SAML constructs. This made it easy to extend theasyin a prototypical
implementation without changing the model transformation

Another ongoing work is to extend SAML to families of MDPs. i§makes sense if
several (similar) design alternatives for a system exat ékample threshold for certain
sensor values or alternative components). It is then igtieiggto compute, which thresh
olds/components yield the best results for a given goalll Higernatives (i.e. the whole
family of MDPs) can be expressed in one model, then it is jpbesd0 apply optimiza-
tion algorithms to it. We were able to successfully dematstthat such a combination
is efficiently possible for combining a multi-dimensiona&getic algorithm with stochas-
tic model checking to find best solutions (with respect to senodel checking property)
in a family of MDPs[GO11]. Currently, we are working on exttmg SAML such that
families of MDPs can be described (and be analyzed).

3.2 Specification Environment

By modeling and analyzing the case-studies it became ob¥i@ai using the current tool-
chain for modeling, transformation, checking and reswdtwing becomes quiet exhaust-
ing. For specification in SAML we had to use a text editor, Madamsformation required
calling of LISP functions, model checking was done by comdlame and interpretation
of the results was done by hand.

Therefore a single Safety Design Environment (SDE) woulttéase the usability of
SAML and the model-based safety analysis techniques t@aarfdll specification and
modeling language. This SDE could not only integrate thesfiarmation from SAML to
the specific model checker language and all necessary dramastions and program exe-
cutions into a “push-the-button” approdgihit would also give the developer a powerful
editor with common interface and tools of other developnfiemeworks.

Our current idea is to create a SAML SDE by using the Eclipaméwork. Eclipse was
chosen, as it already comes with a powerful plug-in mechaaisd reusable components.
We implemented SAML specific syntax highlighting, auto-gdetion, outline module
and in-time error checking with customized failure messdge the Eclipse editor. The
user can invoke the model transformations and verificatigribe use of customized menu
entries. The overall experience is similar to the a softwaselopment environments. The
current prototypical realization of the SDE,the model sfanrmations and the optimization
are implemented in different programming languages. Weanently working on port-
ing all parts to the Java virtual machine based runtime enwirent. Next steps will be
the automatic generation of deductive-cause-conseqearalgsis proof obligation and
visualization of the analysis results.

7|f the failure modeling extension are also integrated ancCB{DRS06] is selected as analysis method.



3.3 SAML as Intermediate Language

Beside using SAML as independent hitgvel modeling and specification language as
suggested before, using it as an intermediate languagd bewdven more beneficial (see
Fig. 3).

[+ Failure Mode Model  +Probabilistic Modelling ]

Engineering layer
SCADE| Matlab/Simulink
SAML Intermediate layer
N

{NUSMV} {Cadence SM\% PRlsﬁ MRMC| | Verification layer
qualitative analysis quantitative analysisi

Figure 3: SAML as an intermediate language

In this scenario SAML would only be used as an intermediaterlaSpecification would
written in a high-level CASE tool like SCADE or Matlab and ifesd using NuSMV or
PRISM. However there are numerous problems to be solvestiimodel transformation
from the high-level to the intermediate level need to be gigecand implemented. We
did some experiments with SCADE resp. Lustre and learnedniiight be possible but
difficult problems have to be solved. Some are of technicalneaand others of compu-
tational nature. Secondly, in CASE tools typically only gwdtware is modeled. Failure
modes, environment and probabilistic behavior are usunatysupported. So extensions
need to be made at this point. Nevertheless, we think thédt anapproach is for sure
worth further investigation.

4 Related Work

One prominent example of a formal language used for the dprednt of safety critical
applications is SCADE, which is based on the synchronowsfliaty language LUSTRE.
The SCADE suité is developed by Esterel Technologies and includes a mdusdker for
safety properties. Nevertheless, this formal analysi®isaell suited for more complex
safety analysis as shown in [GORO07].

The language FIACRE [FGF08] is included as intermediate language in the TopCased
toolkit [VPFT06]. Itis used to verify properties of the SysML models cegdh TopCased.
Nevertheless, it turned out that the large number of supd@ysML artifacts lead to very
large formal models even for small case studies [FG#. Therefore we designed SAML

8http://www.esterel-technologies.com



deliberately as simple as possible while retaining the sy expressiveness for safety
analysis.

A recent approach is developed in the COMPASS project [BC®]. Here, the already
exiting FSARNuSMV/SA [BV03] framework is combined with the MRMC probilitic
model checker [KZH 10] to allow for the analysis of systems for Aerospace apgibns
specified in the SLIM language, which is inspired by the Atetture Analysis and De-
sign Language (AADL) and its error annex. The SLIM languagsadibes the architecture
and behavior of the system components, it allows for a coatluin of discrete and con-
tinuous (hybrid) variables. From the AADL error annex, expotially distributed failure
modes are supported and the effects can automatically éeténj into the system specifi-
cation. The hybrid behavior of the SLIM models and all intdrmansitions are removed
by lumping and the resulting interactive Markov chain islgped with MRMC.

COMPASS is one of the few existing approaches which also doesbqualitative and

quantitative modeling and analysis. Nevertheless, thgdésvery much tool-dependent
and exchanging the model-checking tools would not be edsig dlso not possible to

combine hybrid and probabilistic modeling in the very sanozlei.

In addition, none of the existing approaches allows for titegration of both per-time and
per-demand failure modes as it is possible with SAML and oafysis approach. These
two different probabilistic occurrence pattern are ddmdiin IEC 61508 [Lad08] asigh

or continuous demandndlow demandailure modes. COMPASS and most other proba-
bilistic safety analysis approaches use continuous time&echains models (CTMC) as
system models which allows per-time failure mode modeliitg failure rates. CTMCs
are well suited for modeling asynchronous, interleavedesys but not for synchronous
parallel systems [HKMKSO00] as many safety critical system a

5 Conclusion

The combination of quantitative and qualitative modeldabsafety analysis in a single
framework has several advantages. It is ensured that thgzadanodels are equivalent.
Additionally the modeling overhead is minimized comparedtte traditional approach
to create a model for every safety analysis aspect. The e¢@tibh and also the tool-
independence of the model-based safety analysis appraaed lon SAML is technically
possible and was successfully applied to several caseestudowever the integration into
a common modeling framework like the SAML SDE based on Eelijgssnecessary to
make the method accessible for broader acceptance in iredgsintexts.

Further work will at first concentrate on well integrationidrthe modeling tool. After-
wards the work on system variant optimization, goal spedtifinn language etc. will be
further conducted as it is expected that more case studiemvailable.
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