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Relaxing Synchronous Composition with Clock Abstraction *

Albert Cohen

Louis Mandel Florence Plateau Marc Pouzet Université Paris-Sud 11 and INRIA Saclay -Ile-de-France Synchronous data-flow languages such as Lustre manage infinite sequences or streams as basic values. Each stream is associated to a clock which defines the instants where the current value of the stream is present as illustrated in the following example ( * stands for the absence of relevant value as in [START_REF] Krstic | Synchronous elastic networks[END_REF]).
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In synchronous languages [START_REF] Benveniste | The synchronous languages 12 years later[END_REF], a binary composition like x + y expects its two arguments x and y to be synchronous, i.e., to have the same clocks. Clocks are a mean to model different time-scales in the system. The purpose of the clock-calculus in these languages is to check that the actual clock input of a function matches the expected clock and this is mostly a typing problem. In existing synchronous languages, the clock calculus relies on clock equality only.

In [START_REF] Cohen | N -Synchronous Kahn Networks: a Relaxed Model of Synchrony for Real-Time Systems[END_REF] we have introduced a way to compose streams which have almost the same clock and can be synchronized through the use of a finite buffer. For example, a stream with clock w 1 = 111(0101100101) can be used later, for example on clock w 2 = 0(000111) since 1's in w 2 appears later than 1's in w 1 and we write w 1 <: w 2 . This relaxed model is achieved by introducing a subtyping rule in the type system to localise places where some synchronization code must be inserted. Subtyping can be checked when clocks are defined by ultimately periodic infinite binary words [START_REF] Vuillemin | On Circuits and Numbers[END_REF]. Nevertheless, this check can be costly if the patterns are long, and is in any case restricted to periodic behaviors only.

To achieve this relaxed model on non periodic clocks, the notion of clock envelopes has been introduced [START_REF] Cohen | Abstraction of Clocks in Synchronous Data-flow Systems[END_REF]. These envelopes are abstractions of clocks that give bounds on the number of instants where the stream has been present since the beginning of the execution. An envelope is a set of (not necessarily periodic) clocks and subtyping can be checked by simple arithmetic comparison.

This work presents a new abstraction of clocks. Consider the binary word w 2 = 0(000111). It can be represented graphically by its cumulative function: a rising edge at index i of the chronogram corresponds to the occurrence of a 1 in the word (Figure 1). The abstraction a 2 = -4 2 , - and -4 2 . The red line gives a upper bound to the occurrence of rising edges, and the green dotted line gives a lower bound to the absence of edge.

In Figure 2, consider that a stream is produced on clock w 1 = 111(0101100101) and consumed on clock w 2 . This is possible through a FIFO because the green line bounding w 1 is above the red line bounding w 2 . The fact that the lines bounding w 1 and w 2 have the same slope ensures that the difference between the number of values produced and consumed is bounded. Thus, a bounded FIFO is enough and its size is the maximal vertical difference between w 1 and w 2 . A correct over-approximation is the vertical distance between the red line of w 1 and the green line of w 2 . Checking subtyping on abstractions is thus done very efficiently by testing the equality of the slopes and comparing the shifts. The size of the buffer is also computed efficiently and is the difference between two shifts.

The present work brings mostly three new contributions with respect to [START_REF] Cohen | N -Synchronous Kahn Networks: a Relaxed Model of Synchrony for Real-Time Systems[END_REF][START_REF] Cohen | Abstraction of Clocks in Synchronous Data-flow Systems[END_REF]:

• The new definition of clock abstraction allows to abstract clocks which were not considered previously such as those containing a finite number of 1's. For example, the clock 111001011(0) is abstracted 2 ) to w 2 .

as 3, 5, 0 . As a consequence, we are able to abstract any infinite binary words bounded by two ultimately periodic infinite binary words.

• The new abstraction is more precise than the previous one, i.e., the size of the abstraction of a clock is smaller.

• Finally, algebraic properties of this new abstraction have been formalized and proved in the proof assistant Coq [START_REF] Bertot | Interactive Theorem Proving and Program Development Coq'Art: The Calculus of Inductive Constructions[END_REF]. It has been a strong support to the reflexion and gives confidence in the results we have obtained. These proofs are available at http://www.lri.fr/ ∼ plateau/hfl09.

Clocks defined as ultimately periodic infinite binary words were introduced to model features which are usually not considered in synchronous languages such as communication delay or the composition through bounded buffers. Clock abstraction are a simple mean allowing to reason in average on those clocks. These features are an important concern in hardware design. We are very interested in presenting our work to this community, and relate it to existing methods such as [START_REF] Luca | Coping with latency in soc design[END_REF][START_REF] Krstic | Synchronous elastic networks[END_REF]. 
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Relations on Words

Synchronizability (⊲⊳): buffer size is bounded

w 1 ⊲⊳ w 2 def ⇔ ∃b 1 , b 2 ∈ Z, ∀i, b 1 ≤ O w 1 (i) -O w 2 (i) ≤ b 2
previous figure: w 1 ⊲⊳ w 2 , w 1 ⊲⊳ w 3 and w 2 ⊲⊳ w 3

Precedence ( ): no read in an empty buffer

w 1 w 2 def ⇔ ∀i, O w 1 (i) ≥ O w 2 (i)
previous figure: w 1 w 2 , w 1 w 3 and w 2 w 3 Subtyping (<:): flow produced on w 1 can be consumed on w 2 

w 1 <: w 2 def ⇔ ∃n ∈ N, ∀i, 0 ≤ O w 1 (i) -O w 2 (i) ≤ n
       1.w 1 on 1.w 2 = 1.(w 1 on w 2 ) 1.w 1 on 0.w 2 = 0.(w 1 on w 2 ) 0.w 1 on w 2 = 0.(w 1 on w 2 )
Operators on cumulative functions

negation: O not w (i) = i -O w (i) sampling: O w 1 on w 2 (i) = O w 2 (O w 1 (i))
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Abstraction of Clocks

This idea has been introduced in [START_REF] Cohen | Abstraction of Clocks in Synchronous Data-flow Systems[END_REF]. We present here an improved abstraction. A word w can be abstracted by two lines: 

Abstraction of Infinite Binary Words

abs(w) = b 0 , b 1 , r concr "D b 0 , b 1 , r E" def ⇔ 8 < : w, ∀i ≥ 1, ∧ w[i] = 1 ⇒ O w (i -1) ≤ r × i + b 1 w[i] = 0 ⇒ O w (i -1) ≥ r × i + b 0
δ(1, (i, j)) = nf (i + 1, j + 1) if j ≤ r × i + b 1 δ(0, (i, j)) = nf (i + 1, j) if j ≥ r × i + b 0
O w1 a 1 = 1 5 , 2 5 , 3 5 
O w2 a 2 = -6 5 , - 7 5 , 3 5 
Synchronizability:

r 1 = r 2 ⇔ ˙b0 1 , b 1 1 , r 1 ¸⊲⊳ ∼ ˙b0 2 , b 1 2 , r 2 Precedence: b 0 1 > b 1 2 ⇒ ˙b0 , b 1 1 , r 1 ¸ ∼ ˙b0 2 , b 1 2 , r 2 
Şubtyping:

a 1 <: ∼ a 2 ⇔ a 1 ⊲⊳ ∼ a 2 ∧ a 1 ∼ a 2 proposition: abs(w 1 ) <: ∼ abs(w 2 ) ⇒ w 1 <: w 2 buffer: size(a 1 , a 2 ) = ¨b1 1 -b 0 2 ˝+ 1 HFL'09 Abstraction of Clocks 18/28

Abstract Operators

Abstraction of a composed clock:

abs(not w) = not ∼ abs(w) abs(c 1 on c 2 ) = abs(c 1 ) on ∼ abs(c 2 )
Operators definition: abs((10100100) on 0 3600 (1) on (1 720 0 720 1 720 0 720 0 720 1 720 0 720 0 720 1 720 )) = ˙0, - 

not ∼ b 0 , b 1 , r = -b 1 -1, b 0 -1, 1 -r b 0 1 , b 1 1 , r 1 on ∼ b 0 2 , b 1 2 , r 2 = b 0 12 , b 1 12 , r 1 × r 2 with b 0 12 = b 0 1 × r 2 + b 0 2 , b 1 12 = (b 1 1 + 1) × r 2 + b 1 2 and b 0 1 ≤ 0, b 0 2 ≤
-2 3 , -2 3 , 1 3 0, -1 3 , 1 3 
Modeling with jitter: set of clock of rate r = 1 3 and jitter 1 can be specified by -

1 3 , 1 3 , 1 3 
Modeling execution time:

f must be executed every three cycles and its execution takes between one and two cycles f :: ∀α.α on ∼ 0, - Method used to define synchronous circuits that tolerate any variation of the data transfer latency design synchronous IPs and interconnect them analysing the sum of delays and initial values on each cycle indicates whether the system is alive elastic circuits dynamic schedule [START_REF] Krstic | Synchronous elastic networks[END_REF]: to handle latency, every wire is transformed into a channel carrying data and control bits k-periodic static schedule [START_REF] Boucaron | Formal methods for scheduling of latency-insensitive designs[END_REF]: maximize rate and minimize storage elements by insertion of fractional registers and computation of an explicit schedule 

Figure 1 :Figure 2 :

 12 Figure 1: Chronogram of clock w 2 and its abstraction a 2 = -4 2 , -3 2 , 1 2 .

  Standard Definition (SD) image in a High Definition (HD) one downscaler: reduction of an HD image (1920×1080 pixels) to an SD image (720×480 pixels) when: removal of a part of an HD image merge: incrustation of an SD image in an HD image Question: programming Kahn Networks with bounded buffers delay introduced by the picture in picture in the video processing chain? buffer size needed between the downscaler and the merge nodes?

  previous figure: w 1 <: w 2 , w 1 <: w 3 and w 2 <: w 3 HFL'09 n-Synchronous Model Formally 12/28 Operators on Words Composed clocks: c ::= w | not w | c on c w = 0.not w not 0.w = 1.not w sampling:

a 2 =, 3 5 ¸

 25 ˙1 5 , 2 5 set of states {(i, j) ∈ N 2 }: coordinates in the 2D-chronogram finite number of state equivalence classes transition function δ: 8 < :

  Synchrone) type rat = { num: int; den: int; } let nf { num = n; den = l; } i j = if i >= l && j >= n then (i -l, j -n) else (i, j) let node generate choice (b0, b1, r) = clk where rec i, j = (1,0) fby nf r (i+1) (if clk then j + 1 else j) and one = (rat_of_int j) <=: (r *: (rat_of_int i) +: b1) and zero = (rat_of_int j) >=: (r *: (rat_of_int i) +: b0) and clk = choice one zero let node early a = generate (fun x y -> x) a let node late a = generate (fun x y -> not y) a

  Synchronous and n-Synchronous Model ' and y' can be composed through the introduction of a two places buffer In the synchronous model, this system is rejected. Adding buffer code by hand is feasible but hard and error-prone. We need a relaxed model of synchrony and a relaxed clock calculus. 1 is a subtype of w 2 (w 1 <: w 2 ) means that a flow of clock w 1 can be consumed on clock w 2 through the insertion of a bounded buffer If a flow is produced on clock w 1 , buffer size needed to consume it on clock w 2 is:
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