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A Distributed Algorithm for Random Convex Programming

We study a distributed approach for solving random convex programs (RCP) for the case in which problem constraints are distributed among nodes in a processor network. We devise a distributed algorithm that allows network nodes to reach consensus on problem solution by exchanging a local set of constraints at each iteration. We prove that the algorithm assures finite-time convergence to problem solution and we provide explicit bounds on the maximum number of constraints to be exchanged among nodes at each communication round. Numerical experiments confirm the theoretical derivation and show that a parallel implementation of the proposed approach speeds-up the solution of the RCP with respect to centralized computation.

I. INTRODUCTION

Optimization algorithms constitute the core of several problems in estimation, control and machine learning. In order to guarantee some sort of robustness of the optimal solution, the uncertainty in the input data must be taken into account. Particularly, if the constraints defining an optimization problem are functions of a random parameter, then the robustness of the optimal solution is measured by the capacity of the solution to preserve optimality under several realizations of the uncertain parameter. There are several approaches to ascertain robustness of the optimal solution. The robust convex optimization [START_REF] Ben-Tal | Robust optimization: Methodology and applications[END_REF] enforces the optimality of the solution to the worst possible realization of the uncertainty. The chance-constrained optimization [START_REF] Prékopa | Probabilistic programming[END_REF] provides an optimal solution with guaranteed bounds on the probability of constraints violation. In this context, random convex programming [START_REF] Calafiore | Random convex programs[END_REF] approach enforces the optimality on a realization of the uncertainty (scenario) and provides probabilistic assessments on the robustness of the solution towards further unseen random constraints. The power of this approach to uncertain convex optimization lies in its computational tractability (they can be formulated in terms of finite-dimensional convex optimization problems) and in the possibility of trading-off between robustness (i.e., bounds on violation probability) and performance (i.e., value of the optimal objective). Although computing the solution for a given scenario reduces to solve a convex program, an RCP may have a large number of constraints and entrusting the computation to a single processor can be undesirable in terms of computational effort. Moreover, the constraints defining the scenario may be not known to a central unit, since each constraint can be function of local information acquired by different nodes in a network. For such reasons, in this context, we are interested in investigating a distributed approach to random convex programs.

Recently, there has been significant interest in distributed optimization. Widespread approaches for distributed optimization are based on dual decomposition [START_REF] Tsitsiklis | Problems in decentralized decision making and computation[END_REF], [START_REF] Bertsekas | Parallel and Distributed Computation: Numerical Methods[END_REF], [START_REF] Nedíc | Distributed subgradient methods for multi-agent optimization[END_REF], [START_REF] Boyd | Distributed optimization and statistical learning via the alternating direction method of multipliers[END_REF]. In dual decomposition-based approaches, the nodes communicate the estimate of the local algorithm and asymptotically achieve the global solution of the problem. An alternative approach to distributed optimization has been proposed in [START_REF] Notarstefano | Distributed abstract optimization via constraints consensus: Theory and applications[END_REF], [START_REF] Burger | A distributed simplex algorithm for degenerate linear programs and multi-agent assignment[END_REF], where the nodes exchange a small set of constraints at each iteration, and converge to a consensus set of constraints that determines the global solution of the optimization problem in finite time.

In this paper, we consider the case in which a network of processors is in charge of solving a random convex program. Each node knows a subset of constraints of the RCP and the network is required to compute the global solution of the RCP (i.e., the solution obtained by considering all the constraints) in a distributed fashion. First, we investigate some basic properties of the constraints sets in convex programs. Then, we exploit these properties to devise a distributed algorithm, namely active constraints consensus (ACC), that allows to solve the RCP in a finite number of iterations. The proposed algorithm is inspired by the recent work [START_REF] Notarstefano | Distributed abstract optimization via constraints consensus: Theory and applications[END_REF], and extends it to convex programming. The ACC algorithm can be also used for parallel computation of the solution of the RCP. For large scale problems, we numerically demonstrate that such parallel computation significantly improves the computation time over the centralized setup. We elucidate on the proposed theory showing an application to distributed classification. A convex program that does not satisfy unique minimum condition can be easily transformed to an equivalent problem that satisfies the unique minimum condition, by applying a suitable tie-breaking rule (e.g., choosing the lexicographic smallest solution 𝑥 * (𝐶 ′ ), ∀𝐶 ′ ⊆ 𝐶 within the set of optimal solutions) [START_REF] Calafiore | Random convex programs[END_REF]. We provide an example of a tie-breaking rule in Appendix I of the paper. Accordingly and without loss of generality, in the following we consider convex programs satisfying the unique minimum condition. We conclude this section with a last definition: Definition 4 (General Position): A set of constraints in a feasible 𝑑-dimensional convex program is said to be in general position if no more than 𝑑 constraints intersect at any point in the domain 𝑋. In the case of possibly unfeasible problems no more than 𝑑+1 constraints intersect at any point of the domain. □

III. PROPERTIES OF THE CONSTRAINTS SETS

We now state some properties of convex programs pertinent to the discussion in this paper. We start by introducing some notations. Let the number of different essential sets in 𝐶 be 𝑏 and es 𝑖 (𝐶) be the 𝑖th essential set. For the optimization problem 𝑃 [𝐶], we define the combinatorial dimension 𝑑 comb as:

𝑑 comb = { 𝑑, if 𝑃 [𝐶] is feasible 𝑑 + 1, otherwise.
We now state some properties of the problem 𝑃 [𝐶]:

Proposition 1 (Monotonicity & Locality, [START_REF] Calafiore | Random convex programs[END_REF]): For the convex optimization problem 𝑃 [𝐶], constraint sets 𝐶 1 , 𝐶 2 ⊆ 𝐶, and a generic constraint 𝑐 ∈ 𝐶, the following properties hold: i) Monotonicity:

𝐽 * (𝐶 1 ) ≤ 𝐽 * (𝐶 1 ∪ 𝐶 2 ); ii) Locality: if 𝐽 * (𝐶 1 ) = 𝐽 * (𝐶 1 ∪ 𝐶 2 ), then 𝐽 * (𝐶 1 ∪{𝑐}) > 𝐽 * (𝐶 1 ) ⇐⇒ 𝐽 * (𝐶 1 ∪ 𝐶 2 ∪{𝑐}) > 𝐽 * (𝐶 1 ∪ 𝐶 2 ).
Proposition 2 (Properties of the constraints): The following statements hold for the constraints sets in optimization problem 𝑃 [𝐶]:

i) The set of support constraints is the intersection of all the essential constraints sets, that is, sc(𝐶) = ∩ 𝑏 𝑖=1 es 𝑖 (𝐶) ii) The set of active constraints contains the union of all the essential sets, that is, ac(𝐶) ⊇ ∪ 𝑏 𝑖=1 es 𝑖 (𝐶). iii) The cardinality of each essential constraints set is at most 𝑑 comb . Proof. We start by establishing the first statement. Assume that

𝑐 ∈ sc(𝐶), that is, 𝐽 * (𝐶∖{𝑐}) < 𝐽 * (𝐶). Suppose now that 𝑐 / ∈ ∩ 𝑏 𝑖=1 es 𝑖 (𝐶), that is, 𝑐 / ∈ es 𝑖 (𝐶), for some 𝑖 ∈ {1, . . . , 𝑏}. Therefore, 𝐽 * (es 𝑖 (𝐶)∖{𝑐}) = 𝐽 * (es 𝑖 (𝐶)). (2) 
By the definition of an essential set, 𝐽 * (𝐶) = 𝐽 * (es 𝑖 (𝐶)).

It follows from the assumption and equation ( 2) that

𝐽 * (𝐶∖{𝑐}) < 𝐽 * (𝐶) = 𝐽 * (es 𝑖 (𝐶)∖{𝑐}),
which contradicts monotonicity. Therefore, 𝑐 ∈ sc(𝐶) implies 𝑐 ∈ ∩ 𝑏 𝑖=1 es 𝑖 (𝐶), that is, sc(𝐶) ⊆ ∩ 𝑏 𝑖=1 es 𝑖 (𝐶). We now claim that sc(𝐶) ⊇ ∩ 𝑏 𝑖=1 es 𝑖 (𝐶). Let us assume that 𝐽 * (𝐶 ∖{𝑐}) = 𝐽 * (𝐶), that is, 𝑐 / ∈ sc(𝐶). It follows that there exists es(𝐶 ∖{𝑐}) such that 𝐽 * (𝐶) = 𝐽 * (es(𝐶 ∖{𝑐})). Therefore, es(𝐶 ∖ {𝑐}) is also an essential set for 𝐶 and 𝑐 / ∈ ∩ 𝑏 𝑖=1 es 𝑖 (𝐶). This concludes the proof of the first statement. We now establish the second statement. From the minimality of the essential set, it follows that each constraint in es 𝑖 (𝐶) is a support constraint for the problem 𝑃 [es 𝑖 (𝐶)], and they need to be active for the problem 𝑃 [es 𝑖 (𝐶)], see Appendix II. As a consequence, if 𝑥 * (es 𝑖 (𝐶)) is the optimal solution for 𝑃 [es 𝑖 (𝐶)], and 𝑓 𝑗 (𝑥 * 𝑖 ) = 0, for each 𝑗 ∈ es 𝑖 (𝐶). From the unique minimum condition and locality, it follows that

𝐽 * (es 𝑖 (𝐶)) = 𝐽 * (𝐶) =⇒ 𝑥 * (es 𝑖 (𝐶)) = 𝑥 * (𝐶),
for each 𝑖 ∈ {1, . . . , 𝑏}. Therefore, 𝑓 𝑗 (𝑥 * ) = 0, for each 𝑗 ∈ es 𝑖 (𝐶), 𝑖 ∈ {1, . . . , 𝑏}, and ac(𝐶) ⊇ ∪ 𝑏 𝑖=1 es 𝑖 (𝐶). To prove the last statement, we note from [START_REF] Calafiore | Random convex programs[END_REF] = |𝐶|, and assume that 𝛿 (𝑗) ∈ Δ, 𝑗 = 1, . . . , 𝑁, are independent and identically distributed. Finally, denote with 𝜔 . = (𝛿 (1) , . . . , 𝛿 (𝑁 ) ) ∈ Δ 𝑁 , with

Δ 𝑁 = Δ × Δ ⋅ ⋅ ⋅ Δ (𝑁 times).
We define the distributed random convex program (DRCP) over graph 𝐺 as:

𝑃 [𝐶(𝜔)] . = 𝑃 [𝜔] : min 𝑥∈𝑋 𝑎 ⊤ 𝑥 subject to: (3) 𝑓 𝑗 (𝑥) ≤ 0, 𝑗 ∈ ∪ 𝑛
𝑖=𝑖 𝐶 𝑖 where node 𝑖 knows set of random constraints 𝐶 𝑖 , it can receive information from nodes in the set 𝒩 in (𝑖) and can transmit information to nodes in the set 𝒩 out (𝑖). Since each node has only a partial knowledge of problem constraints, it needs to exploit local computation and inter-nodal communication to compute the global solution of 𝑃 [𝜔]. We refer to the solution of 𝑃 (𝜔) obtained by considering only the local constraints at a given node by the local solution and the associated value of the objective function by the local optimal value. We denote the local solution and the local optimal value at node 𝑖 by 𝑥 * 𝑖 and 𝐽 * 𝑖 , respectively. We refer to the solution and the optimal value of 𝑃 [𝜔] obtained by considering all the constraints by the global solution and the global optimal value, respectively.

We conclude this section with two definitions: Definition 5 (Helly's dimension [START_REF] Calafiore | Random convex programs[END_REF]): Let 𝐶(𝜔) be the set of 𝑁 random constraints associated with realization 𝜔. The □ Definition 6 (Violation probability [START_REF] Calafiore | Random convex programs[END_REF]): For a random convex program 𝑃 [𝜔], the violation probability 𝑉 * (𝜔) is defined as

𝑉 * (𝜔) . = ℙ{𝛿 ∈ Δ : 𝐽 * (𝜔 ∪ {𝛿}) > 𝐽 * (𝜔)}.
where 𝐽 * (𝜔 ∪{𝛿}) is the optimal value of 𝑃 [𝜔] subject to an additional random constraint associated with the realization 𝛿 of the random parameter. □

B. Distributed Computation of the Scenario Solution

We now study the distributed computation of the scenario solution of random convex program 𝑃 [𝜔] under the following assumptions:

Assumption 1: The digraph 𝐺 is strongly connected, that is, the digraph 𝐺 contains a directed path from each vertex to another.

□ Assumption 2: The constraints in the random convex program 𝑃 [𝜔] are in general position almost surely.

□ The global optimal objective value 𝐽 * (𝜔) and the solution 𝑥 * = 𝑥 * (𝜔) are random variables, whose value depend on the realization of the uncertain parameter 𝜔. Moreover, for each realization of 𝜔, random convex program 𝑃 [𝜔] is a convex optimization problem. In the following we present a distributed algorithm that computes the solution to such convex optimization problem. We assume that a generic node 𝑖 at time 𝑡 has knowledge of the local set 𝐶 𝑖 and can store a small candidate set that we call 𝐴 𝑖 (𝑡). Each node initializes the candidate set to 𝐴 𝑖 (0) = ac(𝐶 𝑖 ), by solving the local convex program 𝑃 [𝐶 𝑖 ]. Then, at each iteration 𝑡 of the algorithm, node 𝑖 receives the candidate sets from the incoming neighbors, i.e., 𝐴 𝑗 (𝑡), 𝑗 ∈ 𝒩 in (𝑖), and updates its candidate set with the following rule:

𝐴 𝑖 (𝑡 + 1) = ac ( 𝐴 𝑖 (𝑡) ∪ ( ∪ 𝑗∈𝒩in(𝑖) 𝐴 𝑗 (𝑡) ) ∪ 𝐶 𝑖 )
. The algorithm, named active constraints consensus, is summarized in Algorithm 1. We now state some important properties of the algorithm in the following proposition. [START_REF] Calafiore | Random convex programs[END_REF]. Proof. From Assumption 2 it follows that no point in 𝑋 lies on the boundary of more than 𝑑 comb constraints. For the unique minimum condition, the minimum is attained at a single point, therefore, no more than 𝑑 comb constraints can be active for any subproblem 𝑃 [𝐻], with𝐻 ⊆ 𝐶, and the number of constraints to be transmitted is upper-bounded by 𝑑 comb .

Algorithm 1 Active Constraints Consensus (ACC)

To prove the second statement we first observe that (a) 𝐽 * (ac(𝐻)) = 𝐽 * (es(𝐻)) = 𝐽 * (𝐻), for any 𝐻 ∈ 𝐶. The equality can be proved as follows. 𝐽 * (ac(𝐻)) ≥ 𝐽 * (es(𝐻)) is a consequence of monotonicity and Lemma 2 (ac(𝐻) ⊇ es(𝐻)). Assume now the contradiction that 𝐽 * (ac(𝐻)) > 𝐽 * (es(𝐻)); by monotonicity and by definition of essential set it follows 𝐽 * (𝐻) ≥ 𝐽 * (ac(𝐻)) > 𝐽 * (es(𝐻)) = 𝐽 * (𝐻), leading to contradiction. We can now use this basic property for analyzing the iterations of the active constraints consensus:

𝐽 * (𝐴 𝑖 (𝑡 + 1)) = 𝐽 * (ac(𝐴 𝑖 (𝑡) ∪(∪ 𝑗∈𝒩in(𝑖) 𝐴 𝑗 (𝑡)) ∪ 𝐶 𝑖 )) = fact (a) = 𝐽 * (𝐴 𝑖 (𝑡) ∪(∪ 𝑗∈𝒩in(𝑖) 𝐴 𝑗 (𝑡)) ∪ 𝐶 𝑖 ) monotonicity ≥ 𝐽 * (𝐴 𝑖 (𝑡)).
Thus, the sequence of objective values is non-decreasing in 𝑡. Moreover, the sequence is upper bounded, since for any 𝐻 ⊆ 𝐶, 𝐽 * (𝐻) ≤ 𝐽 * (𝐶). Finally, we notice that 𝐽 * (𝐴 𝑖 (𝑡)) can assume a finite number of values, i.e., 𝐽 * ∈ 𝒥 := {𝐽 * (𝐻) | 𝐻 ⊆ 𝐶}, hence the sequence has to converge to a constant value, say 𝐽 * 𝑖 in finite time. It now remains to demonstrate that after all the nodes in the network have reached convergence, the local objective 𝐽 * 𝑖 . = 𝐽 * (𝐴 𝑖 (𝑇 )) at a generic node 𝑖 is equal to the global objective 𝐽 * (𝐶). For the hypothesis of convergence, in the following development we drop the time indices. We first demonstrate that after convergence all the nodes need to have the same local objective, i.e., 𝐽 * 𝑖 = Ĵ, for each 𝑖 ∈ {1, . . . , 𝑛}. Assume by absurd that two nodes, say 𝑖 and 𝑗, have different objective values, 𝐽 * 𝑖 > 𝐽 * 𝑗 . From the assumption of strongly connectivity of the graph 𝐺, there exist a directed path between 𝑖 and 𝑗. Because of the update law of algorithm, along this path, monotonicity holds, i.e., for any directed edge (𝑖 1 , 𝑖 2 ), that belongs to the path from 𝑖 to 𝑗, it holds:

𝐽 * 𝑖2 = 𝐽 * (𝐴 𝑖2 ) = 𝐽 * (ac(𝐴 𝑖2 ∪(∪ 𝑗∈𝒩in(𝑖) 𝐴 𝑖1 ) ∪ 𝐶 𝑖2 )) fact (a) = 𝐽 * (𝐴 𝑖2 ∪(∪ 𝑗∈𝒩in(𝑖) 𝐴 𝑗 ) ∪ 𝐶 𝑖2 ) monotonicity ≥ 𝐽 * (𝐴 𝑖2 ∪ 𝐴 𝑖1 ∪ 𝐶 𝑖2 ) monotonicity ≥ 𝐽 * (𝐴 𝑖1 ).
Iterating this reasoning along the path we arrive to the contradiction 𝐽 * 𝑖 ≤ 𝐽 * 𝑗 . Therefore, for any pair of nodes 𝑖 and 𝑗, it must hold 𝐽 * 𝑖 = 𝐽 * 𝑗 = Ĵ, implying 𝐽 * 𝑖 = Ĵ, for each 𝑖 ∈ {1, . . . , 𝑛}.

Then, we want to show that the local objective Ĵ actually corresponds to 𝐽 * (𝐶). Let us consider a directed path connecting all nodes and ending at a generic node 𝑖. Now re-label the nodes in this path from 1 to 𝑛 and start by considering the last node. For the hypothesis that the node reached convergence and for the presence of the edge

(𝑛-1, 𝑛) it holds (b) 𝐽 * 𝑛 = 𝐽 * (𝐴 𝑛 ) = 𝐽 * (𝐴 𝑛 ∪ 𝐴 𝑛-1 ∪ 𝐶 𝑛 ). Similarly for node 𝑛 -1 it holds (c) 𝐽 * 𝑛-1 = 𝐽 * (𝐴 𝑛-1 ) = 𝐽 * (𝐴 𝑛-1 ∪ 𝐴 𝑛-2 ∪ 𝐶 𝑛-1 ). But we demonstrated that 𝐽 * 𝑛 = 𝐽 * 𝑛-1 , hence from (b) it follows (d) 𝐽 * (𝐴 𝑛 ∪ 𝐴 𝑛-1 ∪ 𝐶 𝑛 ) = 𝐽 * (𝐴 𝑛-1 ). Since from (c), 𝐶 𝑛-1 does not contain violators of 𝐴 𝑛-1 , applying locality to (d) if holds 𝐽 * 𝑛 = 𝐽 * (𝐴 𝑛 ) = 𝐽 * (𝐴 𝑛 ∪ 𝐴 𝑛-1 ∪ 𝐶 𝑛 ) = 𝐽 * (𝐴 𝑛 ∪ 𝐴 𝑛-1 ∪ 𝐶 𝑛 ∪ 𝐶 𝑛-1
). Repeating the same considerations for node 𝑛 -1 and 𝑛 -2, we conclude that 𝐶 𝑛-2 does not contain violators of 𝐴 𝑛-1 , hence by locality

𝐽 * 𝑛 = 𝐽 * (𝐴 𝑛 ∪ 𝐴 𝑛-1 ∪ 𝐶 𝑛 ) = 𝐽 * (𝐴 𝑛 ∪ 𝐴 𝑛-1 ∪ 𝐶 𝑛 ∪ 𝐶 𝑛-1 ∪ 𝐶 𝑛-2
). Iterating such reasoning along the directed path spanning all nodes, we conclude Point (iii) claims that after convergence is attained the local solution 𝑥 * (𝐴 𝑖 ) coincides with the centralized solution of the RCP. This is a consequence of the fact that 𝐽 * (𝐴 𝑖 ) = 𝐽 * (𝐶): for the unique minimum condition the optimal objective value is attained at a single point, moreover by locality every constraints that violates 𝐴 𝑖 has to violate also 𝐶 and this can happen only if 𝑥 * (𝐴 𝑖 ) = 𝑥 * (𝐶).

𝐽 * 𝑛 = 𝐽 * (𝐴 𝑛 ∪ 𝐴 𝑛-1 ∪ 𝑛 𝑖=1 𝐶 𝑖 );
For proving point (iv) we have to show that the set 𝐴 𝑖 contains all the constraints that are globally active for 𝑃 [𝐶]. According to the claim (iii) we have that 𝑥 * = 𝑥 * 𝑖 = 𝑥 * (𝐴 𝑖 ), 𝑖 ∈ {1, . . . , 𝑛} and this solution coincides with 𝑥 * (𝐶). By contradiction let us suppose that there exists a globally active constraint 𝑐 𝑘 that is contained in the local constraint set 𝐶 𝑖 of a node 𝑖, but is not in the candidate set 𝐴 𝑗 of node 𝑗. Let us consider a directed path from 𝑖 to 𝑗 and re-label the nodes in this path from 1 to 𝑙. Starting from node 1 we observe that, since 𝑥 * 1 = 𝑥 * (𝐶) and 𝑐 𝑘 is active for 𝑃 [𝐶], then 𝑐 𝑘 ∈ 𝐴 1 . According to the update rule of the active constraint consensus, node 2 in the path, computes

𝐴 2 = ac(𝐴 2 ∪(∪ 𝑗∈𝒩in(2,𝑡) 𝐴 𝑗 ) ∪ 𝐶 2 ). Therefore, if 𝑐 𝑘 ∈ 𝐴 1 and 𝑥 * 1 = 𝑥 * 2 , then 𝑐 𝑘 ∈ 𝐴 2 .
Iterating this reasoning along the path from 𝑖 to 𝑗 we conclude that 𝑐 𝑘 ∈ 𝐴 𝑗 leading to contradiction.

The proof of claim (v) is a straightforward consequence of the results on random convex programs, see [START_REF] Calafiore | Random convex programs[END_REF]. □ It is worth noticing that the proof of claim (ii) proceeds along the same lines of the proof of Theorem IV.4 in [START_REF] Notarstefano | Distributed abstract optimization via constraints consensus: Theory and applications[END_REF]. Moreover, it is easy to prove that, if the candidate set at one node does not change for 2diam(𝐺) + 1 iterations, then the local solution at the node has converged to the global solution (the demonstration is similar to the proof of claim (ii) of Proposition 4).

Remark 1: The active constraints consensus algorithm can be used for the distributed computation of the solution of any convex program. It is particularly suited for random convex programs because they have a large number of constraints which are in general position almost surely. □ Remark 2: As a by-product of this work we notice that the approach proposed in [START_REF] Notarstefano | Distributed abstract optimization via constraints consensus: Theory and applications[END_REF] can be applied as a distributed algorithm for convex programming (according to Proposition 1 convex programs are abstract optimization problems). However, [START_REF] Notarstefano | Distributed abstract optimization via constraints consensus: Theory and applications[END_REF] would require the nodes to compute an essential set of the local set of constraints at each iteration, and such computation can be expensive in practice. On the other hand, the ACC algorithm only requires the computation of the active constraints set, which can be easily obtained by solving the local convex problem. Moreover, when the local solution 𝑥 * 𝑖 . = 𝑥 * (𝐴 𝑖 (𝑡)) is not violated by the incoming neighbors constraints, ∪ 𝑗∈𝒩in(𝑖) 𝐴 𝑖 (𝑡), the update of ACC algorithm only requires to check if for some 𝑐 ∈ ∪ 𝑗∈𝒩in(𝑖) 𝐴 𝑖 (𝑡), it holds 𝑓 𝑐 (𝑥 * 𝑖 ) = 0. □

V. NUMERICAL EXAMPLE

We now briefly describe an application of the proposed approach to robust linear classification.

A. Robust Linear Classification

Let us consider a set of features {𝑎 𝑘 ∈ ℝ 𝑝 | 𝑘 ∈ {1, . . . , 𝑚}} and the corresponding class labels 𝑏 𝑘 ∈ {-1, +1}. The linear classification problem determines a hyperplane that separates the features with different labels. In general, the features with different labels are not linearly separable, and a convex loss function penalizing misclassifications is minimized. Suppose that each node in a processor network measures a subset of the features; each feature is measured with uncertainty and the associated distribution is unknown. Let Δ be the sample space and 𝛿 ∈ Δ represent a particular realization of the uncertainty. The robust linear classification problem minimizes the loss due to misclassification in one of the following ways: it minimizes the worst loss due to mis-classifications min 

(𝛿)𝜃 + 𝜌)) -𝜆 𝑘 ≤ 0 𝜃 ∈ ℝ 𝑝 , 𝜌 ∈ ℝ, 𝜆 𝑘 ∈ ℝ ≥0 , (5) 
where 𝑔 : ℝ 𝑝 → ℝ ≥0 is a convex regularization function, ℎ : ℝ → ℝ ≥0 is a convex loss function, 𝜆, 𝜆 𝑘 ∈ ℝ ≥0 are some parameters. In these formulations, the regularization function imparts special structure to the parameter 𝜃, while the loss function penalizes for misclassification of some feature into wrong label. Problems ( 4) and ( 5) correspond to the robust formulations of the classification problem; we leave to the reader the modifications that allow to retrieve the RCP counterpart.

Example 1: We study the following robust linear classification problem:

min 𝜃,𝜆,𝜌

𝜆

subject to :

𝑥 ⊤ 𝑖 𝜃 + 𝜌 -𝜆 ≤ 0, ∀𝑖 ∈ {1, . . . , 𝑁 𝑥 } 𝑦 ⊤ 𝑗 𝜃 + 𝜌 + 𝜆 ≥ 0, ∀𝑗 ∈ {1, . . . , 𝑁 𝑦 } ∥𝜃∥ 2 ≤ 1 𝜃, 𝑥 𝑖 , 𝑦 𝑗 ∈ ℝ 𝑝 , 𝜌 ∈ ℝ, 𝜆 ∈ ℝ ≥0 ,
where 𝑝 is lately referred to as dimension of the classification problem, 𝑥 𝑖 are the 𝑁 𝑥 features with label +1 and 𝑦 𝑖 are the 𝑁 𝑦 features with label -1. For sake of simplicity we assume 𝑁 𝑥 = 𝑁 𝑦 . In our experiments, 𝑥 𝑖 and 𝑦 𝑖 are sampled from normal distributions, 𝒩 (0 𝑝 , 25𝑰 𝑝 ) and 𝒩 (50 ⋅ 1 𝑝 , 25𝑰 𝑝 ), respectively. Notice that the problem is feasible with probability 1, hence the combinatorial dimension is 𝑑 comb = 𝑝 + 2 (the decision variable also comprises the scalars 𝜌 and 𝜆). Moreover the problem satisfies the unique minimum condition, which is enforced by the constraint ∥𝜃∥ 2 ≤ 1, [START_REF] Boyd | Convex optimization[END_REF].

We first study the parallel solution of the robust classification problem on a complete graph for different number of processors and for 20 different realizations of the constraints (scenarios). For this test we consider 𝑝 = 4 and 𝑁 𝑥 = 10 5 . The simulation results are shown in Figure 1. The top figure shows the average computation time for different numbers of processors. It can be seen that the average computation time decreases with the number of processors. The average processing time saturates for number of processors larger than 50. The bottom figure shows the average number of iterations required for convergence. The average number of active constraints exchanged at each communication round was 4.8.

In the second experiments we investigate the scalability of the approach with respect to the number of constraints in the global RCP. We consider 20 different realizations of the constraints, dimension 𝑝 = 4 and number of processors 𝑛 = 50. In Figure 2 we show the computational time, the number of iterations and the average number of active constraints exchanged among nodes for 𝑁 𝑥 = {10 2 , 10 3 , 10 4 , 10 5 }. It is possible to notice that the computational effort of the parallel approach has better scalability properties with respect to the centralized implementation, which shows a sharp increase of the CPU time for 𝑁 𝑥 > 10 3 . Therefore, the proposed approach has a clear computational advantage over the centralized solution for problems with large number of constraints. Moreover, the number of iterations shows low sensitivity with respect to the number of constraints of the RCP.

As a last test regarding the parallel implementation, we study the performance of the algorithm for different problem dimensions. In Figure 3 we report the computational effort of the proposed approach compared with the centralized implementation for different values of 𝑝. Also in this case, the ACC algorithm shows low sensitivity to problem dimension if compared with its centralized counterpart. The lower plots in Figure 3 show the number of iterations and the average number of constraints exchanged by the nodes at each communication round.

As a conclusion of this section we report further numerical results concerning other graph topologies, which can be of interest for distributed applications in sensor networks. We consider 𝑝 = 2 and 𝑁 𝑥 = 10 3 . In Table I we report number of iterations, number of active constrains and average graph diameter for geometric random graph and chain graph.

VI. CONCLUSION

We considered a setup in which the constraints of a random convex program are distributed among several nodes in a processor network and the network is in charge of solving the global RCP, satisfying all problem constraints.

We first analyzed the properties of the constraint sets in a convex program and then we exploited such properties for devising a distributed algorithm, named active constraints consensus. The algorithm allows network nodes to reach consensus on problem solution by exchanging a local set 

  Helly's dimension of a random convex program 𝑃 [𝜔] is the least integer 𝜁 such that ess sup 𝜔∈Δ 𝑁 |sc(𝐶(𝜔))| ≤ 𝜁 holds for any finite 𝑁 ≥ 1.

  finally we observe that by assumption ∪ 𝑛 𝑖=1 𝐶 𝑖 = 𝐶 and 𝐴 𝑛 , 𝐴 𝑛-1 ⊆ 𝐶, therefore 𝐽 * 𝑛 = 𝐽 * 𝑖 = 𝐽 * (𝐶), and this proves point (ii) of the proposition.

Fig. 1 .

 1 Fig. 1. Computation time and number of iterations versus number of nodes for the parallel solution of the robust classification problem. Results are averaged over 20 tests. In the top figure, the red line represents the centralized solution while the blue line represents the proposed parallel solution.

Fig. 2 .

 2 Fig. 2. Computation time, number of iterations and number of active constraints versus 𝑁𝑥 for the parallel solution of the robust classification problem. Results are averaged over 20 tests. In the top figure, the red line represents the centralized solution while the blue line represents the proposed parallel solution.

Fig. 3 .

 3 Fig. 3. Computation time, number of iterations and number of active constraints versus problem dimension for the parallel solution of the robust classification problem. Results are averaged over 20 tests. In the top figure, the red line represents the centralized solution while the blue line represents the proposed parallel solution.

  The rest of this paper is organized as follows. Preliminaries on convex optimization are discussed in Section II. Certain properties of the constraints in convex programs are established in Section III. The ACC algorithm is presented in Section IV. We elucidate on the developed theory with some examples in Section V. Conclusions are presented in Section VI. The support constraints set sc(𝐶)⊆ 𝐶 of problem 𝑃 [𝐶] is the set of constraint 𝑐 ∈ 𝐶 such that 𝐽 * (𝐶∖{𝑐}) < 𝐽 * (𝐶).The cardinality of the set of support constraints is upper bounded by 𝑑 + 1; moreover, the upper bound reduces to 𝑑, if the problem is feasible [3]. □ Definition 2 (Essential Constraint Set): An essential constraint set es(𝐶) ⊆ 𝐶 of problem 𝑃 [𝐶] is a minimal subset such that 𝐽 * (es(𝐶)) = 𝐽 * (𝐶). If the essential constraint set es(𝐶 𝑖 ) is unique for any 𝐶 𝑖 ⊆ 𝐶, the optimization problem 𝑃 [𝐶] is called nondegenerate. □ Definition 3 (Active Constraints): The active constraints set ac(𝐶) ⊆ 𝐶 of problem 𝑃 [𝐶] is the set of constraints that are tight at the optimal solution 𝑥 * (𝐶), that is, ac(𝐶) = {𝑗 ∈ 𝐶 : 𝑓 𝑗 (𝑥 * (𝐶)) = 0}. □ Feasible convex programs may have more than one solution, i.e., several values of the optimization variable may attain the same optimal objective value. The convex program 𝑃 [𝐶] satisfies the unique minimum condition, if the problem 𝑃 [𝐶 𝑖 ] admits a unique solution, for any 𝐶 𝑖 ⊆ 𝐶.
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𝑎 ⊤ 𝑥 subject to :
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where 𝑥 ∈ 𝑋 is the optimization variable, 𝑋 ⊂ ℝ 𝑑 is a closed and convex set, 𝑎 is the objective direction, 𝑓 𝑗 : ℝ 𝑑 → ℝ, 𝑗 ∈ 𝐶 are convex constraints, and 𝐶 ⊆ ℕ is the finite set of constraints. We denote the solution of the problem 𝑃 [𝐶] by 𝑥 * (𝐶) and the corresponding optimal value by 𝐽 * (𝐶).

  that the maximum cardinality of the support set of 𝑃 [𝐶] is 𝑑 comb . Assume that 𝑃 [𝐶] is feasible. Now consider by absurd that 𝑃 [𝐶] has at least one essential set, say es 𝑖 (𝐶) with cardinality d > 𝑑. Notice that es 𝑖 (𝐶) is the unique essential set for 𝑃 [es 𝑖 (𝐶)]. It follows from the first statement that es 𝑖 (𝐶) = sc(es 𝑖 (𝐶)). This means that the support constraint set sc(es 𝑖 (𝐶)) has cardinality d, which is a contradiction. Similar argument applies in the case when 𝑃 [𝐶] is infeasible. This concludes the proof. □ Corollary 3 (Constraints set in nondegenerate programs): For nondegenerate convex programs, es(𝐶 𝑖 ) = sc(𝐶 𝑖 ), for any 𝐶 𝑖 ⊆ 𝐶.Proof. As a consequence of nondegeneracy, the essential set of any 𝐶 𝑖 ⊆ 𝐶 is unique and the statement follows immediately from Proposition 2. □IV. DISTRIBUTED RANDOM CONVEX PROGRAMS A. Problem StatementGiven a function 𝑓 : (ℝ 𝑑 × Δ) → ℝ, where Δ ⊆ ℝ ℓ is the sample space from which a vector of random parameters 𝛿 is drawn, the associated random constraint is defined by𝑓 (𝑥, 𝛿) ≤ 0. A random constraint is said to be convex if 𝑥 → 𝑓 (𝑥, 𝛿) is convex for all 𝛿 ∈ Δ.Consider a networked system with 𝑛 interacting nodes (e.g., processors, sensors). We model node communication by a digraph 𝐺 with vertex set {1, . . . , 𝑛} and edge set ℰ. Let 𝒩 in (𝑖) and 𝒩 out (𝑖) be the set of incoming and outgoing neighbors of node 𝑖, respectively. Denote the diameter of the graph 𝐺 by diam(𝐺). Suppose that node 𝑖 has a local set of random constraints, in the form 𝑓 𝐶 𝑖 , where 𝛿(𝑗) are realizations of some random variable and 𝐶 𝑖 is the set of indexes specifying the local constraint set, with 𝑁

𝑗 (𝑥) . = 𝑓 (𝑥, 𝛿 (𝑗) ), 𝑗 ∈ 𝑖 . = |𝐶 𝑖 |. Define 𝐶 = ∪ 𝑛 𝑖=1 𝐶 𝑖 , 𝑁 .

1 :

 1 Input: 𝑐, 𝐺, and 𝐶 𝑖 , ∀𝑖 ∈ {1, . . . , 𝑛} 2: Output: Scenario solution 𝑥 * (𝐶), active set ac(𝐶) % Initialization 3: Set 𝐴 𝑖 (0) = ac(𝐶 𝑖 ), for each 𝑖 ∈ {1, . . . , 𝑛}; 𝑡 = 1; % Update 4: if 𝐴 𝑖 (𝑡 -𝑙) = 𝐴 𝑖 (𝑡), ∀𝑙 ∈ {1, . . . , 2diam(𝐺) + 1} set ac(𝐶) = 𝐴 𝑖 (𝑡), 𝑥 Proposition 4: Consider a processor network defined over a graph 𝐺 and the distributed random convex program 𝑃 [𝜔]. The following statements hold under Assumptions 1 and 2: i) At each iteration of the Algorithm 1 each node transmits at most 𝑑 comb constraints to the outgoing neighbors; ii) The local optimal objective 𝐽 * (𝐴 𝑖 (𝑡)) is monotonically non-decreasing in the iterations 𝑡 and converges in a finite number of iterations, say 𝑇 , to the global optimal value 𝐽 * (𝐶); iii) At iteration 𝑇 , the local solution at a generic node 𝑖 is the same as the global solution; iv) For each node 𝑖 the local candidate set 𝐴 𝑖 (𝑇 ) at time 𝑇 coincides with the global active set ac(𝐶); v) If the distributed random convex program 𝑃 [𝜔] is almost surely nondegenerate, then the local probability of violation 𝑉 * (𝐴 𝑖 (𝑇 )) is equal to 𝑉 * (𝜔), the violation probability of the global solution obtained in

	5: else 𝐴 𝑖 (𝑡 + 1) = ac (	𝐴 𝑖 (𝑡) ∪	(	∪ 𝑗∈𝒩in(𝑖) 𝐴 𝑖 (𝑡)	)	∪ 𝐶 𝑖	)	;
	𝑡 = 𝑡 + 1; go to 4:;						

* (𝐶) = 𝑥 * (𝐴 𝑖 (𝑡)); exit;
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No. of constraints at each iteration. The algorithm assures finitetime convergence to the scenario solution, which preserves the probabilistic guarantees of the RCP theory. The theoretical derivation was then validated by means of numerical experiments on a distributed classification problem.

VII. APPENDIX Appendix I: Lexicographic Solution

We here discuss an approach for computing the unique lexicographic solution for a given convex optimization problem 𝑃 [𝐶]. Consider a generic convex problem, possibly not satisfying the unique minimum condition. We denote with 𝑂𝑝𝑥[𝐶] the optimal solutions set, i.e., 𝑂𝑝𝑥[𝐶] = {𝑥 | 𝑎 ⊤ 𝑥 = 𝐽 * (𝐶) and 𝑓 𝑗 (𝑥) ≤ 0, ∀𝑗 ∈ 𝐶}. We now want to compute the unique solution

etc. Proposition 5: Given the optimal objective 𝐽 * (𝐶) of a generic convex problem 𝑃 [𝐶], the lexicographic solution 𝑥 * can be obtained by solving the following convex program:

for some arbitrary small positive 𝜆.

Proof. We start by noticing that the feasible set of problem (6) corresponds to the optimal solutions set of the original program 𝑃 [𝐶]; this is consequence of the fact that the additional constraint 𝑎 ⊤ 𝑥 = 𝐽 * (𝐶) restricts the feasible set to the 𝑥 attaining the optimal value 𝐽 * (𝐶). Therefore it only remains to demonstrate that the coefficients of the optimization variables force the lexicographic ordering. For this purpose assume to have two solutions x * and x * , such that x * 1 -x * 1 .

= 𝛾 > 0. Let us consider the Euclidean ball of radius enclosing the compact domain 𝑋. If we call 𝐽 𝑙 (𝑥) the objective value of problem (6) at 𝑥, it is then easy to see that selecting 0 < 𝜆 < 𝛾 2(𝑑-1)𝑀 < 1 assures that 𝐽 𝑙 (x * ) > 𝐽 𝑙 (x * ):

Repeating the same reasoning for the remaining variables (e.g., comparing the objectives in the case in which x * 1 = x * 1 ) it is possible to show that, for some small 𝜆, problem [START_REF] Nedíc | Distributed subgradient methods for multi-agent optimization[END_REF] imposes the lexicographic ordering.

□ We notice that this approach is convenient if some reasonable bound 𝑀 is a priori known. In case this bound is not known or it may cause numerical problems (e.g., 𝜆 is comparable with the machine precision), it can be preferable to consider alternative approaches for computing the lexicographic solution, as the one presented in [START_REF] Calafiore | The scenario approach to robust control design[END_REF].

Appendix II: Support Constraints of Convex Programs

In this appendix we prove that every support constraints of a convex program has to belong to the active constraints set. Let 𝑐 be a support constraint for problem [START_REF] Ben-Tal | Robust optimization: Methodology and applications[END_REF]. Call x * = 𝑥 * (𝐶) and x * = 𝑥 * (𝐶∖{𝑐}). From the definition of support constraints, it holds that 𝑎 ⊤ x * < 𝑎 ⊤ x * . Suppose then, for the purpose of contradiction, that 𝑐 is not active at x * , i.e. that 𝑓 𝑐 (x * ) < 0. Consider a point 𝑧 on the segment connecting x * and x * :

* for all 𝜆 > 0. Moreover, by convexity, 𝑧(𝜆) is feasible for all constraints, except possibly for 𝑐. However, since x * is in the interior of the convex set defined by 𝑓 𝑐 ≤ 0, there must exist values of 𝜆 sufficiently small such that 𝑧(𝜆) satisfies also 𝑓 𝑐 (𝑧(𝜆)) ≤ 0. But then 𝑧(𝜆) would satisfy all constraints and yield an objective value that improves upon that of x * . This contradicts optimality of x * and hence proves that 𝑐 must be active at x * .